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Certified Quality System 


DQS REG. NO 1954-04 


Qualitatszertifikat 

Sehr geehrter Kunde, 

Sie haben sich fur den Kauf eines 

Rohde &Schwarz-Produktes ent­

schieden . Hiermit erhalten Sie ein 

nach modernsten Fertigungsme­

thoden hergestelltes Produkt. Es 

wurde nach den Regeln unseres 

Qua Iitatsm ana gementsystems 

entwickelt, gefertigt und gepruft. 

Das Rohde &Schwarz-Qualitats­

managementsystem ist nach ISO 

9001 zertifiziert. 

Certificate of quality 

Dear Customer, 

You have decided to buy a 

Rohde &Schwarz product. You 

are thus assured of receiving a 

product that is manufactured 

using the most modern methods 

available. This product was de­

veloped, manufactured and 

tested in compliance with our 

quality management system stan­

dards. 

The Rohde & Schwarz quality 

management system is certified 

according to ISO 9001 . 

Certificat de qualite 

Cher client, 

Vous avez choisi d 'acheter un 

produit Rohde &Schwarz. Vous 

disposez donc d'un produit fabri­

que d 'apres les methodes les plus 

avancees. Le developpement, la 

fabrication et les tests respectent 

nos normes de gestion qualite. 

Le systeme de gestion qualite de 

Rohde &Schwarz a ete homolo­

gue conformement a la norme 

ISO 9001 . 

~HDE&SCHWARZ 




~DE&SCHWARZ 

ROHDE,. SCHWARZ GmbH,. Co. KG 
Postfachadresse: Postfach 801469 . 0-81614 Munchen 
Hausadresse: MuhldorfstraBe 15·0-81671 Munchen 
Telefon: (MOnchen 089) 4129-0 . International: (4989) 4129-0 
Telefax: (MOnchen 089) 4129-2164 

ROHDE & SCHWARZ GmbH & Co. KG Tel . (02203) 49-0 
Werk KOln Telelax (02203) 49-229 
Gral-Zeppelin-StraBe 18 
0-51147 K61n 

ROHDE & SCHWARZ GmbH & Co. KG Tel. (09923) 28-0 
Werk Teisnach Telelax (09923) 28-174 
Kaikenrieder StraBe 27 
D-94244 Telsnach 

ROHDE & SCHWARZ MESSGERATEBAU GmbH Tel . (08331) 108-0 
RiedbachstraBe 58 Telelax (083 31) 108 -124 
D-87700 Memmlngen 

ROHDE & SCHWARZ Engineering and Sales GmbH Tel . (089) 4129-3711 
MOhldorlstraBe 15 Telelax (089) 4129-3723 
D-81671 MOnchen 

R & S BICK Mobilfunk GmbH Tel. (05042) 998-0 
1m Landerfeld 7 Telelax (05042) 998-105 
0-31648 Bad Miinder 

ROHDE & SCHWARZ FTK GmbH Tel. (030) 65891-0 
WendenschloBstraBe 168. Haus 28 Telelax (030) 655502 21 
0-12557 Barlln 

SIT Gesellschaft lOr Systeme Tel. (030) 65891-222 
der Inlormationstechnik mbH Telefax (030) 65880-183 
WendenschloBstraBe 168. Haus 28 
0-12557 Berlin 

Argentina Precisi6n Electr6nica SRL (1) 3944815 
Esmeralda 582, Piso 4, Off. 11 (1) 3272332 
1007 Buenoa Alrea 

Australia ROHDE & SCHWARZ (Australia) Pty. LId. (2) 97480155 
63 Parramatta Road (2) 97481836 
Silverwater, N.S. W. 2141 

Austria 	 ROHDE&SCHWARZ OSTERREICH Ges.m.bH (1) 6026141 
Sonnleithnergasse 20 (1) 6026141-14 
A-11ooWlen 

Azerbaijan ROHDE&SCHWARZ Representative Office (412) 933138 
Azerbaijan avenue 35 (412)930314 
370139 Baku 

Bangladesh Business International LId. (2) 839046 
146/A, New Bailey Rd ., P.O.B. 727 (2) 833520 
Dhaka-2 

Belgium 	 ROHDE&SCHWARZ BELGIUM NV (2) 7215002 
Excelsiorlaan 31 Bus 1 (2) 7250936 
8-1930 Zaventem isabel. Veiro/RSB% RSB@rsd.de 

Brazil ROHDE & SCHWARZ (11) 55052177 
PrecisQo EletrOnica L1da. (11) 55055793 
Rua Geraldo Flausino Gomes, 42-1° and. 
04575-060 sao Paulo - SP 

BNneI GKL Equipment PIe. LId. 2760626 
41 11-01 BP Tower, 396, Alexandra Rd. 2760629 
Singapore 0511 

Bulgaria ROHDE & SCHWARZ Representation Office (2) 655133 
39, Fridtjof Nansen Blvd. (2) 656833 
1000 Sofia 

Canada COM: 
ROHDE & SCHWARZ CANADA INC. 
555 March Rd. 
Kanata, Ontario K2K 2M5 

(613) 5928000 
(613) 5928009 

T&M : 
TEKTRONIX CANADA INC. 
785 Arrow Road 
Weaton, Ontario M9M2L4 

(416) 747-5000 
(416) 747-7581 

376.1452.00 	 3 


Zwelgnlederlassungen Subsidiaries In Germany 

Zweigniederlassung Berlin 	 Tel. (030) 347948-0 
Ernst-Reuter-Platz 10 Telelax (030) 34 79 48-48 
0-10587 Berlin 

Zweigniederlassung BOra Bonn TeL (0228) 91890-0 
Josel-Wirmer-Stralle 1-3 Telefax (0228) 25 SO 87 
0-53123 Bonn 

Zweigniederlassung Dresden Tel . (0351) 44592-0 
Fritz-Reuter-StraBe 32c Telelax (0351) 44592-15 
0-01097 Dreaden 

Zweigniederlassung Hamburg Tel. (040) 632900-0 
Steilshooper Allee 47 Telefax (040) 630 78 70 
0-22309 Hamburg 

Zweigniederlassung Karlsruhe Tel. (0721) 97821-0 
Am Sandleld 9 Telelax (0721) 97821 -41 
0-76149 Karlaruhe 

Zweigniederlassung KOln Tel. (02203) 807-0 
Graf-Zeppelin-Stralle 18 Telelax (02203) 807-SO 
0-51147 KGln 

Zweigniederlassung MOnchen Tel. (089) 418695-0 
MOhldorlstralle 15 Telelax (089) 404764 
D-81671 Munchan 

Zweigniederlassung Neu-Isenburg Tel. (06102) 2007-0 
SiemensstraBe 20 Telelax (061 02) 800040 
0-63263 Neu-laenburg 

Zweigniederlassung Telekommunikation Tel. (06102) 2007-0 
SiemensstraBe 20 Telelax (061 02) 2007-12 
0-63263 Neu-laenburg 

Zweigniederlassung NOrnberg Tel. (09 11) 64203-0 
Donaustralle 36 Telefax (0911) 64203-33 
0-90451 Numberg 

R,. S International Telephone 
Talefax 
E-mail 

Chile DYMEQ L1da. (2) 2775050 
Avenida Larrain 6666 (2) 2278775 
Santiago 

China ROHDE & SCHWARZ Repr. Office (10) 64672365 
Room 821 Beijing Towercrest Plaza (10) 64672315 
No. 3 Mai Zi Dian West Road 
Chao Yang District 
Belling 100016 

Czech ROHDE & SCHWARZ (2) 24322014 
Republic Praha, s.r.o. (2) 24317043 

Pod kastany 3 
CZ-16000 Praha 6 

Denmark ROHDE&SCHWARZDANMARKAB (43) 436699 
Ejby Industrivej 40 (43)437744 
DK-2600 GlostNp 

Ecuador Digitec LId. (2)430373 
EI Heraldo 121 y EI Dia (2) 443782 
Quito 

Finland Orbis Oy (9) 478830 
Vanha Kaarelantie 9 (9) 531604 
FIN-01610 Vantaa inlo@orbis.li 

France ROHDE & SCHWARZ FRANCE 
25-27 . rue J. Braconnier 
F-92366 Meudon-La-Fortt C8dax 

ROHDE & SCHWARZ FRANCE 
Agences regionales: 

Rennes 
Sigma 1 
rue du Bignon 
F-35135 Chanteple 

Toulouse 
Technoparc 3 
B.P. 501 
F-31674 Labege C8dex 

(0) 141361000 
(0) 141361010 

(0) 299519700 
(0) 299419131 

(0) 561391069 
(0) 561399910 
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1 Operating BASIC 

1.1 The R&S BASIC Interpreter 

The R&S-BASIC is an interpreter, i.e. the program produced by the user with the editor can already be 
executed without further compilation or assembHng. This has the advantage that written programs 
can be immediately tested and edited if required. 

BASIC is a computer language used worldwide. However, BASiCs from different computer manu· 
facturers differ with respect to the instruction syntax and range which means that BASIC programs 
must first be rewritten or adapted before they can be used on another computer. 

The R&S BASIC used is based on the standard or on widely used BASICs similar to the standard. The 
core of BASIC as defined in the ANSI standard is fully implemented in the R&S BASIC. There are 
additional graphics and I/O instructions which are similar in syntax to Microsoft BASIC. The instruction 
set also contains special functions such as IEC bus and interface instructions. 

Just as any other programming language, the BASIC is first loaded into the main memory before it 
can be executed. Loading is carried out either 

• 	 by entering the command A>BASIC from the operating system, or 

• 	 by writing an AUTO EXEC file (BASIC is then automatically loaded together with the operating 
system). 

When loading with the operating system, a BASIC program can already be specified and is then 
loaded together with the BASIC from the floppy disk or hard disk. This BASIC program is then 
automatically started by entering ,R (comma R). 

Example :E>basic test.bas,r 

As soon as BASIC has been loaded, it registers on the screen with BASIC, outputs the version number 
of BASIC and signals with READY that it is ready for further entries. It also labels the softkeys with 
commands. A small e behind the softkey labe"ing indicates that further data can be specified for this 
command and that it is only executed ifthe Return key is pressed. The other commands, e.g. RUN or 
CaNT, are immediately executed when the softkey or function key is pressed . The softkey for EDIT 
mode is located on the left and is described in section 1.3.1. 

EOITMOOE 8 ICONT I8 ILOAOMe II SAVEMe II AUTOMe I .) 
ON IOFF 

Fig. 1·1 Example of softkey labelling 

*) 	 for PSAiPAT: ALPH/GRA 
for PCA: PRTSCRNv 
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1.2 Using the Keyboa'rd in ,BASJC 

The keyboard is used in BASIC to enter programs and to control a running program. 

All keyboard functions are active in the BASIC editor. These keys can be divided into the following 
groups: 

• Alphanumeric keys for program input 

• Return and enter keys for program modifications 

• Cursor keys and the roll key for cursor movements 

• Keys which modify the keyboard function 

• Function keys which operate parallel to the softkeys in the BASIC editor 

• Keys which control program execution 

• Special controller keys. 

1.2.1 Alphanu meric Keys 

The alphanumeric keys are used to enter instructions, statements or numbers into the controller. The 
alphanumeric keypad also contains a series of special characters which mostly have a special function 
in the programs. 

Upper·case or lower-case notation? 

Entry of a program is considerably facilitated by the fact that the system accepts both upper-case and 
lower-case letters as being equivalent and that spaces can be expanded at will or omitted. After 
pressing the Enter key, the line is repeated in plain text as understood by BASIC, i.e. all key words are 
displayed in upper-case notation, whereas variable names and labels, except for the first letter, are 
written in lower-case. Spaces are inserted after key words in order to enhance the readabi l ity. 

Note: 	 If you are not quite sure about a keyword or the syntax, you should have another close look at 
the line when entered. If the system has converted the assumed keyword to lower-case 
letters, the controller has mistaken it for a variable or a subroutine call. 
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1.2.2 Enter Key 

The Enter key terminates inputs to the controller 

• 	 entered into the running program using INPUT instructions 

• 	 following an instruction entry in direct mode. (This instruction is then immediately executed 
provided it is permitted in direct mode. An error message is otherwise output in the status line) 

• 	 when editing a line where a line number is present at the beginning. 

The line in which the cursor is currently located is transferred to the BASIC program if the Enter key is 
pressed during editing. If a line number already exists, the particular line will be deleted and replaced 
by the new line. It is unimportant whether the controller is in EDITMODE ON or OFF. 

1.2.3 Rollkey 
(only for PCA, EZM-B2, FS-K 1 and PSA-Z 1) 

The function of the rollkey during editing is indicated by the LEDs above it. The function is identical 
with the corresponding individual cursor movements. 

Direction of rotation without Shift with Shift 

~ 

'-./ 

-
..... 

t 
+ 

With the BASIC editor the horizontal shift cannot proceed beyond the start or end of the line. Vertical 
shifts beyond the upper edge of the screen enable up to 39 lines of the screen buffer to be displayed. 

The rollkey changes its function with Shift and also with Ctrl. This function can also be read in by a 
BASIC program so that three independent, bidirectional ways of entry exist with the rollkey. 
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1.2.4 Cursor Keys 

a) for PCA, EZM-B2 and FS-K1 

The cursor function is active if the red tED of the Num Lock key is extinguished or if the cursor key is 
pressed together with SH.I!FT. 

Home 

Sets the cursor to the top left corner of the 

screen without deleting the screen. 


Moves the cursor up by one position. 


Moves the cursor one pOSition to the left. 

It is not possible to move beyond the 

leftedge of the screen. The cursor then 

remains at the first position of the line. 


Moves the cursor one pOSition to the right. 

It is not possible to move beyond the right 

edge of the screen. 


This key sets the cursor to the bottom left 

corner of the screen. The key is not labelled 

since there is no standard symbol for the 

function. 


Moves the Cl""lr down by one position. 

Contrary tc e LF key. a code which 

influences S;"'..C:s not transmitted. 


This key deletes the complete video memory. 

i.e. also characters present in the non-visible 
part, and sets the cursor to the top left 
corner. 

Insert 
The cursor changes Its size when this key is 
pressed and indicates that the INSERT mode 
is active. In INSERT mode, characters can be 
inserted from the keyboard at the pOSlktion 
of the cursor.The characters to the right of 
the cursor are then shifted to the right. No 
further insertions are possible if the end of 
the line reaches the right edge of the screen. 
The INSERT mode IS cancelled by pressing the 
key again. by pressing Del or a cursor key. 
The cursor IS then of normal size again. 

Delete 
This key deletes the character at the cursor 
position. The characters in the same line to 
the right of the cursor are then shifted by 
.one position to the left. It is possible to 
rap'idly delete parts of a line by using this key 
together with the Repeat key. 

Delete 
This key in the alphanumeric keypad deletes 
the last entry, i.e. the last character before 
the cursor. 
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b) for PSA and PAT 

The cursorfunction is active. ifthe green LED ofthe Num ! -key is extinguished or ifthe cursor key is 
pressed together with the Shift key. 

Sets the curswor to the top left corner of 
the screen without deleting the screen. 

Moves the cursor up by one position . 

Moves the cursor one position to the left. 

It is not possible to move beyond the left 

edge of the screen. The cursor then 

remains at the first position of the Itne. 


Moves the cursor one pOSition to the 

r:ght . 

It is not possible to move beyond the right 

edge of the screen. 


Sets the cursor to the bottom left corner 

of the screen. 


Moves the cursor down by one position. 
Contrary to the IF key. a code which 
influences BASIC is not transmitted. 

Einfugen 
The cursor changes its size when this Key 
is pressed and indicates that the EINFUGE 
mode IS active. In EINFUGE mode. 
characters can be inserted from the key­
board at the pOSition of the cursor . The 
characters to the right of the cursor are 
then shifted to the right. No further 
insertions are possible if the end of the 
line reaches the right edge o~ the scree~ . 

The :Infuge mode IS cancelled by preSSing 
the k.ey again. by pressing Del or a cursor 
k.ey . The cursor is then of normal size 
again . 

ThiS ~ey deletes :'"'e C'1aracte- at the 
cursor position. The c~arac~ers ;n :'1e 
same line to the right of the cursor are 
then shifted to the left. It is pOSSible to 
rapidly delete parts of a lirl@ by uSing thiS 
Key together with the Repeat Key . 

This Key in the alphanumeric Keypad 
deletes the last entry. Ie the last 
character before the c",rsor . 
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1.2.5 Keys Changing the Keyboard Code 


These keys cannot be read by the controller but they change the transmitted code of other keys. 


a) for PCA. EZM-B2 and FS-K1 

The two Shift keys are identical. 

They change the function of most keys on 

the keyboard. 

Upper-case letters are automatically 
selected on power-up or If the red LED on 

ILa. ' ct,,::: . . ::, the key IS Irt. Lower-case letters arelr:;J 
selected In conjunction With Shift. The 
LED IS extingUished by pressing the 
Alpha-Lock key and lower-case letters are 
then active . Upper-case letters are then 
selected with Shift. 

The input of BASIC programs may be in 
upper case or lower case. Lower-case 
letters are e.g. used in strings and texts. 
The Alpha-Lock key only aHects the 
letters A to Z. 

Cursor movements and editing 
commands can be entered using the key­
pad after power-up or if the red LED does 
not light up. The numbers can then be 
entered using Shift. Numbers can be 
entered by pressing the Num Lock key 
and the cursor movements can then be 
made together With the Shift key. 

This key generates a control character 
with a code between 0 and 31 (decimal) 
as specified in the standards. if pressed 
together With another key of the 
alphanumerIC keypad (A-Z @ '. I -) . 

These control functions are either 
immediately executed or displayed on the 
PCA screen With a special character. The 
control function is not affected. if the 
Shift key IS pressed at the same time. 

This key repeats another key pressed at 
the same time approx. 60 times per 
second. It IS used for fast cursor 
movements or repeated entry of a 
character. 

b) for PSA and PAT 

The two Shift keys are Identical. 
They change the function of most keys on 
the keyboard . 

Upper·case letters are automatically 
selected on power-up or if the green LED 
IS lit. Lower-case letters are selected in 
conjunction With Shift. The LED IS 
extingUished by pressing the Aipha-Lock 
key and lower-case letters are then active. 
Upper-case letters are then selected wltn 
Shih. 

The rnput of BASIC programs may be In 
upper case or lower case. Lower-case 
letters are e.g . used In strings and texts 
The Alpha-Lock key oniy affects the 
letters A to Z. 

Cursor movements and editing 
commands can be entered uSing the 
keypad after power-up or if the red LED 
does not light up. The numbers can then 
be entered using Shift. Numbers can be 
entered by pressing the Num Lock key 
and the cursor movements can then be 
made together with the Shift key. 

ThIS Key generates a control character 
With a code between 0 and 31 (deCimal) 
as speCIfied In the standards. If pressed 
together WIth another key of the 
alphanumerrc keypad {A-Z @ '. I-} 

These control functions are either 
im mediately executed or displayed on the 
PCA screen with a speCial clharacter The 
control function is not affected. if the 
Shift key IS pressed at the same time . 
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1.2.6 Function Keys 

The function keys F1 to F8 trigger the same editing functions as the softkeys at the bottom of the 
screen. The associated text at the bottom of the screen is entered into the BASIC program just as if the 
text had been entered via the keyboard. The command is executed immediately if the text does not 
have a small e (extension); the text is written on the screen if there is an e. It can then be executed by 
pressing the Return key or extended by entering a statement such as LIST 100-200. 

a) For PCA, EZM-B2 and FS-K1 b) For PSA and PAT 

EDIT-Mode 

Insert line 
This key shIfts the line with the cursor and 
all subsequent lines downward by one 
line; the last line on the screen IS lost. This 
does not mean that the last line IS no 
longer present rn the program . This key 
can therefore be used to create ~pace for 
the purpose of sendrng commands to the 
Interpreter or editIng a new Irne . 

Delete Line 

ThIS key deletes the line with the cursor. 

The subsequent lines are shifted upward, 

and a blank line is entered into the last 

line . 


rr:N1 

~ 

EDIT-Mode 

ThIS key SWitches between tre 
alphanumeriC and the graphKS mode . 
Independent of the labelling. 

:nsert Line 
This key shifts the line with the cursor and 
all subsequent lines downward by one 
line; the last line on the screen is lost ThiS 
does not mean that the last line IS no 
longer present in the program. ThiS key 
can therefore be used to create space for 
the purpose of sending commands to the 
interpreter or editing a new line . 

Delete Line 
ThIS key deletes the IIr:e With the cursor 
The subsequent lines are shlfced upward , 
and a blank line is entered into the last 
line. 
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1.2.8 

1.2.7 Keys Controlling the Program Run 

A running BASIC program can be accessed using these keys. Providing an INPUT or INKEY instruction 
is not present in the program, all other keys are ignored by the program and stored in a keyboard 
input buffer which has a capacity for 16 characters. These characters are output at the end of the 
program or upon a stop. 

a) for PCA, EZM-B2 and FS-K1 b)For PSA and PAT 

A running BASIC program can be aborted A running BASIC program can be aborted 
uSing this key . Such an abort IS only uSing this key Such an abort IS only 
possible at the end of an instruction, since possible at the end of an instruction, since 
BASIC permits to read In variables, edit BASIC permits to read in variables, editD 


Untbr 

(CONT) follOWing Break .The controller (CONT) following Break..The controller 
then indicates the line In which the then indicates the line in which the 
program was aborted . program was aborted . 

the program or continue the program run the program or continue the program run 

Control S can be used to stop outputs on 
the screen or printer, e.g . In order to 
examine them more closely . The program 
IS continued when pressed a second time. 

USing Control P, screen outputs can be 
simultaneously printed out on a printer . 

Strg S can be used to stop outputs on the 
screen or printer, e.g . In order to examine 
them more closely . The program IS con­
tinued when pressed a second time. 

USing Strg P, screen outputS can be 
Simultaneously :mr.ted out on a onnter 

This special key is mainly used to enter strings with control functions. 

Escape 
The Esc key does not Immediately trigger functions with the BASIC which means that It IS possible 
to incorporate the Esc function into the program . Esc IS absolutely essential when programming 
ANSI control functions as encountered e.g . With printers and plotters as well as in the softkey 
labelling of the PCA. The character Ec IS output on the screen when the Esc key IS pressed. 

1.2.9 Using the Keyboard in a BASIC Program Run 

In the BASIC program, all keys except the Break key can be read into the controller in one string usin9 .. 
INKEY. Several codes are assigned to each key depending on the position of Shift, Ctrl, Alpha Lock 
and Num Lock and can be determined from the string using ASC(A$). The key code is then in decimal 
notation. A list of all key codes and their combinations in hexadecimal can be found in the Operating 
Manual ofthe controller. 

The softkeys can also be read in using the INKEY instruction. Their function is independent of the 
keyboard . They occupy the codes AOH to A7H (hexadecimal), 160 to 167 (decimal)] where AOH is the 
soft key on the extreme right. 
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The rollkey has the following code assignment: 
(decimal value in brackets) 

Direction of rotation 

Backwards Forwards 

Without Shift EA (234) EB(235) 

With Shift CA (202) CB (203) 

With Ctrl 8A (138) 8B (139) 

Note: 	 Pressing a key on the keyboard always triggers an interrupt in the controller. If the 
statement ON KEY GOSUB n has been entered in the program before, a branch is made to 
the subroutine when the key is pressed, where the key code can then be processed 
further. 

1.3 BASIC Editor 

For the programming language BASIC, the capability of the editor is a vital factor in determining the 
development time of a software project. BASIC is a highly suitable interpreter for intermediate tests 
on incomplete software where rapid location and modification of instructions is particularly impor­
tant. 

The system has an extremely powerful video editor in which the usual disadvantages such as error 
messages in the listing, no backward scroll, transfer of unwanted lines into the program, string input 
mode etc. are avoided. 

A screen editor is based on the device driver STRINX.SYS, which must be loaded with the file 
CONFIG.SYS for BASIC. 

1.3.1 EDIT Mode 

One of the exceptional features of the BASIC editor is the EDIT mode. In contrast to normal video 
ed itors which are always active except when the program is running, the EDIT mode permanently 
writes those lines which the user wishes to edit. In order to change or supplement several lines, the 
softkey EDIT mode on the left margin of the screen should always be used . EDIT mode is then 
indicated by ON and is switched off by pressing the softkey again or by RUN . 

In addition to striking the softkey, a line number is required at the left edge of the screen in order to 
start the EDIT mode. This line number is either entered from the keyboard or generated by pressing 
the LIST softkey with a line number. 

Once the EDIT mode has traced a line number in the program, it continuously builds up the previous 
or following line number using vertical cursor movements with·the roll key or the cursor keys. 
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Guidelines for particularly effective editing in the EDIT mode: 

• 	 In order to enter the line to be listed. it is sufficient to enter the approximate line number at the 
left edge of the screen. The line number range can then be displayed by vertical cursor move­
ments using the roll key or cursor keys. 

• 	 Line numbers can be written to the left edge of the screen irrespective of the text on the screen. 
Vertical cursor movements then displ'ay the new line number range on the screen. EDIT mode is 
then continued with this line number. A return to the old line number range can be made using 
~ or ~ . 

Caution! By pressing the Return key, the new line is transferred into the BASIC program memory. 

• 	 A line is duplicated by assigning it a newline number and by pressing the Return key. 

• 	 Cursor movements outside the line range ofthe listing produce empty lines. 

• 	 Empty lines for inserting program lines can be produced using F9 (INSERT LINE). Lines can also be 
inserted by overwriting a line with a new line number and new contents and then pressing the 
Return key. 

• 	 Far-off line numbers can be reached i,n different ways: 

with Shift and roll key 
with Rept and cursor 
by entering a new line number and 'moving the cursor 
by F9 (INSERT LINE) and entering a new line number and then moving the cursor. 

• 	 The complete alphanumeric screen can be cleared using the Clr (Stgr) key. A new line- number 
must then be entered again and the cursor moved in order to produce a line number range. 

• 	 In order to test the program. simply press the RUN softkey. The LIST mode is then automatically 
switched off in order to be able to bring the last 30 lines back. to the screen at the end or in the 
event of'an interruption. ­

1.3.2 Using the ANSI Function under BASIC 

The system possesses an internationally standardized software interface based on the ANSI standard 
X 3.41-1974 for addressing the screen and for cursor movements. 

All functions required to operate a terminal are defined in this standard. These functions constitute 
the interface between BASIC and the screen output of ASCII characters. 

The ANSI functions are called in BASIC using PRINT instructions. All functions start with ESC which is 
entered using the corresponding key on the keyboard and is displayed on the screen. 
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The following function groups are supported : 

• Cursor control 
• Labelling the status lines and sohkeys 
• Clearing the screen 
• Setting the video attributes 
• Output of display on printer 

The parameters of the ESC sequences P, , P2 to Pn are numbers and can be entered with 1 or 3 digits. 

The available screen functions are described in the manual "Operating System for PCA" or in the 
manual of the option concerned. 

, .3 .3 Labelling the Softkeys in the Program Run 

The labelling of the sohkeys with BASIC commands is usually retained aher starting the program. The 
labelling can be changed, however, depending on the program function. The labelling in the running 
BASIC program has no influence on the code of the sohkey read in by the INKEY instruction . 

Sequence: ESC R Pn TEXT CR LF 

Pn : Number of the sohkey 1 to 8 (from leh to right) 

TEXT: Text with up to 8 characters. 

Function: ' The associated sohkey is labelled with TEXT according to parameter Pn. 

Example: Labelling of the 3rd sohkey (from the leh) 

PRINT"Ec R3PROCESS" 

Note: 	 The sequence must be terminated by CR, LF. 

If the automatic output of CR, LF is to be suppressed after pressing the key, the text must 

be terminated with 'e' . 


The sohkey must be terminated by "v" if the text is not to be output on the screen. 


1.3.4 Labelling the Softkeys for Editing 

If required. frequently used commands can be labelled on the softkeys for editing purposes. The 
command normally labelled on the softkey is then overwritten. This makes the editor even more 
effective. 

The brightness of the softkey displayed in inverted form can be varied by setting a brightness level 
before. 

Sequence: 	 ESC R Pn TEXT (e) [CRJ LF 

Pn : Number of the sohkey 1 to 8 

TEXT: Instruction with up to 8 characters (including e) 
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Function: The associated instruction is written on the screen when the softkey is pressed . The PCA 
waits for a more detailed specifj,cation of the instruction if a small e follows. The instruc­
t ion is immediately executed if not followed by a small e. 

Example: ? "EcR4RUN 100" 

The program is started in line 100 when softkey 4 is pressed . 

Note: An incorrect notation or non-executable instructions lead to corresponding error 
messages as in the case of a direct input. 

The labelling of the softkey on the outer left is not output when pressed . 

N·ote: If the softkey labelling has been deleted in the program run or changed when editing, 
the original labelling can be restored by entering the SOFTKEY command . 

Example: SOFTKEY 

1.3.5 Labelling the Status Lines 

The system has a divided screen. The upper 25 'lines are shifted, whereas the remaining lines on the 
screen remain stationary. These stationary lines can onlybe used for status information. All f ive lines 
can be labelled with 80 characters each. 

Sequence: 	 ESC 0 Pn TEXT [CR] LF 

Pn : Number of status line 1 to 5 
Text: Text with up to 80 characters 

Function: The associated status line is labelled w ith TEXT according to parameter Pn. 

Example: Labelling the first status line 

? "EcOl DO NOT PRESS BREAK!" 

Note: 	 The second status line is overwritten in the case of error messages. The status I-ine and 
the softkey labell ing are cleared by ESC[y. 

The sequence must be terminated by CR, LF. 

Example: ? "Ec[Y" 


Note: The attribute of the status lines can be set before labelling. 


Example: ? "E c[9Z.m";"EcQSDARK ROW NR . S" 
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1.3.6 Output of a Hardcopy on the Printer 

The contents of the currently displayed ASCII video memory can be output on a printer connected to 
the Centronics interface by pressing the softkey or the function key on the printer. The softkey on the 
outer right ofthe PCA is preset with PRTSCRNv after loading BASIC. 

Sequence: ESC R Pn PRTSCRNv 

Pn : Number of the softkey 1 to 8 

Function: The contents of the displayed ASCII video memory are copied via interface LPT1 by 
pressing the softkey labelled PRTSCRNv or the associated function key. 

Example: ? "EcR4PRTSCRNv" 

Pressing the H Druck" key on the PSA and PAT controllers causes the content of the ASCII screen to be 
sent to a printer compatible to industrial standard. 


In the program run, an ASCII hardcopy can be produced by outputting "ESC[z" . 


Sequence: ESC[z 


Example: 1000 PRINT "Ec[z"; 


Note: The output is optimized and outputs LF for blank lines. Special characters, e.g . BL, cause 

the printer connected to act accordingly. A hardcopy of the graphics display is made 

. using the instruction COpy OUT or GSAVE for controllers compatible to industrial 
standard. 

1.4 Processing of Numbers and Variables in BASIC 

1.4.1 Constants 

Constants are generally decimal numbers between 

1.7 x 10308 and 2.2 x 10-308. 

Up to 16 places are possible and can be used for calculations. In accordance w ith the American nota­

tion, the decimal point is used instead ofthe comma. 


Example: 25; 90.1234 


Constants can also contain exponents to base 10 which are identified by an E. 

Example: 2 I 103 ; 140.25 I 10-12 

Exponential form: 2E3 140.25E-12 
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Since BAS'IC can process character strings in addition to numbers, string constants can also be used. 

Example: 	 "MEASURED VALUE A, .. 

String constants are marked by inserting them between quotation marks. 

The alphanumeric display ofthe PSA and PAT control:rers can be output on a printer compatible to 
industrial standard by pressing the print and the Strg key together. 

1.4.2 Variables 

The variable names can consist of a sequence of any length made up of 'letters, digits and the under­
score character in order to arrange a program clearly. The first character must be a letter. When 
assigning names, ensure that the variable is not identical with the BASIC keywords since this would 
produce an error message. 

Examples of permissible names: 

100 K = 1 


110 Kl = 1 


120 Center Kl 


130 First-Kl = 100 


The following line produces an error message, because the word INPUT has already been reserved for 
an instruction: 

150 input 	 100 100 INPUT = 
i Syntax Error 

If it is absolutely necessary to use this variable name, the LET instruction may prove helpful in this 
case: 

150 1et input = 100 -+ 150 L'ET input = 100 


(see also 1.2.1 Upper-case or lower-case notation). 


1.4.3 Types of Variable 

The computer differentiates between three different types of variable. 

1.4.3.1 Floating-point Variables 

The numeric variables may assume all values within the controller range of ± 1.797693134862 E + 308. 
t arger numbers produce an OVERFLOW ERROR. The smallest representabl1e number is 
± 2.225073858507 E-308. ' Smaller numbers are set to O. Values within these limits can be assigned to 
the fl'oating-point variables. The arithmetic accuracy using floating-point variables is exact to 16 
decimal places, 13 of which are output. 

Example: 	 A=7 

Fd=1.5E6 

Xl=-0.Z187E9 
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1.4.3.2 Integer Variables 

These variables can be assigned integers up to + 32767 and -32768. They are identified by a % 
symbol at the end of the name. 

Integer variables are represented internally as 16 bit numbers in twos complement form. 

Values with a floating point can also be used. but the controller only uses the integral value; the 
number is always rounded off. 

Example: 	 A"I. =7 
Co~tant-2"1.=4528 

XO"l.=O 

Numbers within the range 32767 to 65536 are also accepted . For the output. however. a type of 
representation has to be chosen. and the numbers are then represented withing the range -1 to 
-32768 in this case. 

20 B"I.=40000 

30 B=8"1. 

40 IF SGN(8)=-1 THEN 8=65536+8 

50 PRINT B"I..8 


-+ -25536 40000 

In line 40 of the example. an offset of 65536 is added to the value. if it is negative. in order to shih the 
number into the range 32767 to 65536. 

1.4.3.3 String Variables 

The string variables comprise a string with up to 65536 optional characters. They are identified by a $ 
character at the end of the name. The assigned character string constant is present within quotation 
marks which do not belong to the string. however. and are therefore not output e.g. with a PRINT 
instruction. 

Example: 	 A$="TEXT" 
Value$="55" 
Nl$="· 

A special feature is the so-called null character string (Nl$ in the example) which can consist of no 
characters. 

Strings can be linked using the" + • character. 
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1.4.4 'rnternal, Representation of Floa,ting-point Variables 

BASIC operates with the standard IEEE format with double precision. A floating point variable com­
prises 8 byte or 64 bit, of which 52 are the mantissa, " the exponent and' the sign. 

Byte 7 Byte 6 Byte 5 Byte 4 Byte 0 

r 
V EEE EEEE EEEE MMMM MMMM MMMM MMMM MMMM MMMM MMMM 

v = Sign 
E = Exponent 
M =Mantissa 

The exponent in the E-field is specified as a two's complement of the basic value '024. 

The mantissa is normalized, i.e. the MSB is always assumed to be "'" and is therefore not explicitly 
stored. An effective accuracy of 53 bit is therefore attained. The decimal value of the floating point 
variables described above is obtained by multiplying the mantissa by 2 i (E-'023). It must be ensured 
that the MSB (bit 53) of the mantissa is always', i.e. the mantissa value can only be '.0 S M < 2.0. 
The 8 bytes are arranged in the memory in ascending sequence, i.e. the first byte 0 contains the LSB of 
the mantissa, the last byte, i.e. byte 7, contains the exponent and sign. 

1.4.4.1 Internal Representation of Strings 

First, the string identifier is saved. It consists of 4 bytes, the first word indicating the current string 
length and the second word its address (offset in data segment). This is the address where the string is 
located. A word indicating the maximum length of the string is located two bytes ahead. 

1.4.4.2 Indexed Variables, Arrays 

The arrays are a further group of variables. All three types of variable already mentioned are 
permissible. An index is added to the name of the variable, hence the term indexed variable. The 
index is written in brackets. 

Example: 

Variable name Index 

The variabl1e name A$ remains the same for all' elements in this field. Only the index varies. The index 
can also be a numerical expression. 

Multi-dimensional fields, i.e. fields with more than one index, can also be produced. These indices are 
separated within the brackets by commas. 
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Example: Two-dimensional variable: 

A(4,6) , Cx~(8.3) . String-AS(8.3) 

Example: Three-dimensional variable: 

X(3.2.4) • Fa~(4.0.3) • Gx$(3.4.2) 

All numbers 2: 0, numerical variables or numerical expressions can be used as indices for the variables. 
The variables can then also be indirectly addressed . 

Example: Indirect addressing : 

100 FOR I=O TO 2 

110 FOR J=O TO 3 

120 FOR K=O TO 2 

130 A(I.J.K)= RNO(l) 

140 NEXT K: NEXT J: NEXT I 


A location for the indexed variable must be reserved using DIM before it can be used. A location 
comprises four bytes for a character string (only length and pointer; the character string is located at 
the upper end of the data segment), 2 bytes for an integer constant and 8 bytes for a fl oati ng deci mal 
point variable. 

Caution: Free locations are taken up unnecessarily by. fields dimensioned too large. 

1.4.6 Rules for Evaluating Expressions 

The processing priority for mathematical expressions can be represented in a very simple way. The 
functions always have the highest priority after expressions in brackets. followed by the arithmetic 
and relational operators and the logical operators. 

The priority i.s as follows: 

Mathematical operators Highest priority 

Functions (SIN, LOG. etc.) 

i 
*,/ 
+ , ­
Invert. (e.g. -SIN) 
= 

< > (or ><) 

> 

< 
 Relational operators 


>= 

<= 

NOT 

AND 

OR } Log;ca! operato" ,j, 


XOR Lowest priority 


Example: ? 2 i 3 + 6 results in 14. si nce 2 i 3 is calculated fi rst. 
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1.4.7 Special Features of the Equal Sign 

The equal sign does not have the same meaning as it has in algebra. 


It means: "Receives the value of" 


and must not be confused with the algebraic meaning : 

"Is equal to". 


The statement X = X + 


would be algebraically incorrect since it contains the contradiction 0 = 1. This statement is correct in 

BASIC, however, and means: 

X "receivesthevalueof" the old value of X plus 1 
or 

X = X· B 

X "is the value of" the old value of X times the value of B. 

(See also 1.4.9.1' Relational Operators) 

1.4.8 Mathematical Expressions as Examples of Compute Statements 

Mathematical expressions are written in BASIC in a manner slightly different from the common 
notation. The fol'lowing list illustrates algebraic and BASIC notations. 

Algebraic BASIC 

(A + a) / (C + D)a+b-.­
c+d 

(A + a) / C
a+b 


c 


A . a / Caxb 


c 


a A / a / C 
b 
c 

a A/(a/C) 

b 
c 

A/(a-C)
a 

bxc 
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1 

(ab) NC (A • B) ~ N • C 

ba+1 B ~ (A + 1) 

ba+1 B ~ A + 1 

A ~ 0.6 [3/5 = 0.6]
2y~ 

A t (-0 . 5) [1/2 = 0.5] or 1/SQR (a) 

2y-;;i 

The compute statement is then generated by the equal sign whose special feature has already been 
referred to. A compute statement is represented in the same manner as in algebra. 

e. g. ~=A+B+C 

I Mathematical expression 


I A variable to which the result
L...._________ 

is assigned. 
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1.4.9 Operators 

1.4.9.1 Relational Operators 

Relational operators are used to compare numerical values or strings. The result is 0 if the comparison 
is not fulfilled (false) or -1 if the condition is fulfilled (true). This means that all bits are 1 so that the 
comparisons using the Boolean operators can be linked further without limitations. 

In the case of larger/smaller comparisons of strings, these are processed character-by-character 
starting at the left. The first character of the two strings found not to be identical is used for the 
comparison. The ASCII value of the characters are compared. This leads to the result of the character 
string comparison. 

> Greater than 

< Less than 

>= or => Greater than or equal to 

<= or =< Less than or equal to 

<> or >< Not equal to 

- Equal to 

Examplles of comparisons: 

100 IF A(S THEN ?A 

200 IF C>=A·S THEN ?C 

300 IF A(>100 THEN 1000 

400 IF A(100 AND A>10 THEN GOTO 20 

Examp'le of the comparison of strings: 

400 IF A$="E" THEN ?"READY" 
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1.4.9.2 Logical Operators 

AND 

OR 

NOT 

Boolean operators represent an indispensable aid in the digital and control fields when­
ever it is necessary to link individual bits of binary numbers. They are also often useful for 
complex read-in tasks. 

XOR Syntax: a AND 
a OR 
NOT a 

a XOR 

b 
b 

b 

a,b: Constant, variable or numerical expression; places after the decimal 
point are rounded off. 

The Boolean operators are used to link numbers bit by bit. These operators can be used 
without limitation in a mathematical expression. The numbers used are first converted 
from the floating-point format to a 16-bit number in the range between -32768 and 32767. 
Range violations cause an error message. Negative numbers are represented in two's 
complement (with leading 1). Places after the decimal point are rounded off. 

Example of logical operations 

10 LET A = 5 OR 1Z 

-+A = 13 
OR 

0101 
1100 
1101 

5 
- 12 
- 13 

ZO LET B A AND 6 

-+ B = 4 
AND 

01101 
00110 
00100 

- 13 
- 6 
- 4 

30 LET C NOT 
-+C 

A 
= -14 NOT 

A 
A 

1101 
1111111111110010 

- 13 
" -14 

40 LET 0 7 XOR A 

-+0 = 10 
XOR 

00111 
01101 
01010 

" 7 
=13 

- 10 

Example: 100 C=G AND 16 
ZOO IF A=5 OR C=3 
300 H=NOT H 
400 X=(A OR BlAND 

THEN500 

NOT C 

Note: A comparison provides the value -1(all the 16 bits are set) if it is "true" . 
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1.4.9.3 Power Operator 

a i b This generates the power function with any base and any exponent. 

Mathematical: Y =a b 

Syntax: 

Example: 

a,b: Constant, variable or numerical expression 

100 Y=A'rX 
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1.5 	 Using the IEC Bus under BASIC 

1.5.1 	 Introduction into the lEe-bus Syntax 

Note: 	 The hardware of the IEC bus with extracts from the standard can be found in the operating 
manual Process Controller".N 

The controller has its own instruction set for operations with the IEC bus since it is an interface with a 
large number of functions. A common feature of all instructions is that they commence with IEC and 
can therefore be readily distinguished from the remaining BASIC program. All instructions can be 
written without further additions (e.g. IEC OUT10,A$) if only one IEC bus is fitted in the PCA. If a 
second IEC bus is to be accessed, the number of the IEC bus is specified after IEC (e.g. IEC 20UT 10,A$). 
If IEC is followed by a 1 or by no data at all, the instruction is executed for the 1st bus. All instructions, 
i .e. also IECTERM, IECTIME, IECRlC etc., are only executed for the specified bus and must be specified 
again for the second IEC bus if required. 

If several IEC instructions are in a sequence, the letters IEC need only be specified in the first 
instruction. All following statements are separated by commas and joined to the first one (without 
lEO. 

Example: 2 IEC buses, one of which transfers the control 

100 IEC TERM13. TIME100. EOI. LAD1Z. SOUT·TEST" 

110 IEC ZRLC. ADR7. TIMEZOOOO. TERM 0 


The IEC-bus instruction set comprises the following types of instruction: 

a) Complex instructions 

IEC OUTa. 

IEC INa. 


These are normally sufficient to control measuring instruments so that no further instructions need 
be specified. They address the instrument specified in a, handle the data transfer and unaddress the 
instrument again. 

b) Instructions to set the interface. e.g. delimiter or time out. 

IEC TERM IEC ADR 

IEC TIME IEC Tl · 


Need only be specified if the default values are not used. 

c) Instructions for data input and output 

IEC ~IN IEC ~OUT 


IEC SIN IEC SOUT 
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d) 	 Instructions for transmitting IEC commands and statements. 

IEC lAD IEC llO 

IEC TAD IEC DCl 

IEC SAD IEC PPU 

IEC MlA IEC MTA 

IEC GTl IEC SPE 

IEC SOC IEC SPD 

IEC PPC IEC PPD 

IEC GET 

IEC TCT 


A data word is output on the IEC bus together with ATN. 

e) 	 Instructions for transmitting line messages. 

IEC ATN IEC NATN 

IEC IFC 

IEC REN IEC NREN 

IEC EOI IEC NEOI 


These influence the lines of the management bus. 

f) 	 Instructions to carry out the serial polt or parallel poll. 
(Some of these instructions are also encountered under point d). 

IEC PPC IEC SPl 

IEC PPE IEC SPE 

IEC PPl 

IEC PPD IEC SPD 

IEC PPU 


g) 	 Instructions required when transferring the control in the presence of several cont,rollers: 

IEC RlC 

IEC TCT 

IEC WTCT 

IEC WMLA 

IEC WMTA 
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1.5.2 Several Controllers on the Bus 

The computer is usually the only controller on the bus. It then performs the .system control and can 
transmit the messages IFC and REN . The jumper X5 must be plugged in between pin 1 and pin 2. In 
the PSAIPAT controllers the signal direction of these control lines is automatically reversed .The 
message IFC is automatically output on the bus when starting BASIC with RUN . 

If two IEC buses are installed in the controller, they both usually perform the system control. IFC is 
then transmitted on both buses when BASIC is started. Following the start, the system controller also 
holds the lines ATN and REN active low (true). 

If two controllers are connected to one IEC bus, one of them must relinquish the system control and 
become the addressed controller. In the PCA jumper XS of the addressed controller must then be 
inserted between pin 2 and pin 3. After starting BASIC, the control on the bus must be passed back 
with IECRLC as the first instruction so that the IEC instructions are also initialized accordingly. IFC and 
REN must not be transmitted after IECRLC. 

Following IECRLC. the computer is first present as a talkerllistener on the bus. In this function it must 
not set ATN to true, i.e. it must not transmit addresses and commands. An attempt leads to the error 
message" not aIEC-Bus-Controller". 

If the computer serves as talkerllistener, BASIC requires a bus address. It is assigned the address using 
IECADR. The address may be changed while the program is running. 

Data transfer is then performed via the instructions IEC%IN and IEC$IN or IEC%OUT and IEC$OUT. 
BASIC executes these instructions only if it has been correctly addressed before (i.e. as a talker or 
listener). After unaddressing the controller, a bus transfer between the system controller and other 
devices on the bus can be handled without these data being read into the IN instruction, for instance. 

The program is aborted with a TIME OUT error message if the controller has not been addressed 
within the time specified by IECTIME and if data transfer has not commenced. 

A further possibility of synchronizing data transfer is provided by the instructions IECWMLA and 
IECWMTA. At this point, the computer waits for being addressed. These instructions do not allow to 
abort the program with TIME OUT in order to be able to synchronize rare and irregular data transfer 
as well. 

The computer can of course also assume the control (not the system control) on the bus. It waits for 
taking over the control with the instruction IECWTCT. After applying its talker address to the bus and 
receiving the message TCT, it executes the IECWTCT instruction and then possesses the control on the 
bus. It can now transmit addresses and commands (ATN true) and thus control the connected devices. 
Control is released again by transmitting the talker address of the controller which is to take over the 
control and the message IECTCT. The controller then serves again as talker/listener on the bus. 
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1.5.3 Using the Line Message Service Request 

1.5.3.1 The Computer as Controller 

As a controll'er, the computer can receive a service request. If a service request appears on the bus, i.e. 
if the SRQ line is set to low, the BASIC program can branch to a subroutine if the statement ON SRQ 
GOSUB m or ON SRQ GOTO m has been executed before. If an SRQ is present on the bus, BASIC 
completes the current instruction and then executes the first instruction of the subroutine or the 
branch destination m. A serial poll should then be carried out in the subroutine or at the branch 
destination since most devices do not enable the SRQ line again before their status has been read in 
bya poll. 

Application: In particular if the devices connected have long response times (> 100 ms), the 
execution time of a BASIC program can be reduced by fetching the measured value in 
a service request routine. If several controllers are connected to the bus, they can be 
serviced in a poll routine and the control can be transferred to another controller if 
applicable. 

1.5.3.2 The Computer as Talker/Listener 

The device can transmit service requests as a talkerllistener, i.e. if the control has been transferred via 
the bus using IECRLC. This is carried out using the instruction IECRQS b. When the instruction is 
executed, the SRQ line is first set to low and the program is continued . After receiving the message 
Serial Poll Enable and being addressed with the talker address defined in IECADR, BASIC applies the 
status byt~ b (decimal 0 to 255) defined in the I,ECRQS instruction to the bus . . Bit 7 (decimal 64) of the 
status byte is high as long as the SRQ is present. The computer cancels the service request only after 
this byte has been fetched by the controller. The SRQ line then returns to high, provided that there is 
no service request from another device. 

The computer has the capability of participating in a serial poll. The status word applied in the serial 
poll depends on its status. 

o after IECRLC 

64 OR b after IECRQS b (bit 7 is set) 

191 AND b after IECRQS b and cancelling ofthe SRQ line (bit 7 is reset) 


1.5.4 Execution of ParaUel and Serial PoUrs 

A good method of avoiding the occurrence of waiting times for measured val,ues from IEC bus devices 
is to read in the values in a service request subroutine. BASIC executes the program and branches into 
a subroutine upon occurrence of a service request in which the device can then be serviced. A pre­
requisite is that the instrument has a service request facility and that the statement ON SRQ GOSUB 
has been executed (see Section 2.3). 

If several devices can transmit SRQ on the bus, the instrument raising the service request must be 
determined at the start of the SRQ subroutine. 

This can be carried out either sequentially in a serial poll or simultaneously in a parallel poll. 

1.26 E-6 376.1452.00 



1.5.4.1 Serial Poll 

The easiest method of detection is a serial poll with the statement IECSPL b,v% . All devices from 
which the service request might originate are then addressed one after the other with their address b 
and their device status is read into the variable v% as an 8-bit integer. 

Example: 	 100 ON SRQ GOSUB 1000 
110 Program 

1000 IEC SPL 5, A% 

1010 IEC SPL 12, B% 

1020 IEC SPL 14, C% 

1030 REM Processing of A%, B%, C% 


1100 ON SRQ GOSUB 1000: RETURN 

As is the case with all combined IEC-bus instructions, the serial poll can also be executed using 
individual instructions. 

The instruction IECSPL b, v% corresponds to the following individual statements: 

Example: 	 IEC SPE 
IEC TAD b 
IEC %IN A% 
IEC MTA 
IEC SPD 

Unaddressing is not necessary between the polls of several instruments. The first example can 
therefore also be implemented with a smaller number of bus cycles as shown in the following: 

Example: 	 1000 IEC SPE.TAD5,%INA%.TAD12.%INB%.TAD14.%INC% 
1010 IEC MTA,SPD 

1.5.4.2 Parallel Poll 

The parallel poll is the second method which allows the controller to poll the status of the SRQ line of 
the connected devices. The parallel poll sets the lines EOI and ATN to low and reads in the status word 
applied to the data bus by the devices. The parallel poll is thus carried out faster than the serial poll. 
Prior to polling, each device is assigned its own data line (010) on which it can signal its status. In 
contrast to the serial poll, the parallel poll does not change the SRQ status of the polled devices. A 
parallel poll can only be performed by the controller on the bus. 

BASIC supports the parallel poll with a series of IEC instructions. The device setting is present in the 
main program since it need only be made once. Devices not set for parallel poll do not participate. 

Example: 	 100 ON SRQ GOSUB 1000 
110 IEC LAD 5, PPC .PPE 1 6.UNL or: 
110 IEC PCON 5.1,6 
120 IEC LAD 12.PPC .PPE o 4.UNL or: 
120 IEC PCON 12.0.4 
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The first parameter of the IECPPE instruction indicates whether the polled device signals its SRQ status 
with 0 or 1. The second parameter identifies the 010 line on which the reply is to be made. 

The parallel poll is triggered by the IECPPL instruction. 

Example: 	 1000 IECPPL AX 
1010 IF AX AND 32 THEN . .. 

The status word is read into the variable A% during the parallel poll. Then the service request line 
and thus the device sending the SRQ can be determined. This device is then polled in a serial poll 
routine. 

The controller can also participate in a parallel poll as a ta lker/listener. In this case it is necessary to 
assign to the controller one of the 8 parallel poll lines on which it is supposed to signal its status. This 
is carried out in the following steps: 

1) Addressi ng the controller as listener 
2) Transmitting the command Parallel Poll Configure 
3) Transmitting the command Parallel Poll Enable with indication of the Iline on which the controller 

is to respond as well as indication of the sense bit 0 or 1 
4) Unaddressing the controller 

By simultaneously appl,ying EOI and ATN, the controller can now be requested to apply its identi ­
fication to the bus. It then applies its SRQ status to the bus line assigned to it under point 3 in true or 
inverted form depending on the sense bit. 

Application: The computer can use a service request to inform the controller that a measured value or 
a calculated result is present or that it wants to take' over again the control on the bus. 
Functions can be differentiated using the status word in the serial poll. 
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1.6 Incorporation of Assembler Subroutines in BASIC Programs 

This section describes the incorporation of assembler subroutines in BASIC programs. In particular, 
information is provided on the following points: 

• procedures by means of which user-specific subroutines can be loaded, 

• handling of the interface between BASIC and the subroutines, 

• examples of the procedures. 

BASIC occupies approx. 160 Kbyte of free storage space joining onto MS-DOS. This block contains the 
BASIC interpreter (with data and stack) and the BASIC user program (with data). 

A block within or outside the BASIC memory range can be assigned to the assembler subroutines by 
using different procedures. 

We recommend the four procedures listed below for generating or loading assembler subroutines: 

• in an integer matrix within the BASIC data segment 
• with Poke within or outside the BASIC data segment 
• with LOAD# und CALL# outside BASIC 
• as a memory-resident part of DOS outside BASIC. 


The following documents are recommended for the generation of assembler routines: 


Microsoft MS-DOS User's Guide/User's Reference 

Microsoft MS-DOS Programmer's Reference Manual 


1.6.1 Procedure for Loading Subroutines 

Assembler routines can be loaded according to one of the following procedures. The selection of the 
procedure depends on the size and the characteristics of the assembler program. 

1.6.1.1 In an Integer Matrix within the BASIC Data Segment 

A small subroutine can be easily initialized by loading into an integer matrix within the BASIC data 

segment. 


Characteristics : 


No assembler is required in the writing of programs. 


The complete code (BASIC and machine code) is located within one file. 


When loading the subroutine into a memory area under BASIC control, there is no danger of 

accessing critical areas of the memory. 
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Notes: 

If the BASIC user program occupies the greater part of the data area, memory space is lost by 
assigning the subroutine to the data segment. 

The machine code must be relocative. This means that it must not contain any variables whose values 
depend on the I,oad address ofthe subroutine. 

1.6.1.2 With POKE within or outside BAS,IC 

This procedure is suitable like procedure 1 (Section 1.6.1.1) for small subroutines. The difference is 
that routines can also be filed outside the BASIC data segment. 

Characteristics: see Section 1.6.1.1 

Notes: see Section 1.6.1.1 

The memory area must be managed by the user in order to protect the routines from DOS or other 
programs if the assembler subroutine is oaded in a memory area outside the BASIC data area. 

1.6.1.3 Outside BASIC (with LOAD# and CALL#) 


This procedure is suitable for programs up to 64 Kbyte. A vacant memory area outside BASIC is 

required. BASIC manages the available memory for the user in order to protect the user-specific 

subroutine. 


Characteristics: 


No memory space in the BASIC data segment need be used for the subroutines. 


Notes: 


The user is not responsible for managing the occupied memory area. 


1.6.1.4 Outside BASIC as Memory-Resident Part of the DOS 

This procedure can be used to load programs whose size is practically only limited by the memory 

space available. 


Characteristics: 


The procedure enables multi-segment routines to be used which cannot be handled using LOAD# 

and CALL#. 


The procedure converts the subroutine into a memory-resident DOS part; it is not necessary to reserve 

a memory area. 
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Notes: 

DOS-loaded subroutines remain memory-resident after loading. The routines are only cleared from 
memory when the operating system is booted again. Thus multiple copies can be resident in the 
memory. In order to clear the routine from the memory, a branch to the bootstrap loader can be 
made at the end of the BASIC program. 

1.6.2 Interface between BASIC and Assembler Subroutines 

The following applies ifthe user-specific subroutine is called: 

• 	 The OS register is set to the BASIC data segment. 

• 	 A stack area of 10 words is available for the routine. If a larger area is required by the subroutine, 
its own stack must be created where at least 128 byte are not used by the subroutine (interrupts, 
DOS). 

• 	 The address ofthe variables in the stack is transferred for each parameter in the call. The segment 
address and then the offset address of the variables are written onto the stack. 


If the transfer parameter is a string, the transfer address is a pointer at the string descriptor. The 

format is as follows: 


Word 0 contains the current length of the string. 

Word 1 contains the offset of the string. 


The word ahead of the string contains the maximum string length. 


Caution: The subroutine must not change the code for the maximum length ofthe string. 


The following applies to the return to BASIC: 

• 	 Interrupts inhibited by the subroutinemust be enabled. 

• 	 The registers SS and DS must contain the original values again. 

• 	 The actual return takes place using a far return. 
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Access to parameters in the stack: 


The macro assembler contains the pseudo instruction STRUC in order to define e.g. offsets. 


Example: FRAME STRUC 

RELOFF OW ? 

RELSEG OW ? 

PARAJLOFS OW ? 
PARA-N_SEG OW ? 

PARA-I-OFS OW ? 
PARA-l_SEG ow ? 

FRAME ENDS 

It is then possible to access the stack parameters in the following manner: 

MOV BP. SP 

MOV BX.[BP.PARA N OFS) ;LOAO OFFSET OF PARAMETER N IN BX .... 


;ETC. 

, .6.3 Examples 

Procedure 1 (procedure 2) 
(Sections 1.6.1.1 and 1.6.1.2) 

The machine code for the assembler subroutine is first determined (e.g. with Debug). 

A sufficiently large integer matrix is dimensioned in the BASIC program. 

The machine code is assigned word by word to the matrix elements. It must be taken into account 
that the processor first expects the least significant byte when reading the instructions. The data must 
therefore be stored in this sequence. 

• The position of the subroutine within the BASIC data segment is determined using the VARPTR 
function. 

• The subroutine can be called using the CALL instruction. 
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Example: 

10 REM •••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
20 REM • • 
30 REM • Bl.BAS \ 31.03.85 • 
40 REM • • 
50 REM • THE PROGRAM ENABLES INTERRUPT FLAGS TP BE SET AND • 
60 REM • RESET • 
70 REM • • 
80 REM •••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
90 REM 
100 DIM AR~(2) 
110 DATA "CBFA" 
120 DATA "CBFB" 
130 FOR 1=0 TO 1: READ A$: AR~(I)=HEX(A$): NEXT I 
140 STI=VARPTR(AR~(1» 
150 CLI=VARPTR(AR~(O» 
160 CALL STI 
170 CALL CLI 
180 END 

376.1452.00 1.33 E-6 

http:376.1452.00
http:31.03.85


Procedure 2 
(Section 1.6.1.2) 

The difference between procedure 2 and procedure 1 is that the bytes are stored in the matrix or 
outside the BASIC memory area using the POKE instruction. The POKE instruction itself ensures that 
the correct byte sequence is retained . This procedure is therefore more suitable than procedure 1 for 
small programs. 

In order to set the subroutine outside the BASIC data area, the required segment address must be 
specified in the BASIC program using the SEGMENT instruction. References using VARPTR are then no 
longer possible because the subroutine is stored outside the BASIC data segment. 

Example: 

10 REM ••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 

20 REM • • 
30 REM • B2.BAS\31.03.S5 • 
40 REM • • 
50 REM • IN THIS EXAMPLE, THE DOS FUNCTION 30H IS CALLED. THE • 
60 REM • DATA RECEIVED BY DOS ARE TRANSMITTED TO THE BASIC • 
70 REM • COMMUNICATION AREA (40:Z0), BASIC PROGRAMS CAN READ • 
75 REM • THESE DATA USING PEEK. • 
77 REM • • 
80 REM ••••••••••••••••••••••••••••••••••••••••••••••• ~ ••••••••••• 

90 REM 
100 DIM AR:(10) 
105 REM 
110 DATA "B4","30": REM MOV AH,30H 
lZ0 DATA "CO","Zl": REM INT ZlH 
130 DATA "IE": REM PUSH OS 
140 DATA "BB","40","00": REM MOV OX,40H 
ISO DATA "SE","OB": REM MeV OS,OX 
160 DATA "A3","ZO","00": REM MOV WORD PTR[ZO],AX 
170 DATA "IF": REM POP OS 
180 DATA "CB"; REM RETF 
185 REM 
190 P"VARPTR(AR:(O»: IFOR 1=0 TO 14: READ AS: POKE (P+I),HEX(AS): ' NEXT I 
ZOO SUBR=VARPTR(AR%(O»: CALL SUBR 
Z10 SEGMENT HEX("40") 
ZZO MA:=PEEK(HEX("ZO"» 
Z30 MI:=PEEK(HEX("Zl"» 
240 SEGMENT DEF 
250 PRINT "MS-DOS ";MA:;".";MI: 
260 END 
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Procedure 3 
(Section 1.6.1.3) 

In this procedure the instructions LOAD# and CALL# contained in the BASIC are used to directly load 
a "program file" from the floppy disk or hard disk into the memory. The .COM file is generated by 
assembling a source, linking the OBJ file, converting the EXE file and renaming the .BIN file. 

Example: 

1 REM •••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
2 REM • • 
3 REM • B3.BAS \ 31.03.S5 • 
4 REM • • 
5 REM • THIS BASIC PROGRAM LOADS AND CALLS A .COM FILE • 
6 REM • • 
7 REM • • 
S REM • • 
9 REM •••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 

10 REM 
15 LOADN l,"B3 .COM" 
20 CALLN l,P1:,P2%,P3%,P4% 
30 IF P1%=HEX("FFFF") THENSO 
40 PRINT "SECTORS PER CLUSTER :";P1'l 
50 PRINT "AVAILABLE CLUSTERS :";P2'l 
60 PRINT "BYTES PER SECTOR :";P3'l 
70 PRINT "CLUSTERS PER DRIVE :";P4'l 
80 END 
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B3.ASM 

THIS EXAMPLE SHOWS HOW AN ASSEMBLER SUBROUTINE DETERMINES 

THE SECTORS PER CLUSTER, AVAILABLE CLUSTERS, BYTES PER 

SECTOR AND TOTAL CLUSTERS PER DRIVE USING THE DOS CALL 36H 

AND RETURNS THESE DATA TO THE BASIC VARIABLES. 


GENERATION OF THE .COM FILE: 

- CREATION OF THE SOURCE FILE (B3.ASM) WITH AN EDITOR 
(E.G. WORDSTAR) 

- MASM B3 (ASSEMBLE SOURCE) 

- LINK 83 (LINK .OBJ FILE) 

- EXE2BIN B3 (CONVERT .EXE / .BIN) 

- COpy S3.BIN B3.COM (GENERATE .COM FILES) 


PAGE 69,132 	 ;LISTING DIRECTIVE 


PARSTRUC STRUC 	 ; PARAMETER LIST 


OFS-RET OW 0 ;OFFSET FOR RETURN 

SEG-REG OW 0 ;SEGMENT 


OFS-P4 OW 0 ;OFFSET PARAMETER 4 

SEG4 OW 0 ;SEGM. 

OFS-P3 OW 0 ;OFFSET PARAMETER 3 

SEG3 OW 0 ;SEGM. 

OFS-P2 OW· 0 ;OFFSET PARAMETER 2 

SEG2 OW 0 ;SEGM. 

OFS-Pl OW 0 ; OFFSET PARAMETER 1 

SEGl OW 0 ;SEGM. 


PARSTRUC ENDS 	 ; END OF PARAMETER LIST 


CODE 	 SEGMENT 'CODE' ;SEGMENT = CODE ; CLASS = CODE 
ASSUME CS:CODE,DS:CODE ;CODE AND DATA IN CODE SEGMENT 
ORG looH ;ADRESS LEVEL = lOOH 

(required!) 

SUBR PROC FAR ;DECLARATION OF A FAR PROCEDURE 

STRT: JMP BEGIN ;JUMP TO START OF CODE 


WORD 1 OW ? ;USER DATA DEFINITIONS 

(1M CODE) 

WORD2 OW ? 


WORD3 OW ? ; (NOT USED IN EXAMPLE) 

WORDN OW ? ;END OF USER DATA 


BEGIN: 	 MOV DL,o ;DEFAU IL T DRIVE 
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MOV AH.36H : FUNCTION 36H 

INT 21H :ENTRY INTOOOS 


MOV BP.SP :BASE POINTER ON STACK 

MOV OI.[BP.OFS-Pl] ;OFFSET BASIC-PARA 1 

MOV [OI].AX :IN BASIC-PARAMETER 


RET 


MOV OI. [BP. OFS-P2] : OFFSET PARA 2 

MOV [OI].BX :IN BASIC-PARAMETER 2 

MOV 01.[BP.OFS-P3] :OFFSET PARA 3 

MOV [01].0 :IN BASIC-PARAMETER 3 

MOV 01.[BP.OFS-P4] :OFFSET PARA 4 

MOV [DI].DX ;IN BASIC-PARAMETER 4 


SUBR ENDP 
CODE ENDS 
END STRT ;(required!) 
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Procedure 4 
(Section 1.6.1.4) 

The EXE program which can be directly executed by the operating system is loaded into the memory 
by entering the name. 

The loaded program must consist of two parts, the load part and the actual subroutine. 

The following steps must be carried out in the load part: 

• 	 The entry address of the subroutine must be filed in the BASIC user communication area. 

• 	 The DOS must be informed of which part of the program is to remain memory-resident (see 
operating system function 31 H). 

The memory area provided for data exchange between BASIC and assembler subroutines is located in 
segment 40H at offset 20H and is 4 byte long. The load part files the segment and offset addresses of 
the entry point of the actual routine here. 

Example: 

10 REM 	 ••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 

20 REM 	 - ­
30 REM - B4.BAS \ 31.03.85 ­
40 REM - ­
50 REM - THIS BASIC PROGRAM CALLS A RESIDENT SUBROUTINE ­
60 REM ­ -
70 REM - ­
80 REM - ­90 REM 	 ••••••••••••••••••••••••••••••••••••••••••••••••••••••••• . 

100 SEGMENT HEX("40") 

1100F=PEEK(HEX("20"»+256-(PEEK(HEX("21"») 

120 SG=PEEKfHEX( "22" »+256- (PEEK( HEX{" 23;») 

130 SEGMENT SG 

140 CALL OF 


;B4.ASM 


THIS ASSEMBLER SUBROUTINE CONTAINS TWO PARTS: 

- THE LOAD PART 

- THE ACTUAL SUBROUTI~E 


THE PROGRAM ONLY OUTPUTS TWO CHARACTERS TO INDICATE THAT 

IT HAS BEEN CALLED CORRECTLY BY BASIC. 


PAGE 69.132 ;LISTING DIRECTIVE 


PRQGSIZE EQU 
{(OFFSET ENDE - OFFSET START +100H)/16) + 1 ;SIZE IN PARAGRAPHS; 

;OF RESIDENT PORTION 
;OF USER PROGRAM 

CODE 	 SEGMENT 'CODE' 
ASSUME CS:CODE 
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SUBR PROC FAR 
START: JMP BEGIN 

WORDl OW ? 

WORDl OW ? 

WORD3 OW ? 

BEGIN: 	 MOV DL. '0' 
MOV AH.l 
INT llH 
MOV DL.· K' 
MOV AH.l 
INT llH 

RET 
SUBR ENDP 

END: 
LOADER 	 PROC 

MOV AX.40H 
MOV ES.AX 
MOV AX.OFFSET SUBR 
MOV ES:[lOH].AX 
MOV AX.CS 
MOV ES:[22H].AX 
MOV DX.PROGSIZE 
MOV AH.31H 
INT 21H 

LOADER ENDP 
CODE ENDS 
END LOADER 
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1.7 Using Files and Interlaces 

It is possible to read data from or write data to a file on the floppy disk or hard disk. This also applies 
to hardware interfaces such as printers, lEe bus, serial communications interface, and so on. This is 
why the operating system and BASIC do not always make a distinction between them; the same 
input/output instructions such as PRINT#, INPUT#, INPUTS are used for both files and interfaces. The 
OPEN instruction is used to determine the interface or file to be prepared first. 

There are two OPEN instructions: 

OPENO opens a file for the output, i.e. an already existing file is overwritten, or a new fHe is created 
under the indicated name. 

OPENI opens a file for subsequent inputs. If this file does not exist, an error message is produced. 

This is illustrated by the following example (more details will be given at a later date). 

100 OPENON1,"DATEI . DAT" 
110 PRINTN1,TIME$ 
120 CLOSENl 

A file with the name -DATEI.DAT-is opened and the current time recorded in it. The time stored can 
be read by opening the file: 

3000PENI'13,·OATEI.DAT" 
310 INPUT'13,A$:PRINT AS 
120 	CLOSEI13 

The filename can be a sequence of max. 8 characters before and max. 3 characters after the point. The 
permissible characters can be found in the manual -MS-DOS User's Guide / User's Reference" . This 
manual explains how to select a drive by placing a letter ahead with a colon and how to use a sub­
directory separated by backward slashes if the paths preset by MS-DOS are not to be used. 

Both upper-case and lower-case letters can be used. 

Example of a permissible name: 

1000PENON1,"E:\User\Datei.dat" 

In MS-DOS, a few names are allocated to interfaces and cannot be used as filenames: 

AUX, CON, LST, PRN,NUL, CLOCK 

Other names are reserved for optional device drivers*' and are allocated as soon as the associated 
device driver is loaded with eONFIG.SYS: 

STRING, COMl, COM2 ... 6, IEC, BEEPER, TTL GRAPH, ANG, LPTI, LPT2, UCI, DOP, ADC, 
RELL.4 

If the reserved names listed above are used, MS-DOS attempts to address the associated interface. 
This is also the case if these names have a file extension (after the point)! 

*) 	 A device driver is a software module which makes the hardware accessible via a standardized soft­
ware interface. 
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In the example of the OPEN instruction, a # character is used, followed by a number. This number is 
referred to as the channel number and establishes the reference between the OPEN instruction and 
the subsequent input or output instructions. It can be freely selected by the user in the range 
between 1 and 15. Of course, a particular channel number can be allocated only once at a time. How 
many channels can be open at a time is a function of many factors: 

The file CONFIG.SYS with FILES =n informs MS-DOS about how many files are to be open at a time 
(default 8) (see Appendix D of the MS-DOS User's Guide). MS-DOS provides max. 20 files to be opened 
for each process (BASIC is a process in this case). Five of them are already reserved for standard 
inputs/outputs. BASIC occupies further channels if the device drivers are addressed with TIL, ADC, 
RH, MPG IN/OUT. The first IEC-bus instruction and the first graphics instruction also use one channel 
each so that only the remaining channels are available to the user. If an attempt is made to open 
more channels than provided by MS-DOS, the error message ERROR 52 "DOS open error" is produced. 

Using the CLOSE# instruction, the channel is closed again and the channel number released. The 
filename is now stored on the floppy disk or hard disk. If an interface has been addressed with the 
channel number, the interface is deactivated. In the case of the serial interface, for instance, the sync 
lines are reset. In addition, it should be noted that BASIC provides a buffer with 32 characters for all 
inputs/outputs to interfaces. In this buffer, data items are first collected and combined by MS-DOS to 
sectors of 512 characters for the floppy disk or hard disk before they are input or output. If a buffer is 
only partially filled, it is first output with the CLOSE instruction. 

At the end of a program (END instruction or last line). the R&S BASIC closes all open channels. 

In the case of the RUN commands, all channels opened in direct mode are closed. This is also the case 
after an error message in order to make sure that important data items are stored. 

If the OPEN "instruction includes the following names, BASIC buffers the data in order to transfer 
them to MS-DOS for a block-by-block transmission: 

OPENO#1:CON:" for the built-in monitor 
OPENI#1,"CON:­ from the installed keyboard 
OPENO#1,"PRN:" for a printer connected to the first Centronics interface 
OPENO#1:LPT1 :" for a printer connected to the first Centronics interface 
OPENO#1,"LPT2:" for a printer connected to the second Centronics interface 
OPENII0#1,"AUX:" from/for the first serial interface (see manual PCA-B5) 
OPENII0#1,"COM1 :" from/for the first serial interface (see manual PCA-B5)*) 
OPENII0#1, "COM2 ... 6:" for the other serial interfaces *) 
OPENIIO#l,"IEC:" from/for the IEC-bus interface 

Note the colons placed after the interface names. If this indication is missing, the very same interface 
is addressed all right, but only MS-DOS realizes that an interface and no file is involved . BASIC does 
not buffer the data which causes the input/output to slow down considerably. 

*) not with PSA and PAT 
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.At f,irst sight. it is difficult to understand why an output on the screen requires the whole sequence 

100 OP~NON3."CON:2 


110 PRINTN3."MEAN VALUE" 

120 PRIN'TN3. 

130 CLOSEN3 


although the same effect can be obtained by writing 

100 PRINT "MEAN VALUE" 
110 PRINT 

This may, for example, be due to the fact that inputs/outputs are to be diverted to the keyboard or 
screen first for test or simulation purposes. The data stream can only be diverted by replacing the 
string in the OPEN instruction. Alternating output to the screen and the printer is also possible: 

100 OPENON3."CON:":GOSUB Output:CLOSEN3 
110 OPENON3."LPT2:":GOSUB Output:CLOSE N3 

1000 Output:PRINTN3 •...... 

1500 RETURN 

A further purpose ofthe OPEN instruction is to set the interface into a particular status. To this end, 
the string after the colon of the interface name is transferred to the device driver. In the following 
example, the address 6 is output to the IEC interface and the timer set to 1000 ms for all inputs/ 
outputs: 

100 OPENON3."IEC:LAD6.TIME 1000" 

In the case of the serial interface, the data transfer rate and the number of bits per character are 
determined by the string after COM 1, for example in the PCA (see manual PCA-BS). 

The syntax is identical with that of the MODE program. At the MS-DOS level. the same IEC-bus setting 
as above is possible with MODE IEC:LAD6. TIME 1000. For setting the other interfaces, refer to the 
description of the MODE program (see manual "Operating System for PCA" or the manual of the 
option concerned). 

In the examples stated. the PRINT# instruction is always used for the output. Actually. this is the only 
instruction required for data output. If the data items are to be output to a file and then read in 
again using INPUT#, note that INPUT#, being an ASCII input, is confined to one line. A CR (carriage 

.return) character must therefore be inserted for the output after the 80th character at the Ilatest. 
There is no such limitation with the INPUTS ( ) function, where a character may assume any value from 
oto 2SS (8-bit binary value), however the bl'oc'k length must be known. 

Therefore, the following example first stores on the file the ,length of the string which may be up to 
30000 characters: 

100 PRINTN3.LEN(A$)+CHR$(13); 
120 PRINTN3.A$; 

The input instructions first read the number into the variable Count and then the string: 

200 INPUTN3.Count 

230 Strg$=INPUT$(Count.N3) 
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The INPUT$( ) function tries to read the specified number of characters first. If, however, the end of 
the file is reached before or ifthe timer becomes active, the number of characters will be smaller than 
requested or equal to 0, indicating the end. 

In the event ofthe special case number = 1, single characters are read in in order to be checked, e.g., 
for particular values. If no character is applied, a blank character string (LENG(A$) = 0) is returned . 
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1.8 The Graphics System, 

Graphical representations permit to illustrate numbers and other pieces of information very efficient­
ly. Therefore, BASIC offers powerful graphics instructions enabling to draw on the screen, a con­
nected plotter or printer or to transfer the picture to or fetch it from a file. 

In order to draw a simple line, first move the imaginary pen to the start point with the desired x- and 
y-coordinates using the MOVE instruction and then draw the line to the x,y end point using the 
DRAW instruction. 

100 MOVE 0,0 
110 draw 639,399 

This example draws aline from the bottom left to the top right of the screen, provided the coor­
dinate system and the display section have not been changed by the WINDOW or VIEWPORT 
instructions (more about this later). 

Using the instruction RDRAW x,y, it is possible to draw re'lative to the current position of the pen 
without knowing the absol'ute x/y-coordinates. Like the parameters of all graphics instructions, these 
delta X, delta Y values can be numerical expressions, i.e. numerical constants, variables, functions or 
any combinations produced by arithmetical operations. 

100 MOVE 100,100: GOSUB Triangle 
110 MOVE ZOO,ZOO: GOSUB Triangle 
lZ0 MOVE 300,300: GOSUB Triangle 
130 END 
140 Triangle: 
150 RDRAIII 100,0 
160 RDRAIII -50,86.6 
170 RDRAIII -50,-86.6 
180 RETURN 
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--------------------------

Similar to relative drawing, the instruction RMOVE x,y permits to move to relative coordinates. 

Different "pens" can be used for drawing on the screen. By default, "bright drawing" is set after 
switching on (SET 1). SET 0 activates the mode "dark drawing" or deleting; bright dots are blanked. 
SET-l is used for inverted drawing; if a line is drawn on dark background, this is identical with the 
default setting SET 1. If, however, the line to be drawn intersects another one, the intersection point 
is dark (with SET -1). This is an important feature if the line is to be deleted again subsequently. It is 
simply drawn once again (continue with SET -1); bright dots become dark and the dark intersection 
point becomes bright again. The intersected line now looks as before, and so do all places that have 
been overwritten. 

Caution: " 

Although, basically, the graphics instructions can also be executed on a plotter, this is limited by its 
physical characteristics. A plotter can only operate in the mode "SET 1". Once selected with SET, the 
mode ("pen") is retained for all subsequent draw operations until changed by a new SET instruction. 
(SET includes two further parameters which will be explained at a later date in connection with the 
color graphics option.) 

The next graphics instruction DOT x,y makes a dot at the specified place. As with all graphics 
instructions, the (imaginary) pen is at the end point when the instruction has been executed, which 
may then become the start point for the next DRAW instruction. 

Filled-in rectangles with vertical and horizontal edges are drawn by means of the AREA instruction. 
One corner is indicated by the position of the pen, the opposite corner is given by the xy-coordinates 
of the AREA parameters. 

The WIDTH instruction determines the fill-in pattern for the rectangles as well as the line type of the 
ORAW and POLYGON instructions. Each bit of the 16-bit word set to "1" determines that the dot be 
drawn bright. Zeroes leave the graphics unchanged at the indicated positions. The following example 
sets a binary string converted with the BIN function for the line pattern, as this is a particularly clear 
kind of representation. As can be clearly seen in the area drawn with the AREA instruction, the 
pattern is shifted from line to line. 

----" 

IBmH 

.­
/.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­.­

10 WIDTH BIN("1111100000111110") 
20 DRAW 200.200 
30 AREA 300.300 
40 DRAW 600.350 
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For labelling graphics, the LABEL instruction is required. Labelling starts at the top left corner of the 
first letter. The dot pattern of the characters covers an area of 8 x 8 dots, which, with the size indi­
cated, is multiplied with the second parameter of the instruction. Hence, size 1 covers 16 x 16 dots, 
size 2 results in 24 x 24 dots and size 3 in 32 x 32 dots. Eight write directions are possible as illustrated 
in the example below. Line 110 positions the start points of the strings to a circle with the centre 
point 320, 200 and the radius 50. 

~ N ~ 

~'4	 .L 
1 	 .­0'\'~, U 

VJ!O Dir 0 

_t.? 	0 ~~, 
7 	 II'-­-... 

C/.T en > 

100 FOR Dir=O TO 7 
110 MOVE 320+50-COS(PI/4-Dir).200+50-SIN(PI/4-Dir) 
120 AS=MOir "+CHRS(Oir+48) 
130 LABEL AS.2.Dir 
140 NEXT 

The last draw instruction is POLYLINE. It uses values of an integer field to draw a complete sequence 
of lines. This is performed at high speed, because no conversions from user into graphics units are 
performed. For this subject, refer to the following section. 

1.8.1 	 User and Graphics Coordinates 
WINDOW and VIEWPORT Instructions 

The preceding examples assume that the screen or another graphics output device has 640 x 400 
pixels and that the user has a coordinate system with the origin in the bottom left corner and the x­
axis extending to 639 and the y-axis to 399. Actually, the graphics system is initialized when starting 
with RUN, however any other (Cartesian) coordinate system can be implemented as well using the 
WINDOW instruction. The following example shows a coordinate system with four squares extending 
from -1 to + 1 in the x-direction and from -1 to + 1 in the y-direction, i.e. the origin is in the centre. 
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0; 1 

-1;0 0;0 1;0 

0;-1 

100 WINDOW -1.2,1.2,-1.2.-1.2,1.2 
105 MOVE 0,0: LABEL "0;0",1 
110 MOVE 0,0: DRAW 1,0: LABEL "1;0".1 
120 MOVE 0.0: DRAW 0.1: LABEL '0;1".1 
130 MOVE 0.0: DRAW -1.0: LABEL "-1;0".1 
140 MOVE 0.0: DRAW 0.-1: LABEL "0;-1".1 

Strictly speaking, the coordinate system is specified 20 % larger in the example (up to 1.2) in order for 
the drawing to remain within the margins. 

As the coordinate system covers the entire display area, the x-axis is longer than the y-axis. This 
distortion can be avoided by means of the VIEWPORT instruction. If the preceding example is 
extended by 

90 VIEWPORT 0.399.0,399 

a coordinate system appears on the screen with equally long axes. 240 pixels on the right-hand side 
from 399 to 639 are left blank. In order to shift the coordinate system to the centre, the following 
entry is required: 

90 VIEWPORT 120.419,0.399 

The instructions WINDOW and VIEWPORT apply to all following instructions in the program used for 
moving the pen or drawing (except POLYLINE). The picture built up so far is not changed, however. 
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1.8.2 Graphics Input/Output 

The picture visible on the screen can be transferred to the printer PUD2I3 using the COPYOUT instruc­
tion. If 640 pixels are output on the printer in the vertical di,rection, the distance between the pixels is 
about 10 % smaller in the x-direction than in the y-direction, which is why the picture appears to be 
compressed. A maximum of 576 equidistantly spaced pixels is possible (paper format!).Therefore, the 
user, if he needs a conformal printout, can use the parameter after COPYOUT to indicate which 
edge(s) of the display is (are) to be omitted. 

A picture displayed on the screen can as well be transferred to a file using the instruction 

100 GSAVE "ABC . PIC". 

The pixels are read out from the display memory one after the other, the file using about 32 or 38 
Kbytes. A color picture uses even four times that much. By entering 

E> COpy ABC.PIC GRAPH 

the picture can be transferred back to the graphics device driver and thus be displayed on the screen 
again at the operating system level. In BASIC GLOAD • ABC.PIC is used to bring the picture back to 
the screen where it is superimposed on any display aready present there. 

The graphics system can as well use other output devices. After starting, a device driver called GRAPH 
is loaded as the standard output device for graphics (actually, this is the screen). It is loaded if the file 
CONFIG.SYS includes the line DEVICE = GRAPHX.SYS. ,If the DOP is connected and the associated 
driver loaded with DEVICIE = DOPX.SYS, the graphics instructions address the plotter. The output is 
enabled using the instruction 

ZOO GRAPHIC "DOP" 

In order to address the screen again, use the instruction 

ZOO GRAPHIC "GRAPH" 

Up to four output devices can be indicated, all of them executing the same draw instructions. A file­
name can also be indicated: 

100 GRAPHIC "GRAPH", "ABC.MTF" 

The file ABC.MTF is then assigned all draw instructions of the internal format defined as interface to 
all graphics units. n. This file can be displayed on the screen using the GLOAD command (GLOAD 
fetches the point information of GSAVE and the string commands of the GRAPHIC s$ instruction): 

300 SHELL "Copy ABC.MTF GRAPH" 

The advantage over the GLOAD, GSAVE instructions lies in the fact that, in particular if only few 
graphics objects are involved, the file is only a few bytes long and can build up the display considera­
bly faster. 

At the operating system level, this file can also be output on the plotter: 

E> COpy ABC.MTF DOP 

Parameter /B is required as the file in question is a binary file. 
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1.8.3 Color Graphics Option PCA-B3 (PCA) or VGA-, EGA Mode (PSAIPAT) 

With the color graphics option, each pixel is not only stored in a display memory which contains only 
the information bright or dark, but in 4 planes. Each pixel can assume 42 = 16 values, i.e. one out of 
16 colors at a time. A value is not definitely assigned to a particular color, but accesses a look-up table 
that can be varied by the user at any time and where a saturation of 0 to 15 can be set for each of the 
basic colors red, green and blue. Hence, a total of 16 x 16 x 16 =4096 (PCA) different color shades are 
availabe (but only 16 at a time). (The data for PSA and PAT can be looked up in the SCREEN 
instruction described in chapter 2.) 

The parameter b of the SET instruction selects the pen to be subsequently used for drawing. The color 
of this pen which will then be displayed on the screen is only determined by the COLOR instruction 
(see COLOR). 

Pens 1, 2,4 and 8 draw particularly fast because only one bit is set in each of these binary numbers 
and only one plane needs therefore be written to. Pen 15 is the slowest. (This does not apply to 
PSAlPAT;there all pens draw equally fast.) 

If two color areas overlap, e.g. the figures drawn with pens 2 and 4, the overlapping area has the 
same color as pen 6. The area where two colors overlap assumes the color which is produced by 
logical ORing ofthe binary numbers ofthe individual pens. 

What has been said so far applies to the non-dominant mode which is set if parameter a of the SET 
instruction has the values -1 (inverted drawing), 0 (reset dots) or 1 (set dots). If parameter a has the 
value 2, the dominant mode is cut in. The figure drawn assumes exactly the color which corresponds 
to the pen; colors drawn first disappear. Thus, all four planes must always be written to which is why 
the drawing speed decreases exactly as is the case with pen 15 in the non-dominant mode. 

15 
14Graphics memory 
13 

(4 planes) 1 I 1 0 1 1 
11 
10 

112 

9 
8 
7 
6 
5 
4 
3 
2 
1 
0 

Red Green Blue 

Color tabIe 

Screen 
D/A ] 

, 
Green 0

0 0O/A ]
0 

1 
Blue 0 

D/A ] 
Fig. 4-1 Structure of color graphics option (PCA-B3) 
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The COLOR instruction determines the colors to be assigned to the individual pens. The number for 

the pen is followed by the parameter indicating the saturation of the three basic colors red, green 

and blue. In order to completely fill the look-up tabre with new values, 16 COLOR instructions are to 

be written. This is not absolutely necessary, however, as the table is filled with meaningful values 

foHowing RUN: 


The basic colors red, green and blue are aSSigned to pens 2, 4 and 8 because these pens can draw 

particularly fast. Without specification of SET, pen 1 is selected, drawing in white in order to remain 

compatible with programs written for black-and-white graphics. 


The mixed colors 6, 1'0, 12 and 14 are assigned to the colors of the subtractive color palette: 


red (2) and green (4) result in yellow (6), 

red (2) and blue (8) result in magenta (10), 

green (4) and blue (8) result in cyan (12) and 

red (2), green (4) and blue (8) result in white (14) . 

The data for PSA/PAT can be looked up in the COLOR instruction described in chapter 2. 


The COLOR instruction also permits to define an additive color palette or any other additive color 

system. It also applies to what has been drawn before. As the Plotter DOP can only accommodate 8 

pens, pen 0 is selected again if 8 is indicated. 


A black-and-white printer makes a black dot if any color is set at this position. 


The following example illustrates the various possibiliti~s. First, a "circle" subroutine is written using 

200 lines to draw a filled-in circle at the position determined by x and y. The values required for this 

purpose are calculated only once and stored in the field Cir (line 1:00 to 160). 


In the dominant mode, the overlapping sections are completely overwritten by the color of the circle. 


If the three overlapping circles are drawn in the non-dominant mode, the mixed colors are produced. 

Note that the area where all the three colors overlap is white. 


A printer or plotter will show different mixed colors at the overwritten places. Thi,s behaviour is 

simulated on the screen by way of changing to an additive color palette. 
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100 REM ---------FILL THE ARRAY FOR THE CIRCLE ROUTINE---------­
110 DIM Ci 1'(200) 
120 FOR N=O TO 200 
130 Temp=N-100 
140 Cir(N)=SQR(10000-Temp.Temp) 
150 NEXT N 
160 PRINT "E c[2J": REM CLEAR THE ASCII SCREEN 
170 REM 
lao REM ---------MAIN PROGRAMM---------------------------------­
las REM 
190 PRINT "WRITING IN DOMINANT MODE USING THE DEFAULT COLOR PALETTE" 
200 X=lS0: Y=350: SET 2,2: GOSUB Circle 
210 X=250: Y=350: SET 2,4: GOSUB Circle 
220 X=200: Y=275: SET 2,a: GOSUB Circle 
230 INPUT "PRESS RETURN TO CONTINUE",~ 
240 PRINT "E c[2J"; CLEAR: REM CLEAR ASCII AND GRAPHIC 
245 REM 
250 PRINT "WRITING IN NON DOMINANT MODE USING THE DEFAULT (SUBTRACTIVE)": 
260 PRINT" COLOR PALETTE" 
270 X=150: Y=350: SET -l,2:GOSUB Circle 
2aO X=150: Y=350: SET -1.4:GOSUB Circle 
290 X=150: Y=275: SET -1.8:GOSUB Circle 
300 INPUT "PRESS RETURN TO CONTINUE".A 
310 PRINT "Ec[2J": REM CLEAR ASCII 
315 REM 
320 PRINT "NOW CHANGING THE COLOR PALETTE TO AN ADDITIVE ONE" 
330 COLOR 6,16.9.0 
340 COLOR 10.9,0,9 
350 COLOR 12.0.9,5 
360 COLOR 14.9.2.2 
970 END 
980 REM 
1000 REM --------DRAW A FILLED CIRCLE AT <X,Y>-------------------­
1010Ci rcle: 
1020 FOR N=O TO 200 
1030 MOVE X-Cir(N).Y-N: DRAW X+Cir(N).Y-N 
1040 NEXT N 
1050 RETURN 
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1.9 General Hints for Programmers 

1.9.1 Memory Allocation in BASIC 

The available memory of 1 Mbyte (PCA) or 640 KBytes(PSA/PAT) is divided up amongst the operating 
system and BASIC as follows : 

1M 

EPROM 

--------------1 

STACK 

Program 

Variables 

f--------------­
Strings 

BASIC 
interpreter 

MS-DOS 

I 

] 

640 KBytes 

] 

I 

] 

I 

] 

I 

PCA: 16 Kbyte BIOS; PSA/PAT: 32 Kbyte BIOS 

1 to 16 Kbyte Table for symbolic names 

4 to 64 Kbyte BASIC memory 

4 to 64 Kbyte BASK data 

approx. 30 Kbytes 

w;th dev;ce dr;vers 
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1.9.2 Optimum BASIC Speed 

The R&S BASIC has been optimized for maximum operating convenience and high execution speed. 
The computing speed is sufficient for all "normal" control tasks and arithmetic operations. The 
assembler of the operating system is provided for time-critical parts of program which must operate 
many times faster than the BASIC interpreter. Thus convenient and fast subroutines can be written in 
machine language and called by BASIC using CALL. 

The execution speed of BASIC programs can be considerably increased by observing the following 
hints: 

• 	 Higher-level instructions are executed more rapidly than if the same function is programmed 
using individual instructions. 

Example: 	 10 FOR I = 0 TO 100 

20 MOVE r. 0 : DRAW I, 200 

30 NEXT 


should be replaced by the instruction: 

10 MOVE 0,0 : AREA 100, 200 

• 	 Time-critical loops should 

a) 	 not contain any instructions which also form part of the program before or after the loop 

b) 	 not contain any REM lines. 

• 	 ASCII characters should be printed out as soon as a measured or calculated value is present. The 
printout of many collected values at once may otherwise fill the input buffer of the printer and 
thus produce waiting times for the computer. 

• 	 Waiting times, e.g. for measured values or response times, can often be used to process and 
display the previous value. If possible, always commence the new measurement and then 
evaluate the old one. 

• 	 A high data throughput on the IEC bus can also be produced by appropriate programming. 

a) 	 Complex instructions such as IECOUTa,a$ are executed faster than the corresponding 
individual instructions. 

b) 	 If at all possible, instruments with long measuring times or transients of approx. > 100 ms 
should be programmed such that they signal the presence of a measured value with an SRQ. 
BASIC can then fetch the value into a subroutine and process other programs during the 
waiting time (see section 1.5.2). 

c) 	 If possible, the instruments should be programmed such that the result can be used for the 
controller without further arithmetic or string operations, e.g. the header should be 
suppressed or the output made in logarithmic form instead of converting linear values in the 
controller. 

d) 	 Slow or non-standard instruments reduce the data transfer rate on the IEC bus. They should 
be connected to their own, second IEC bus. . 
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• 	 Data are filed on the hard disk three to ten times as fast as on the floppy drive. In addition, the 
run-up time during selection is omitted with the hard disk. The writing of data fields in the RAM 
memory is even faster on the virtual drive which can then be recopied completely onto the floppy 
or hard disk. 

The following section contains a few typical execution times of BASIC functions: 

Time per instruction [msl 

PCAspeed I 

PCA 2/5 
I 

!PCA 12/15 , 

A=U =0 =0 

A = RND(V) 0.49 0.32 

A=U+V 0.39 0.23 

A = V-U 0.42 0.25 

A = V * U 0.57 0.33 

A = V/U 0.90 0.51 

A = SGN (V) 0.20 0.11 

A = VAND U 0.45 0.26 

A = VORU , 0.43 0.26 

A = NOTV 0.25 0.14 

A = SIN (U) 6.17 1.92 

A = COS (U) I 6.19 1.85 

A = LOG (U) 5.49 1.58 

A = TAN (U) 6.7 1.62 

A = ATN (U) 6.2 172 

A=UjV 1.8to 15.4 0.4to4 

A = SQR(V) 2.2 I 0.53 

A ... INT(V) 0.36 0.20 

A = ASS (V) 0.20 0.11 

A", EXP (V) 9.59 3.34 
, 

PRINT U; 3.79 3.49 

MOVE 0,0: DRAW U,V(U = 50,V,. 160) 2.81 

MOVE 0.0: AREA U,V(U=40.V =40) 7.81 

The purely numerical calculations are carried out five to ten times as fast with the numeric data co­
processor compa,red to the software emulation. This coprocessor cannot be fitted to the PCA 215; it is, 
however, fitted to thePCA 12/115 as standard and may be fitted to the PSAIPAT as PSAT-B1 0 option. 
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1.9.3 Event-controlled Branching 

Similar to a real-time operating system, BASIC allows to respond to external events immediately. For 
this purpose, a running BASIC program is interrupted and continued after execution of the program 
part related to the event. 

The instruction 

ON <event> GOSUB <line number or label> 
ON <event> GOTO <line number or label> 

which is to be run through once at the start tells BASIC which program part is to be executed if the 
event occurs and that it must respond to the event. 

Conversely, the instruction 

ON <event> RETURN 

prevents BASIC from responding to the event. After running through this instruction, the main 
program is not interrupted any more; further branching is enabled again by the next ON <event> 
GOSUB/GOTO INSTRUCTION. 

Following branching to the subroutine, renewed calling is inhibited even when the event occurs. (ON 
< > RETURN is executed internally). This means that the user must explicitely enable renewed 
branching with ON < > GOSUB/GOTO. This may be do.ne in the subroutine and should then be the 
last instruction before the RETURN statement separated by a colon. 

Example: 	 100 ON SRQ GOSUB 1000 
110 REM main program 

990 GOTO 110 

1000 REM SRQ subroutine 

1010 lEe SPL 12.A% 


1100 ON SRQ 	 GOSUB 1000: RETURN 

Branching always takes place at the start of a line to be executed in the program. Line 1100 ensures 
that branching is enabled and that return to the main program also takes place at any rate. Thus, 
illegal nesting is avoided. 
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1.10 BASIC Device Drivers 

a) 	 For BASIC it is absolutely necessary to have the display and keyboard driver, named CON and 
STRIN, containing the screen editor and the program for execution of the ANSI Escape sequences. 
When this driver has not been loaded several ESC sequences are displayed on the screen which 
are not executed. The driver becomes availabl'e if the device driver STRINX.SYS is loaded with 
CONFIG.SYS, e.g. by adding the following line to the CONFIG.SYS file 

DEVICE=\BASDRV\STRINX.SYS 

Note: 	 ANSI.SYS and the resident programs SIDEKICK and PROKEY do not run, when the BASIC 
device driver CONISTRIN is loaded. 

b) 	 For graphics instructions in BASIC the device driver GRAPH is required. It will become available, if 
the device driver GRAPHX.SYS is loadad with CONFIG.SYS, e.g. by adding the following line to the 
CONFIG.SYS file 

DEVICE=\BASDRV\GRAPHX.SYS 

caution: 	 Depending on the hardware the GRAFIC DEViCe DRIVER reserves 24K (CGA), 36K 
(Hercules), 116K (EGA) or 130K NGA) memory space for temporary storage of the 
screen editor and alphanumeric display. It may thus occur that there is not enough 
memory space for other programs, when the device driver is loaded. 

c) 	 For each IEC instruction the IEC bus driver called IEC is required. It will become available by 
,loading the device driver IECX.SYS with CONFIG.SYS, i.e. by adding the following line to the 
CONFIG.SYS file 

DEVICE=\BASDRV\IECX.SYS IA:nnn 10:n II:n 

The information about the setting of the jumpers and switches on the IEC bus board is provided 
to the driver by the transfer parameters behind the forward sl'ashes: 

IA: nnn indicates the address 2E 1 default Example IA2B8 

ID:n indicates the DMA channel 1 default Example 103 

lI:n indicates the interr. number 7 default 'ExamplellS 


caution: 	 The IEC bus device driver IECX.SYS disturbs the device driver GPIB.COM of 
National Instruments, since both drivers access the same hardware. Only the one 
or the other driver may be loaded with CONFIG.SYS. 
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d) 	 For printing out the graphics display on a printer compatible to industrial standard (see GSAVE). 
the printer driver LPTl is required. It will become available, if the device driver LPTX.SYS is loaded 
with CONFIG.SYS, e.g. by adding the following line to the CONFIG.SYS file 

OEVICE=\BASORV\LPTX.SYS 

e) 	 The device driver BEEPER is required for generating musical tones using the PLAY instruction. It 
will become available by loading the device driver BEPX.SYS with CONFIG.SYS, i.e. by adding the 
following line to the CONFIG.SYS file 

OEVICE=\BASORV\BEPX.SYS 
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2 BASIC Instruction Set 

2.1 Definitions of Terms Used 

In order to keep the description as clear and intelligible as possible, specific letters are uniformly used 
in the syntax definition. 

Character Meaning Example 

n,m Line num bers (1 to 65.534) 100 

t String of characters "Text" 

k Numenc constant 1.234 

z One-digit constant 2 

k% Integer constant (-32768 to 65535) 125 

vn Numeric variable Rl 

v% Integer variable 01 % 

vS Stnng variable AS 

v One of the variables vn, v%, vS A,A%,AS 

a,b,c,x,y Constant, variable or numeric expression 1.2 + (A5*4) 

sS String expression 

(string constant, variable or function) 

·VAR" +AS 

a/sS Numeric expression a or string expression sS -

kit Numeric constant k or string constant c -

()<> = # 
S: • % , ; 

Characters belonging to the syntax which must therefore 

be written. 

SIN(a) 

I] Brackets enclosing a part of the statement. These are 

extensions to an instruction which are possible but not 

absolutely necessary. 

I] ... The specified extensions may be repeated in the 

statement. 
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Character Meaning Example 

Instructions Components of the program are located immediately after a 

line number or a colon. If the instruction is written without a 

line number. it is executed immediately like an instruction 

(direct mode). 

PRINT 

GOTO 

Graphics statements concern single dot graphics. 

IEC statements concern the IEC 625bus. 

Commands Cannot be components of a program since they generally : 
handle programs. , 

ALOAD 

NEW 

Functions Always possess an argument. 

Functions With a subsequent $ character always produce a 

character string as result (string function) . 

Functions without a subsequent S character produce a numertc 

value as result (numeric function). 

CHR$ (10) 

MIDS (AS) 

SIN (Al 

Synonyms Notations of an instruction which are accepted as being 

I 

compatible but are automatically converted Internally by the 

controller into the new syntax. 

IECATN 
IIECATT 

Default values Parameters used in BASIC if no parameters are specified in the 

statement. I 

Upper-case letters mark keywords which must be entered in this sequence. The 

input may be both in upper case and lower case. I 

Lower-case letters 

I 
are dum my values for characters or character sequences freely 

selectable by the user. (The first letter of the examples is 

written in accordance with the German notation) 
I 

Variable name is any sequence of letters and digits as well as underline 

characters used as a means of differentiation . 

I 
The first character must be a letter. Both upper-case and 

lower-case letters may be entered: BASIC always converts the 

first letter to upper case and the subsequent letters to lower 

case. 

-
Al.A2 

Langer_name 

I 

Labels are jump targets of the GOTOIGOSUB instructions. the name 

establishing the reference. Labels are located after the line 

number and end with· : · . The definition of the variable name 

given above also applies to labels. 

100 Unterroutln_nrl : 

I 

I 


I 


I 
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2.2 Summary of the BASIC Instruction Set 

Numerical functions and operators 

> [=] 

< [=] 

<>, = 

AND 
OR 
NOT 
XOR 

ABS (a) 
INT (a) 
SGN (a) 
SQR (a) 

SIN (a) 
COS (a) 
TAN (a) 
ATN (a) 

atb 
ERL (a) 
ERM (a) 
EXP (a) 
FRE (0) 
FRE(1) 
LOG (a) 
RND (a) 
DEFFN 
FN 

Program execution 

BREAK [OFF] 
BYE oder EXIT 
CLR 
CONT 
END 
ERASE Vo [,v,] 
HOLDa 
REM 
RUN [n] 
SHELL [s$] 
STOP 
TRACE 
TRACE a/s$ [,a/s$] ... 

Greater than (equal to) 
Less than (equal to) Relational operations 
Not equal to, equal to 

Boolean operations 

Absolute value 
Integer 
Sign 
Square root 

Angular functions 

Power function 
Poll of error line 
Error poll 
Exponent to base e 
Poll of freely available data storage space 
Poll of freely available program storage space 
Logarithm to base e 
Random function 
Functions definable by the user 

Disable or enabel Break key 
Switch from BASIC to the operating system 
Set basic status 
Program continuation 
Program end 
Clear variables 
Waiting time in ms 
Remark 
Program start 
Invocation of MS-DOS commands 
Program stop 
Supervision of program run 
Program execution insteps with output 
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Pseudo variables 


DATES 

DATUMS 

PI 

TIME 

TIMES 


Data 


DATAk, [,k2l... 

DIM v (a, [,a2l ... ) 

ERASE v 

INKEYvS 

INPUT S(n,[#a» 

INPUT ["t";] v1 [,vnJ... 

READ v1 [,vn) ... 

RESTORE [n) 


Jumps and loops 


Read out date 
Read out date (German) 
Circle constant 
Measure time or calculate time 
Read out time 

Setti ng of data 
Array dimensioning 
Delete of variables and arrays 
Keyboard poll 
String input with number of characters 
Keyboard input 
Reading in data characters 
Reset data pointer 

All GOTOs and GOSUBs may be followed by a line number or a label. 

IF a THEN 
ELSE 
ENDIF 

FOR vn = a TO b [STEPc) 
NEXT ,[vnl 

IF a THEN ... [ELS'E) 
GOTO 
GOSUB 

ON COMa GOTO 
ONi COMa GOSUB 

ON ERROR GOTO 
ON ERROR GOSUB 

ON a GOTO n [,m] ... 
ON a GOSUB n [ ,m] .. . 

ON KEY GOTO 
ON KEY GOSUB 

ON TIME a GOTO 
ON TIME a GOSUB 

ONSRQGOTOn 
ONSRQGOSUB 

RETURN [a] 

REPEAT 
UNTILa 

WHILE a 
WEND 
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Structure element (over several lines) 

Loops 

Conditional branch 
Unconditional jump 
Jump into subroutine 

Enable jump upon end-of-file character in interface 
Jump into subroutine 

Enable jump in case of error 
Jump into subroutine 

Jump depending on a 

Enable jump upon Keystroke 

Enable jump at a given time 

Enable jump upon Service Request 

Return from subroutine 

Loop structure (over several lines) 
Condition at the end 

Loop structure (over several lines) 
Condition at the beginning 
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Character string processing 

ASC(s$ 

BIN (s$) 

BIN$ (a) 


CHR$ (a) 


HEX (s$) 

HEX$ (a) 


LEN (s$) 

LEFT$ (s$,a) 

MID$ (s$,a,b) 

+ 

RIGHT$ (s$,a) 

STR$ (a[,USING s$]) 

VAL (s$) 


Edit instructions 


AUTO [n] [,~n] 


DELETE n-m 

DIR [t] 

FRE (0) 

FRE (1) 

HELP [arg] 

IECLIST ON a 

IECLIST OFF 

LIST [n] [-[m]] 

PLIST [n] [-[mll 

NEW 

RENUMBER [n] 

[-mll [,n] [,~·n] 


SEARCH [n-m,] t 

SOFTKEY 

REPLACE [n-m] t"t2 


Machine instructions · 


CALL a [,v,] 

CALL# a [v,] 

INP (a) 

LOAD# a, s$ 

OUT a,b 

PASCAL a [,v,] ... 

PEEK (a) 

POKE a, b 

SEGMENT a oder DEF 

VARPTR (v) 


Conversion of ASCII character into numeric value 
Conversion of binary numbers and decimal numbers 

Conversion of numeric value into ASCII character 

Conversion of hexadecimal and decimal numbers 

Length of a string 
Separate first characters from string 
Remove middle characters from string 
Linking of character strings 
Separate last characters from string 
Conversion of numeric variable into a string 
Conversion of a string into numeric variable 

Automatic line numbering 
Delete lines 
Output directory 
Available memory space 

Select and display support information texts 
Output program on IEC bus 
Termination of program output on IEC bus 
Program output on screen 
Program output on 1st printer interface 
Delete program 
Renumbering of lines 

Search text lines 
Restore softkey labelling 
Replace parts of text 

Machine program call 
Call machi ne routi ne 
Read via addresses 
Load machine routines 
Output via addresses 
Call Pascal routines 
Read memory location 
Write into memory location 
Fix a segment 
Read in a variable pointer 
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Input/output via floppy disk. fixed disk and in,teriaces 

ALOAD -t-

ASAVE -t-

CHAIN s$,m 

CLOSE# [a] { ,a} ... 

FORM (m-n] 

INPUT $ (a, [#a)) 

INPUT#a, v, [ ,V2) ... 

LOAD s$ [,R] 

OPENI#a,s$ 

OPENO#a,s$ 

OPENI#a,-CONI: 

OPENI#a, -COMb: 

OPENI#a, -IEC: 

OPENI#a, -LPT1: 

PLAY s$ [,a] 


P'RINT#a, a/s$ 

PRINT a/s$ 

PRINT USING 

SAVE s$ [,P] 

TAB (a) 


Graphics instructions 


AREA x, Y 

CLEAR 

COLOR f,r,g,b 

COPYOUT [a] 

DOT x, y 

DRAWx,y 

GLOADs$ 

GRAPHIC s$,[,s$] 

GSAVE s$ 

INVERT 

LABEL s$[,a [,b [,c]]] 

MOVE x, Y 

RMOVE x, Y 

POLYLINE a,v%(b) 

RDRAW x, y 

SCREEN a 

SET a[,b] [,c) 

VIEWPORT x1,x2,y1,y2 

WIDTH a 

WINDOW x1,x2,y1,y2 

ZOOM a 


Load program stored in ASCII code 
Save program in ASCII code 
Reload program sections 
Close file 
Set page format of printer 
String input with number of characters 
Load data 
Load program 
Open input file 
Open output file 
Input/output on console 
Input/output on V241RS232 
,Input/output on IEC bus 
Input/output on printer 
Signal tone with pitch and duration in s$ and repetition rate given by 
parameter a 
Store data 
Screen output 
Formatted output 
Store program 
Distance form left edge of screen 

Draw filled in rectangles 
Clear graphic display 
Color assignment 
Output graphics to printer 
Draw dot 
Draw line 
Load screen from file 
Select graphics interface 
Store screen in file 
Invert graphic display 
Labelling of graphics 
Position cursor 
Position cursor relative 
Draw polyline 
Draw line relative 
Fixing screen mode 
Display mode for lines and dots 
Fixing display area of screen 
Draw line pattern 
Fixing coordinate range 
Enlargement and selection of display area 
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IEC-bus instructions 

a) Universal instructions 

IEC DCL 
IEC LLO 
IEC SPE 
IECSPD 
IEC PPE k, k2 
IECPPL v% 
IEC PPU 
IEC PPD 
IECTIME a 
IECT1 b 
IEC REN 
IEC NREN 
IECIFC 
IECATN 
IEC NATN 
IECEOI 
IEC NEOI 
ON SRQ GOSUB n 
ON SRQ RETURN 
IECTERM a 
IEC RLC 
IEC RQS 

b) Addressed instructions 

IEC LAD a 
IECTADa 
IECSAD a 
IEC UNL 
IEC MTA (IEC UNT) 
IECSDC 
IEC GTL 
IEC GET (IEC GXT) 
IEC PCON b, k"k2 
IEC PPC 
IECTCT 
IEC OUT a, [;a2),s$[;] 
IEC$OUTsS 
IEC%OUTa% 
IECIN a, [ ;a2],vS 
IEC$IN v$ 
IEC%INv% 
IECSPLa, v% 
IECADR a 
IECWMTA 
IECWMLA 
IECWTCT 
IEC LISTON a 
IEC LISTOFF 
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Device clear 
Local Lockout 
Serial Poll enable 
Serial Poll disable 
Parallel Poll enable 
Status reply 
Parallel Poll unconfigure 
Parallel Poll disable 
Set time-out monitor 
Set time Tl 
REN line active 
REN line passive 
Transmit I FC 
ATN line active 
ATN line passive 
Output terminator with EOI 
Output terminator without EOI 
Jumpon SRQ 
Inhibit jump upon SRQ 
Define input terminator 
Release control 
Send service request 

Transmit listener address 
Transmit talker address 
Transmit secondary address 
Transmit unlisten 
Transmit untalk 
Selected device clear 
Goto Local 
Group execute trigger 
Parallel Poll configure 
Parallel Poll configure 
Take Control 
Transmit character stri ng 
Output character string without address 
Output individual character 
Read in data 
Enter character string without address 
Enter character without address 
Serial Poll 
Assign address 
Wait fortalker address 
Wait for listener address 
Wait for takeover of control 
Switch on parallel output on IEC bus 
Switch off parallel output on IEC bus 
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2.3 BASIC Instructions in Alphabetical Order 

Numeric function 

Absolute Value Function 

Purpose: In order to use the magnitude of a number for further calculation, the sign can be 
suppressed using the ASS function. 

Math.: x = Ixl 

Syntax: ABS(a) 

a: constant, variable or numeric expression 

Example: 100 A=A8S(8) 
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AJDAJD 

This page has been kept free on purpose. The BASIC instruction of an option may be inserted here. 
The sheets to be inserted are found in the manual of the respective option. 
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ALOAD 


Purpose: 

Syntax: 

Remarks: 

Related 
commands: 

Example: 

Possible 
error message: 

376.1452.00 

Command 

Loading of Programs Stored in ASCII Code 

This command loads a program in ASCII characters, produced e.g. by means of 
ASAVE, from floppy disk or fixed disk into the main memory. The syntax is checked 
at the same time. Program lines present in the main memory are only overwritten if 
these lines are also used in the program to be loaded. This command cannot be 
used in a program. 

ALOAD "program name" 

Program name, also with drive and search path 

By use of this command programs can be combined or added to. The line numbers 
of programs loaded consecutively must, however, match with one another. 

ASAVE. LOAD. CHAI N 

Load the ASCII program TEST.ASC from the default drive 

ALOAD "TEST.ASC· 

t oad the ASCII program TEST.ASC from the fixed disk drive 

ALOAD "E:TEST.ASC" 
ALOAD "E:\USER\TEST.ASC" 

Any error messages which would also be produced if this program were entered via 
the keyboard are also displayed in the status line. The lines with errors are not 
transferred to the program. 

Since ALOAD tests the syntax and pre-compilation takes place, an ALOAD of very 
long programs may take several minutes. 

2.10 E-7 


http:376.1452.00


Instruction 

Access to Analog 1/0 Interface 

Purpose: This instruction is used to address the analog interface option PCA-B 13. 

Syntax: en] ANG 
ANG 

a IN 
a OUT 

sS.v 
sS.b 

n: 
a: 
s$ : 
v: 
b: 

line number, also including label 
number of interface (1 to 3) 
string expression for setting the interface 
numeric variable in which the value is entered 
numeric expression for the value transferred 

Remarks: This instruction is explained in greater detail in the manual of the option. It also 
contains pages which may be added at a later date in this part of the BASIC manual. 
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Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

376.1452.00 

Graphics Instruction 

Draw Filled-in Rectangles 

The AREA instruction is suitable for selecting the graphic background of parts of 
the screen or, e.g., for drawing tolerance limits for adjustments. 

En] AREA x,y 

n: line number, also including label 
x,y: numeric expressions for the x,y coordinates of the target point 

This instruction draws a rectangular area on the screen. All points within the 
rectangle are bright, dark or inverted depending on the operating mode selected 
using the SET instruction. The WIDTH instruction determines the filling-in pattern. 
The coordinates are determined in a manner similar to the DRAW command. i.e. 
the starting point is determined by the coordinates x, and y, of the graphic cursor 
and the target point is determined by the absolute coordinates of the AREA 
instruction. 

r------t- Y2 

y,-+~---~ 

x, 

Note that the filling of areas is hardware-based and the CPU time used corresponds 
to that of the DRAW command. 

MOVE, RMOVE, WIDTH, SET, COLOR 

100 MOVE 200,0 
110 AREA 250,50 

draws a fj.J1ed-in square 

2.12 E-7 

http:376.1452.00


Purpose: 

Syntax: 

Remarks: 

Related 
Funktion: 

Example: 

376.1452.00 

Funqion 

Conversion of Characters into ASCII Values 

Characters are processed in ASCII code in BASIC, i.e. a value between 0 and 255 is 
assigned to each character. The numeric value is obtained using the ASC function. 

ASC(sS) 
s$: character string or character string constant 

The numeric value of the first character of the character string is determined in 
each case (see also ASCII table). 

CHRS 

100 A=ASC(· A· ) 
110 PRINT A 

Display: 65 

Branch if A$ begins with A 

200 lEC IN 30,AS:IF ASC(AS)=65 THEN 300 
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Purpose: 

Syntax: 

Related 
command: 

Example: 

Possible 
error message: 

376.1452.00 

Command 

Saving Programs in ASCII Code 

This command is used to save a program in ASCII code on the floppy disk or hard 
disk so that the program can be processed using editor programs. This command 
cannot be used in a program. 

ASAVE en] [-em]] ~program name~ 

Program name, also with drive and search path 

ASAVEn-m Save from line n to line. m 
ASAVE n­ Save from line m to end of program 
ASAVE-m Save from beginning of program to line m 
ASAVE n Save line n 

ALOAD, SAVE 

Saving the BASIC program as an ASCII file on the default drive 

ASAVE ~TEST.ASC" 

Saving the BASIC program on the hard disk 

ASAVE "E:TEST.ASC" 

ASAVE ~E:\USER\TEST.ASC~ 


The corresponding error messages will be output if the floppy disk is incorrectly 
inserted or write protected. 
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ATN 


Purpose: 

Syntax: 

Related 
function: 

Example: 

Note: 

376.1452.00 

Numeric function 

Arc Tangent Function 

This generates the inverted tangent function. 

Math.: y =arc tan x 

ATN(a) 

a: constant, variable or numeric expression 

TAN 

100 Y=ATN(X) 


The inverted function arc sine may be easily calculated from this. 


Math.: 


arcsinx =arctan ( ~ ) 

100 Y=ATN(X/SQR(l-XiZ» 

The arc cosine function is calculated in a similar manner. 

Math.: 

arccos x = arctan ( ~ ) 

100 Y:ATN( SQR( 1-Xj 2) IX) 

The ATN function presents the result in radians. It is easily convertible into degrees or 
centesimal degrees by inverting the calculation specified for sine function. 
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Command 

Automatic Line Numbering 

Purpose: Line numbers are generated by BASIC using this command; they need not be 
entered by the programmer. The first line number appears immediately after the 
command has been entered, each further line number appears when the Return 
key is pressed. Automatic line numbering is terminated by pressing the Break key. 

Syntax: AUTO 

n: 
~n: 

[n] [.An] 

first line number 
increment size 

Remarks: Permissible line number range: 1 to 65534 
A default value of 10 is inserted for both parameters if no values are specified for n 
or~n. 

Example: ' Automatic line numbering from line 100 with a stepwidth of 15 

AUTO lOa, 15 
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BIN 


Purpose: 

Syntax: 

Related 
functions: 

Example: 

Note: 

376.1452.00 

Numeric function 

Conversion of Binary Number into Decimal Number 

The BIN function can be used to convert a string of 0 and 1 (binary number) into an 
integer. 

BIN(SS) 

s$: String with 1 to 16 characters containing only 0 and 1. 

BINS. HEXS. HEX 

100 A=BIN ("11111110") 
110 PRINT A 

Display: 254 


The most significant character of a 16-digit number is interpreted as the sign. 
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BINS 


Purpose: 

Syntax: 

Related 
functions: 

Example: 

Note: 

376.1452.00 

String function 

Conversion of Decimal Number into Binary Number 

The BINS function can be used to convert an integer into a string (as 16-digit binary 
number). 

BIN$(a) 

a: number between -32 768 .. .32 767 (65 535) 

BIN. HEX. HEX$ 

100 AS=BIN$(254) 
110 PRINT AS 

Display: 0000000011111110 

With negative numbers. the most significant character is set to 1 and the two's 
complement is formed. 
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BREAK 


Instruction 

Inhibit or Enable BREAK Key 

Purpose: 	 A BASIC program run can be stopped at any time using the BREAK key. It is 
sometimes necessary to make this key inoperable (e.g. to avoid maloperations). 

Syntax: 	 en] BREAK Off 

n: line number, also including label 

Purpose: The following statement is used to enable the BREAK key function again: 

Syntax: en] BREAK 

n: line number, also including label 


This mode is also switched on by RUN. 


Example: 

100 BREAK Off 

110 REM Protected Program 


200 BREAK 

210 REM Break-key active 
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Purpose: 

Syntax: 

Synonym: 

Remarks: 

Related 
instructions: 

376.1452.00 

Instruction 

Return from BASIC to MS-DOS 

BASIC is terminated using this instruction and the control returned to the operating 
system. 

En] BYE 

n: line number, also including label 

EXIT 

BYE may be executed both in direct mode and also under program control. The 
operating system subsequently signals . . 

Ilf a BASIC program has been executed in an operating system batch file, the next 
instruction of the batch file is executed fol lowing BYE. In this manner BASIC sub­
routines can be incorporated into batch files and linked with other programs. 

SHELL. EXIT 
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CALL 
 CALL 


Purpose: 

Syntax: 

Related 
instructions: 

Example: 

Note: 

376.1452.00 

Instruction 

Call an External (Machine) Routine 

This instruction calls an external (machine) routine which starts at address a (offset) 
(observe segment determination using SEGMENT a). The pointers for the variables 
are transferred to the routine in the stack. First, the offset is filed in the stack and 
then the segment. The external routine is terminated by a RETURN instruction 
(return far! RETF) . 

en] CALL a [.vn1] . . . 

n: line number, also including label 
a: address (offset of routine) 
vn,: numeric variable 

SEGMENT. POKE. CALLN 

Call a subroutine in which only RETF is present 

10 SEGMENT 4000 
20 POKE 1000.HEX("CS") 
30 CALL 1000 

Errors in the called machine routine usually lead to a status which can only be 
eliminated by RESET (see Section "'ncorporation of Assembler Subroutines in BASIC 
Programs"). 
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Purpose: 

Syntax: 

Re'lated 
instructions: 

376.1452.00 

'Instruction 

Call an External (Machine) Routine 

Call of routine loaded with LOAD#. The number a establishes the relationship 
between these two instructions. The pointers for the variables are transferred to 
the routine in the stack. First, the offset is filed in the stack and then the segment. 
The external routi ne is terminated by a RETU RN instruction (return far/RETF). 

[n] CALLI a [.vnl] 

n: line number, also including label 
a: link number, mathematical expression with value 1 to 7 
vn, : variable 

(See Section 1.4.4 and 1.6) 

LOAD'. CALL 
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CHAIN 


Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Instruction 

Loading of Program Sections 

For reloading programs into the main memory under program control and for 
joining programs together. In contrast to the LOAD instruction, all variables are 
retained and a line number can be specified up to which the program is to be 
retained in the memory. 

en] CHAIN sS.m 

n: line number, also including label 
m: line number from which the program is to be deleted 
s$: program name, possibly with drive and search path 

The CHAIN instruction may be execute.d in direct mode from the keyboard and also 
under program control. The program lines m in the memory are deleted and the 
specified program is loaded from drive t. The specified program must not contain 
any line numbers < m. 

Under program control it must also be ensured that m is larger than the line 
number of the called CHAIN instruction since otherwise the BASIC program cannot 
be continued. The memory space available may become limited since all variables 
of all subroutines are retained. In this case it is recommendable to delete variables 
using CLR or ERASE. 

LOAD. ALOAD 
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Example: 	 Overlay technique with subroutines 

100 REM Main 	 program 

500 CHAIN ·SUB1.BAS",1000: GOSUB 1000 

600 CHAIN "E:SUB2 . BAS",1000: GOSUB 1000 

700 CHAIN ·SUB3 . BAS·,2000: GOSUB 2000 

999 END 

1000 REM Subroutines (SUB1, SUB2) 

2000 REM Subroutine (SUB3) 


Possible 
error message: ERROR 36: lines nested 

Reason: 	 The first line number in the program to be loaded is smaller than or equal to the 
last line number of the program present in the memory. 

Possible 
error message: ERROR 45: CHAIN line erase 

Reason: 	 An attempt was made to delete the line of the calling CHAIN instruction using a 
parameter m which was too small. 
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Purpose: 

Syntax: 

Example: 

Related 
Funlction: 

Example: 

Possible 
error message: 

Reason: 

376.1452.00 

String function 

Conversion of Numbers into ASCII Characters 

The ·CHR$ function is the inversion E>f the ASC function. The characters can be 
determined from the numeric values of the ASCII code. 

CHRS(a) 

a: number between 0 and 255 

100 AS=CHRS(C-A-5) 

ASC 

Development of an ASCII table 

100 FOR 1=1 TO 127 
110 PRINT CHRS(I),I 
120 NEXT 

ERROR 40: "parameter too large" 

The permissible range for the parameter a between 0 and 255 has been exceeded. 
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Graphics instruction 

Clear Graphics 

Purpose: This instruction is used to clear the graphics on the screen (PCA). For PSA and PAT 
this instruction also deletes alphanumeric characters.The parameters set are not 
reset. 

Syntax: En] CLEAR 

n: line number, also including label 
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ClOSE# 

Instruction 

Close a File 

Purpose: The instruction CLOSE# serves for the purpose of closing down a file on the floppy 
disk or fixed disk or terminating a data exchange via an interface. 

Each file should be closed as soon as the read or write operation has been carried 
out in order to prevent the maximum possible number of 15 simultaneously open 
files from being exceeded and to prevent an open file from being inadvertently 
opened again in the case of programs with loops or branches. 

Syntax: [n] CLOSEN[a][.a] ... 

n: line number, also including label 
a: channel number (1 to 15) 

(if a is not indicated, all open files are closed) 

Related 
instructions: OPENIN. OPENON. INPUTN. PRINTN. INPUT$() 

Example: File 2 is closed: 

100 CLOSEN2 

Possible 
error message: ERROR 51: "DOS close error" 

Reason: An attempt has been made to close 
inserted. 

a file although no floppy disk has been 

Possible 
error message: ERROR 50 "file not open" 

Reason: An attempt has been made to close a file which has not been opened. 

Note: The name of a file will only be stored on the floppy disk or fixed disk if the file is 
properly closed down with CLOSE#. 
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CLR 


Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 
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Instruction 

Setting the Initial State of BASIC 

The instruction CLR resets BASIC to the state following the RUN command. This may 
be necessary in the case of long programs which are continuously running or 
restarting. 

en] CLR 

n: line number, also including label 

The instruction CLR clears all variables including units and sets them to O. All FOR­
NEXT loops and GOSUB returns are set to the state following the RUN command. 
Opened files are closed down. RESTORE instruction is issued and the graphics are 
deleted. 

ERASE. CLEAR 
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COLOR 


Instruction 

Color Assignment 

Purpose: The color graphics option PCA-B3 (or EGA and VGA mode for PSA/PAT) has 4 
memories (planes) for determining the color of each dot. 16 colors can thus be 
displayed simultaneously. The SET instruction determines the pen to be 
subsequently used for drawing (see SET). The color of the pen which will then be 
displayed on the screen is determined by the COLOR instruction. This color also 
applies to what has been drawn before. 

Syntax: [n] COLOR f.r,g,b 

n: 
f: 
r: 
g: 
b: 

line number, also including label 
pen 0 to 15 (255-) 
red portion 0 to 16 (64*) 0: without color 
greenportionOt016(64*) 16: max.color 
blue portion 0 to 16 (64*) 

*) Look up the values in the SCREEN instruction 

Remarks: After starting the program with RUN, the look-up table has the following values: 

Pen red green blue 
Color 

Remark 
PCA PSAIPAT 

0 
1 

0 
16 

0 
16 

0 
16 

black 
white 

black 
light grey 

background 

2 
3 

16 
0 

0 
0 

0 
6 

red 
dark blue 

red 
light red 

4 
5 

0 
0 

16 
6 

0 
0 

green 
dark green 

green 
light green 

6 
7 

16 
6 

16 
6 

0 
0 

yellow 
brown 

brown 
yellow 

red-green 

8 
9 

0 
6 

0 
0 

16 
10 

blue 
dark red 

blue 
light blue 

10 
1 1 

16 
16 

0 
6 

16 
0 

magenta 
orange 

magenta 
light magenta 

red-blue 

12 
13 

0 
4 

16 
1 

16 
0 

cyan 
dark brown 

cyan 
light cyan 

green-blue 

14 
15 

16 
4 

16 
4 

16 
4 

white 
grey 

grey 
white 

This table assigns the basic colors red, green and blue to pens 2, 4 and 8, because 
these pens draw particularly fast. 

The mixed colors 6, 10, 12 and 14 correspond to the colors of the subtractive color 
palette. The COLOR instruction also allows to define an additive color palette or 
any other color system. 
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COLOR 

Related 
instructions: SET, SCREEN, WIDTH 

Example: 	 To give an impression of what is possible, the following program draws 
overlapping filled in circles. 

5 REM DEFINE VALUES FOR DRAW CIRCLE ROUTINE 
10 DIM T(200) 
20 FOR N=O TO 200 
30 M=N-100 
40 T(N)=SQR(10000-M·M) 
50 NEXT N 
60 PRINT "Ec[ZJ": REM CLEAR ASCII SCREEN. CURSOR HOME 
70 PRINT "WRITING IN DOMINANT MODE USING THE DEFAULT COLOR PALETTE­
80 Xa 150: Y=350: 	 SET 2,2 
90 GOSUB 320 
100 X=250: Y=350: 	 SET 2.4 
110 GOSUB 320 
120 X=200: Y=275: SET 2,8 
130 GOSUB 320 
140 INPUT -PRESS 	 <RETURN> TO CONTINUE",A 
150 PRINT "Ec[2J": CLEAR 
160 PRINT "WRITING IN NON-DOMINANT MODE USING THE DEFAULT (SUBTRACTIVE)" ; 
170 PRINT "COLOR PALETTE" 

180 X=150: Y=350: SET 1,2 

190 GOSUB 320 
200 X=250: Y=350: SET 1,4 
210 GOSUB 320 
220 X=200: Y=275: SET 1,8 
230 GOSUB 320 
240 INPUT "PRESS 	 <RETURN> TO CONTINUE" ,A 
250 PRINT "Ec[2J" 
260 PRINT "NOW CHANGING THE COLOR PALETTE TO AN ADDITIVE ONE" 
270 COLOR 6,16,9,0 

280 COLOR 10,9,0,9 

290 COLOR 12,0,9,5 

300 COLOR 14,9,2,2 

310 END 

320 REM SUBROUTINE TO DRAW A CIRCLE 

330 FOR N=O TO 200 

340 MOVE X-T(N),Y-N: DRAW X+T(N),Y -N 

350 NEXT N 

360 RETURN 


Note: 	 This instruction only works with the option PCA-B3 fitted in the controllers PCA2 
and PCA12 or, in case of PSA and PAT, with external VGAlEGA compatible color 
monitor. 
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CONT 


Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Possible 
error message: 

Reason: 

376.1452.00 

Command 

Program Continuation 

If a program has been stopped using STOP instruction or the interrupt key, e.g. in 
order to read a variable, it can be continued using the CONT instruction. 

CONT 

The program is continued in the line in which it was interrupted . The program and 
variable are not affected thereby. 

STOP, TRACE 

ERROR 43: 'can ~ continue" 


Program abort with error message or modification of program. 
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COpy OUT COpy OUT 

Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Note: 

376.1452.00 

Graphics Instruction 

Output of Screen Graphics on the Printer 

The COPYOUT instruction allows the output of the graphics visible en the screen on 
the PU02/3. (Output of the graphics with a graphics printer compatible to 
industrial standard is effected with GSAV'E -LPT1- .) 

[n] COPYOUT [al 

n: line number, also including label 
a: screen column where printing of the graphics is started (0 to 63) 

The printout may be made either 1: 1 (without parameter) or to scale (with 
parameter). With a 1: 1 printout, the complete graphics display is output on the 
PUD 2/3. The printout appears to be . compressed in the horizontal direction by 
approx. 10%. If the printout is made to scale, only 576 of the 640 screen columns 
can be output. Parameter s determines the column where printing of the graphics 
display is started. 

Other areas of the graphics memory, which comprises more than 3 complete 
pictures, are first made visible on the screen by means of MOVE and ZOOM before 
they can be printed out. 

ZOOM . GSAVE -LPT1­

100 COPYOUT :REM 1:1 printout not to scale 
110 COPYOUT a :REM scale printout left-aligned 
120 COPYOUT 63:AEM scale printout right - aligned 

ZOOM has no effect on the size of the output. The complete screen is always 
output. 

With the color-graphics option, each colour point set produces a black point on the 
printout. 
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cos 


Numeric function 

Cosine Function 

Purpose: 	 This generates the cosine value of the argument in a manner similar to the sine 
function. The argument is to be indicated in radian measure. 

Syntax: 	 COS(a) 

a: constant, variable or numeric expression 

Related 
Functions: SIN, TAN. ATN, PI 

Example: 100 A=COS(X + 0.5) 
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DATA 


Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

376.1452.00 

Instruction 

Writing of Data 

The DATA instruction is suitable for writing data or string constants in the program 
which are then to be read during program execution by means of the READ 
instruction. 

En] DATA kl[, k2] 

n: line number, a'iso including label 
k: constant or character string constant 

The data are entered in sequence at any position in the program following the 
'DATA instruction and are separated by commas. They can then be read into the 
variable in sequence using READ. 

If more data are present than space available in one line, they can be written in the 
subsequent line following another DATA instruction. 

The character string constant must be enclosed by quotation marks if it is to contain 
a comma or a colon. 

READ, RESTORE 

100 DATA 15.3,20,-17.4 
200 DATA "FREQ:",KHZ,LAENGE,O,3M,3MM 

300 READ A,B,C,AS 
320 READ BS 
400 PRINT AS;A;BS 

Output: FREQ: 15.3KHZ 
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DATES 
 DATES 


Purpose: 

Syntax: 

Remarks: 

Related 
variables: 

Example: 

376.1452.00 

Pseudo variable 

Readout of Date 

The DATES variable is used to read the date into a character string variable. 

OATES 

The assignment of DATES to a character string variable results in a string with 8 
characters ofthe form: mm-dd-yy. 

=mm month 
dd = day 

=yy year 

The date is set at the operating system level using the instruction DATE. 


If the option PCA-B 1 0 (real-time clock) is fitted, the date is obtained therefrom. 


The year is set in the operating system using MODE:CLOCK:year. 


DATUMS, TIME, TIMES 

100 AS:DATES 
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DATUMS DATUMS 


Purpose: 

Syntax: 

Remarks: 

Related 
variables: 

Example: 

376.1452.00 

Pseudo variable 

Reading of Date 
(German Notation) 

The DATUMS variable is used to read the date in German notation into a string 
variable. 

DATUMS 

The assignment of DATUMS into a string variable results in a string with 8 
characters in the form: 

tt-mm-jj. 

tt = day 
mm = . month 
jj = year 

The date is available at the operating system level using the DATE instruction. 

The date is obtained from the option PCA-B 1 0 (real-time clock) if present. 

The year is set in the operating system using MODE CLOCK:year. 

DATES. TIME. TIMES 

100 AS=DATUMS 
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DEFFN 

Purpose: 

Syntax: 

Remarks: 

Related 
function: 

Example: 

376.1452.00 

Numeric function (definition) 

User-definable Function 

To enable user to define a function. This is particularly useful if the formula used is 
very long or if it is frequently called up in the program. 

en] DEF FN t(vn)= a 

n: line number, also including label 
t: function name 
vn: numeric variable upon which the function depends 
a: mathematical expression which may contain vn 

The expression a usually also contains the transferred variable vn. This variable is 
assigned its original value after being called, but expression a is calculated with the 
value transferred as parameter vn. 

Several functions with different names can be defined in the program. 

The function with the same name can be defined several times and the last 
definition before calling is valid. 

FN 

100 DEF FN T(X)=14·X i 2+2·X 

200 Y = FN T(A) 
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DELETE 


Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Note: 

376.1452.00 

Command 

Deletion of Program Lines 

The DELETE command is suitable for deleting existing lines or sections in the 
program. 

DELETE En] [-[m]] 

DELETE n-m delete from line n to line m 
DELETE n- delete from line n to end of program 
DELETE -m delete from start of program to line m 
DELETE n delete line n 

Individual lines may also be deleted by entering the line number and pressing the 
Return key (enter an empty line). 

NEW 

Delete program lines 100 to 200 

DELETE IOO-ZOO 

If a line number specified in the DELETE command does not exist, the range 
between the indicated line numbers will be deleted. If the specified line numbers 
exist, they will be deleted as well. 
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DIM 

Purpose: 

Syntax: 

Remarks: 

Related 
instruction: 

Example: 

Possible 
error message: 

Reason: 

Note: 

376.1452.00 

Instruction 

Array Dimensioning 

An array must first be dimensioned with respect to type and size before it can be 
used. The DIM statement is used to this end. 

en] DIM v(al [.aZ] ... ) 

n: line number, also including label 
v: numeric or character string variable, also further variables, separated by 

comma 
a,: highest index which limits the field size (also variable or expression) 

The controller then reserves a, + 1 or (a, + 1) (a2 + 1 ) ... memory locations for the 
dimensioned array. The array elements are simultaneously filled with 0 in the case 
of numeric variables and with the empty word in the case of character strings. 

ERASE 


100 DIM A(Z8) 

ZOO DIM Cx%(14) 

300 DIM A1S(F) 

350 DIM Integer_field%(Dim-l). String_field(Dim_Z) 


multi-dimensional arrays: 

400 DIM A$(l,14) 

500 DIM B(K+1Z.IZ.4/A%) 

600 DIM Field(lO,lO.lO). measured values (number. rows) 


ERROR 20: "redimensioned array" 

Array has already been dimensioned. This prevents a data array from being 
deleted by new dimensioning. 

Several arrays to be dimensioned are separated by commas in the DIM instruction. 
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DIR 

Command 

Output of 'Directory 

Purpose: 	 Similar to the DIR command of the operating system, the DIR command in BASIC 
outputs the directory of the floppy disk or fixed disk onto the screen. 

Syntax: 	 OIR [f;1ename] 

Filename, also with drive and search path 

Remarks: 	 Just as under the operating system, filenames and pathnames can be specified. The 
jokers? and * in the BASIC DIR command replace characters or character groups. 
Five fj lenames per tine are output on the screen. 

Related 
instructions:' SHELL 

Example: 	 OIR 
OIR -.BAS 
OIR A:\USER\ -. ­
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DOT DOT 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

376.1452.00 

Graphics instruction 

Drawing of Dots 

[n] DOT X,Y 

n: line number, also including label 
x,y: numeric expressions for the xJy coordinates 

The instruction draws a dot whose location is determined by the coordinate x and 
y. 

MOVE, RMOVE, SET, DRAW, RDRAW 

100 FOR A=O TO 2·PI STEP .0314 
110 X=9S·COS(A) 
120 Y=9S·SIN(A) 
130 DOT 160+X, 100+Y 
140 NEXT 

A circle comprising dots is drawn using the following example. The centre point has 
the coordinates x =160 and y =100. The radius corresponds to the distance of 95 
dots. 
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DRAW 


Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Note: 

376.1452.00 

Graphics-Instruction 

Drawing of Lines 

[n] DRAW x,y 

n: line number, also with label 
x,y: numeric expressions for the x/y coord·inates of the target point 

This instruction draws a visible line on the screen which ends at the point of inter­
section of the x and y coordinates. 

The starting point of the line must be determined before this instruction is used for 
the first time. This is carried out using the instruction MOVE or DOT. Further DRAW 
instructions can then follow in the program. Lines are then joined together. Each 
new DRAW instruction draws a new line which ends at the x and y values of this 
instruction and restarts where the line of the previous instruction has stopped. 

RDRAW, MOvE, RMOVE, POLYLINE, SET, WIDTH 

Two crossed lines are drawn on the screen using the following example. 

100 MOVE 110,50 
110 DRAW 210,150 
120 MOvE 210,50 
130 DRAW 110.150 

Drawing outside the screen coordinates leads to the overwriting of the video 
memory. 
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Purpose: 

Syntax: 

Related 
instructions: 

Note: 

Possible 
error message: 

Reason: 

376.1452.00 

Instruction (structure element) 

Marking the ELSE Branch of the IF Instruction 

Marks the beginning of the ELSE branch from an IF-THEN/end of line instruction to 
ENDIF line block. 

See IF instruction (syntax 3:) 
See ENDIF instruction 

En] ELSE 

n: line number, also including label 

IF THEN, ENOIF 

The keyword ELSE may as well be part of an IF line and will then follow the 
keyword THEN. 

See IF instruction (syntax 2:) 

Error 48: "no IF -struc., [ELSE], ENDIF match" 

No IF-THEN/end of line instruction active of ENDIF not suitable. 
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END 


Purpose: 

Syntax: 

Remarks: 

Related 
instruction: 

Example: 

376.1452.00 

Instruction 

Program End 

The END instruction may but need not be at the end of a program. It causes the 
program to halt and stops the controller from continuing with the subsequent 
subroutines at the end of the main program. Thus it avoids the occurrence of error 
messages. 

en] END 

n: line number, also including label 

The program is stopped with the END statement without changing the variables 
and the controller signals READY. 

The END instruction may be used several times in a program which may be useful 
e.g. with program branching. 

STOP 

1000 END 
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Instruction (structure element) 

Purpose: Marks the end of the line block begun with the IF-THEN/end of line instruction. 

See IF instruction (syntax 3:) 

See ELSE instruction 


Syntax: n ENDIF 

n: line number, also including label 

Related 

instructions: IF THEN, ELSE 


Possible 

error message: Error 48: "no IF -struc., [ELSE], ENDIF match" 


Reason: No IF-THEN/end of line instruction active. 
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ERASE 


Purpose: 

Syntax: 

Remarks: 

Related 
Function: 

Example: 

376.1452.00 

Instruction 

Clearing Variables 

The ERASE instruction is used to clear variables, especially in dimensioned arrays. 

[n] ERASE vO [,v1] ... 

n: I'ine number, also including label 
vi: variable to be cleared 

ERASE clears the variable or the variable field with the name v. The value in 
brackets serves as a dummy value. The memory location occupied by the variables 
will then be available again for use as required. It is, however, not available for 
strings. Thus, deleting a string array creates storage space for the pointers. The 
space occupied by the string is, however, not available again. 

DIN, CLR 

100 ERASE A(O),BS.A~(O) 
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Function 

Reading of Error Line 

Purpose: This function may be used to determine the number of a faulty line. This is useful 
e.g. for debugging in a subroutine called using ON ERROR GOSUB. 

Syntax: ERL(a) 

a: dummy value. anyvalue 

Related 
function: ERM. ON ERROR 
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Purpose: 

Syntax: 

Remarks: 

Related 
functions: 

Example: 

376.1452.00 

Function 

Reading the Error Number 

This function checks the error status of the controller. This is useful for example for 
the evaluation of an error in a subroutine called up by ON ERROR GOSUB. 

ERM(a) 

a: Dummy value. any value 

The error status is normally O. ERM(a) assigns a value between 1 and 76 if an error 
occurs. The associated error messages are described in Section 3. 

ERL. ON ERROR 

Detecting a time-out on the lEe bus: 

100 ON ERROR GOSUB 1000 
110 IECOUT 28.~123" 

1000 A=ERftI (0) 
1010 IF A=lO THEN PRINT "TIME OUT" 
1020 ON ERROR GOSUB 1000 
1030 RETURN 
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Purpose: 

Syntax: 

Synonym: 

Remarks: 

Related 
instructions: 

376.1452.00 

Instruction 

Return from BASIC to MS-DOS 

BASIC is terminated using this instruction and the control returned to the 
operating system. 

[n] EXIT 

n: line number, also including label 

BYE 

EXIT may be executed both in direct mode and also under program control. The 
operating system subsequently signals. 

If a BASIC program has been executed in an operating system batch file, the next 
instruction of the batch file is executed following EXIT. In this manner, BASIC 
subroutines are incorporated into batch files and linked with other programs. 

SHELL. BYE 
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Purpose: 

Syntax: 

Related 
function: 

Example: 

Possible 
error message: 

Reason: 

376. , 452.00 

Numeric Function 

Exponential Function 

The exponential function works with base e. 

Math.: y = ex 

'EXP(a) 

a: constant, variable or numeric expression 

LOG 

100 Y=EXP(X) 
200 PRINT EXP(2) 

Result: 7.389056098931 

ERROR 31: "numeric overflow" 

Exponent too large 

2.50 E-7 



FN· 

Purpose: 

Syntax: 

Remarks: 

Related 
functions: 

Example: 

Possible 
error message: 

Reason: 

376.1452.00 

Numeric functi.on (call) 

User-definable Function 

The function, once defined, may be called as often as required at different 
positions in the program either directly or by the program and is still in store at the 
end of the program. 

FN vn(a) 

vn: function name 
a: argument whose function is to be calculated 

It must be ensured that the first call in the program is not present before the 
definition. Variables used for the calculation retain their value assigned to them. 

OEF FN 

The hyperbolic sine function 

Math: 

y= 
2 

100 OEF FN Sh(X)=(EXP(X)-EXP(-X»/2 
ZOO Y=FN Sh(.8) 

The function is first defined and then called, where y is assigned the sine hyperbolic 
0.8. 

ERROR 47: "undefined Function" 

Called function has not yet been defined. 
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FOR (STEP, NEXT) 


Instruction 

Loops 

Purpose: 	 In many applications, a program loop is executed with different values of a 
variable. 

Syntax: 	 n FOR yn = a TO b [STEP c] 
m NEXT [yn] [.Yn] ... 

n: 	 first line in the loop, also including label 
m: last line in the loop, also including label 

vn: floating point variable 

a: 	 initial value (constant, variable or numeric expression) 
b: 	 final value (constant, variable or numeric expression) 
c: 	 increment size (constant, variable or numeric expression). The increment will 

be set to 1 if STEP is not specified. 

Remarks: 	 The controller sets the loop variable vn equal to a when the execution of the 
instruction starts. The loop variable is increased by the increment c each time the 
N'EXT statement is performed and the loop between nand m executed again. This 
process is repeated until the variablle vn becomes larger than the final value band 
the program located after m is then processed. The loop is executed once in any 
case. After termination of the loop, the variable vn has the value b + c. 

The loop variable need not be specified in the NEXT instruction. Contrary to the 
general definition of variable names, the loop variable vn may contain up to 16 
characters (letters, digits, underline characters). FOR-NEXT loops may be nested 
max. 22-fold and contain other structure elements as well. 

Example: 	 100 FOR A=l TO 10 
120 NEXT 
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FORM 

Command 

Producing Page Format for Printer 

Purpose: 	 An upper and lower margin is produced for all outputs on the printer PU D. A form 
feed is also executed prior to all printer outputs (PlIST, COPYOUT und 
OPENO#a," LPTb: ") 

Syntax: 	 FORM [m - nJ 

m: 	 first line to be printed 
n: 	 last line to be printed 


(max. 66 in the case of 11" paper) 

(max. 72 in the case of 12" paper) 


The parameters are omitted in order to switch off this fu nction. 

Syntax: 	 FORM 

This function is switched off after the BASIC interpreter has been loaded. 

Related 
commands: PlIST. COPYOUT. OPENO lPT 

Example: 	 FORM 12-61 
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:; FRE 
.: 

Purpose: 

Syntax: 

Example: 

Remarks: 

376.1452.00 

Numeric function 

Freely Available Memory Locations 

Each character and each instruction of a program requires a memory location. 


The longer a BASIC program, the smaller the originally available memory location. 


If information on the available memory locations is required during programming, 

the function FRE(1) is used. 


Data used during execution of the program, i.e. strings and numerical values, also 
require memory locations. Ttlese are filed in their own memory segment. 

The memory locations available for data are read out using FRE(O). 

FRE (a) 

a = 1: free program memory 
a =0: free data memory 

Output the available memory space for the program: 

PRINT FRE(l) 

Output the available memory space for the data : 

PRINT FRE(O) 

If possible 64 k are reserved for the program and the data when the BASIC 
interpreter is loaded. If the available memory is smaller it will be divided up at a 
ratio of 4:4: 1 for labels. The memory polled with FRE ( > is slightly smaller because 
part of the memory is internally used by BASIC. 
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Purpose: 

Syntax: 

Related 
instructions: 

Example: 

Note: 

376.1452.00 

Instruction 

Load Graphics from File 

Graphics drawn on the screen can be stored in a file on the floppy disk or hard disk 
using the GSAVE instruction. With the GRAPHIC instruction the information about 
what is to be drawn can be stored in a file. GLOAD is used to bring both formats 
back to the screen again. 

[n] GLOAD s$ 

n: line number, also including label 
s$ : filename, also with drive and search path 

GSAVE, LOAD, GRAPHIC 

100 GLOAD "A:\USER\TEST.BLO" 

If there is already a graphics display on the screen, both pictures will be super­
imposed following GLOAD. In order to prevent this, the CLEAR instruction may be 
used to clear the screen prior to loading. 

The graphics is always loaded into the part of the graphics memory currently visible 
on the screen. Note that a further part of the graphics memory can also be made 
visible using ZOOM. 
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Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

376.11452.00 

Instruction 

Branch to a Subroutine 

In order to arrange BASIC programs as clearly as possible, frequently used sections 
of larger programs should be used as subroutines and inserted at the required 
positions in the program. This arrangement saves both memory space and program 
writing. 

[n] GOSUB m 
en] GOSUB marker 

n: line number, also includi ng label 
m: 1st ,line of the subroutine label 
label: any sequence consisting of letters, digits and underline characters 

The program jumps to the first line of the subroutine with the GOSUB statement 
and returns to the next instruction after the GOSUB statement once it has been 
processed (see RETURN). Another subroutine can be called within the first 
subroutine. Up to 22 subroutines may be nested in this manner. 

If GOSUB is not followed by a line number but by a character sequenc~ starting 
with a letter, BASIC searches for the line of this label. Note that this label directl:y 
follows a line number and must end with a colon. 

RETURN. GOTO. ON GOSUB 

100 GOSUB1000 
1000 REM SUBROUTINE 
1010 RETURN 

or 

100 GOSUB SUBROUTINE 
1000 SUBROUTINE: PRINT A 

1100 RETURN 

2.56 E-7 


http:376.11452.00


Purpose: 

Syntax: 

Related 
instructions: 

Example: 

possible 

error message: 


Reason: 


Note: 


376.1452.00 

Instruction 

Jump to a New Line Number or Label 

The GOTO statement is used to jump to a new line number in the program and to 
continue execution from there. 

en] GOTO m 
en] GO TO mark 

n: line number, also including label 
m: line number to be jumped to label 
label: any character sequence consisting of letters, digits and underline characters 

GOSUB. ON GOTO. IF 

100 GOT0300 
200 REM SKIPPED PROGRAM 
300 REM JUMP ADDRESS 

or 

100 GOTO Not_set 
200 REM 
300 Not_set: 

ERROR 25: "undefined line" 

The line jumped to does not exist. 

Direct entry of the GOTO statement is used to continue the program at another 
position without deleting the variables as in the case of RUN. 

The program must not be modified, e.g. by entering new lines. In this case, 
undefined errors are produced after GOTO n. 
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Purpose: 

Syntax: 

Re,lated 
instructions: 

Example: 

Note: 

376.1452.00 

Instruction 

Graphics Output on Inte,rfaces or ,Files 

The graphics instructions permit to draw not only on the screen but for example 
also on the connected plotter DOP. Besides, the information to be drawn can be 
stored in files. GLOAD brings the drawing back to the screen again. 

[n] GRAPHIC s$ [. sn$] ... 

n: line number, al'so including label 
5$: ont to a max. of 4 character strings of the names of the interfaces or files, also 

with drive and search path 

GLOAD.GSAVE. COPYOUT 

GRAPHIC "GRAPH" 	 Output on screen; this is initialised by RUN 

100 GRAPHIC "GRAPH", "OOP" 	 Graphics are drawn both on the screen and the plotter at 

the same time 

ZOO GRAPHIC "OAT.MTF" 	 A file of graphics' objects is produced 

The file or interface is opened using this procedure. Data are transferred using the 
following graphics instructions. The file is not closed, i.e. finally recorded. until the 
END instruction or the maximum line number have been reached. 

If another GRAPHIC instruction follows, the open files will be closed as well, aliso in 
the case of RUN, because some files might still be open due to an interruption in 
the previous program run. 

If a file is specified as output unit. it will be fil,led with data which may then be 
further copied by MS-DOS using the COpy command. The file DAT.HTF produced in 
the example above can be output on the screen by means of 

COPY/B OAT.MTF GRAPH 

or transferred via the loaded device driver DOPX.SYS to the connected plotter DOP 
by means of 

COPY/B OAT.MTF DOP. 

The parameter IB is required because the file has binary values. 
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Purpose: 

Syntax: 

Example: 

Related 
instructions: 

Remarks: 
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Instruction 

Saving Screen Graphics in a File or Output on a Printer 

A graphics drawn on the screen can be stored point by point in a file on the floppy 
disk or hard disk using this instruction. GLOAD is used to bring it back to the screen 
again. 

If the printer interface LPT1 (and PRN, resp.) or LPT2 are indicated as output file, 
the point information will be transmitted to a connected IBM Graphics printer (or 
compatible printer) and printed. 

For the printer of type PUD2J3 the COPYOUT instruction is used to this end . 

[n] GSAVE s$ 

n: line number, also.including label · 
s$: filename, also with drive and search path 

100 GSAVE "A:\USER\TEST.BLO" 

GLOAD. COPYOUT. ZOOM, GRAPHIC 

The part of the graphics memory currently visible on the screen is always saved. 
Note that a further part of the graphics memory can also be made visible using 
ZOOM. 
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Command 

Call of HELP Program 

Purpose: The HELP'program displays support information texts, which similar to the BASIC ma­
nual further specify all instructions, functions and commands, on the screen. 

The contents output on the screen prior to cai ll ing of the HELP program is regained 
when the HELP program is left again. 

Syntax: HELP[argl [arg2 ... [arg,JJ...J 

Remarks: Following calling of the HELP program without indications of arguments, the support 
information required is provided for the user via help menues. 

If arguments are supplied when starting the program. the support information select­
ed is immediately indicated. The arguments may be abbreviated as long as they prove 
umambiguous. 

Related 
command: SHELL 

Example: HELP 

HELP 
HELP 

PRINT 
PR 

or 

Note: The HELP program is installed on the hard disk according to data file HELP. DOC with 
installation program HINST.BAT containing auxiliary text information in German or 
English. The programs are on the system floppy disk. 
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Numeric function 

Conversion of Hexadecimal Numbers into Decimal Numbers 

Purpose: 	 A hexadecimal number can be processed as a decimal number using the function 
HEX. 

Syntax: 	 HEX(sS) 

s$: 	 hexadecimal character string consisting of 0 to 9 or A to F in the range 
between 0 and FFFF 

Related 
functions: HEXS. BIN. BINS 

Example: 	 100 PRINT HEX("2F3A") 

Display: 12090 

Note: 	 It should be noted that hexadecimal numbers greater than 7FFF exceed the limit of 
32767 according to the definition of integer variables so that the next higher value 
begins again at the bottom end of the range, i.e. at -32767. FFFF then corresponds 
to the decimal value -1, i.e. a decimal value of 65536 must always be added when 
converting hexadecimal numbers larger than 7FFF. 
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Purpose: 

Syntax: 

Related 
functions: 

Example: 

376.1452.00 

String function 

Conversion of Decimal Numbers into Hexadecimal Numbers 

A decimal number can be converted into a hexadecimal number using the function 
HEX$. 

HEXS(a) 

a: number -32768 to 32767 (65535) 

HEX. BINS. BIN 

100 PRINT HEXS(64000) 


Display: FAOO 


110 AS:HEXS(Numvar) 
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Purpose: 


Syntax: 


Remarks: 

Example: 

Note: . 

Related 
function: 
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Instruction 

Waiting Time 

The HOLD statement can be used to stop a program for a specific period. 

en] HOLD a 

n: line number, also including label 
a: waiting time in ms 

The waiting time may be a constant, a variable or an arithmetic expression but 
must be in the range from -32768 to 65535. 

100 HOLD C-300 

The waiting time is realized by a software loop. Tolerances are in the range of 
approx. ± 20%. A more accurate waiting time can be realized by working with the 
TIME-Pseudo variable. 

TIME 

2.63 E-7 


http:376.1452.00


lEe instruction 

Assignment of an lEe-bus Address 

Purpose: 	 The controller usually has the system control and does therefore not require its 
own IEC-bus address. However, if several controllers are connected to the bus, each 
must have an address just like IEC bus devices. The controller can then respond 
when its address is called. The IECADR instruction is used to assign this address. 

Syntax: 	 [n] IEC[z]AOR b 

n: line number, also including label 
z: number ofthe IEC bus 1 or 2, default va,lue 1 
b: IEC address 0 to 31, initialized 31 

Remarks: 	 The IECADR instruction has a function similar to setting of the lEe address on 
devices using a DIP switch. The assignment is made simultaneously for the talker 
and listener address. The address may be changed during program execution. 

Example: 	 Reading in of IECOUT10, "DATA" 

90 IEC TERM 13: IEC TIME 1000 
100 IEC RLC 
110 IEC AOR 10 
120 IEC SIN AS:PRINT AS 

Display: DATA 
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IECATN 
.....;.. :.:.. ' . ;) .. 

Purpose: 

Syntax: 

Synonym: 

Possible 
error message : 

Reason: 
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IEC instructions 

Line Messages 

The controller provides the facility for also controlling the management lines via 
BASIC instructions (except the line "SRQ" which is not controlled by the controller). 
However, this will be necessary only with special programming functions, however, 
since the controller automatically controls the management bus with all IEC 
instructions as prescribed in the standard. 

Line ATN informs all the connected interfaces that the information contained on 
the data bus has to be considered (IEC Command). 

Li ne message 

[n] IEC[z]ATN Line "ATN" active. 

En] IEC[z]NATN Line "ATN" passive. 

n: line number, also including label 
z: number of IEC bus 1 or 2, default 1 

IEC[a]ATT 
IEC[a]NATT 

not an lEG-bus controller 

IECATN may only be transmitted if the computer is the controller (not 
tal ker/listener). 
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lEe instruction 

Device Clear 

Purpose: The instruction sets all devices into a basic status (defined by the manufacturer) and 
should be used before each new use of the bus and at the start of a program. 

Syntax: en] IEC[z]DCl 

n: line number. also including label 
z: number of I,EC bus 1 or 2. default 1 

Remarks: The instruction outputs the control character 20 (decimal) together with ATN. 

Example: 100 IEC Del 
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IECEOI 
IECNEOI 

Purpose: 

Syntax: 

Remarks: 

Example: 

lEe instruction 

Definition of the Output Delimiter with/without EOI 

This instruction can be used during the output of data to select whether the last 
character in a string is transmitted with or without the line message EOI. 

[n]lEC[z]EOI 
[n]IEC[z]NEOr 

n: 	 line number. also including label 
z: 	 number of the lEe bus 1 or 2. default 1 

Default: with EOI 

The last character of each OUT instruction is transmitted with EOI (low = true) 
following entry of lEe EOI or the program start. If the OUT statement contains only 
one byte (e.g. IEC %OUT). this is transmitted together with EOL If one or more 
delimiters follow the character string (e.g. lEe OUT 10,A$), only the last delimiter is 
transmitted together with EOL 

The EOI line is not serviced following the IEC NEOI statement and remains inactive 
until reactivated with IEC EOL 

100 IEC 
110 IEC 
1Z0 IEC 

EOl 
OUT 
OUT 

4,"FE 
4,"C5 

14":REM 
3Z";:REM 

LF with 
Z with 

Eor 
EOl 

ZOO 
ZZO 

IEC 
IEC 

NEOl 
OUT 4,"AC 36":REM without Eor 
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Purpose: 

Syntax: 

Synonym: 

Remarks: 

Example: 
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lEe instruction 

Group Execute Trigger 

Operation is triggered in the addressed device or in a group of devices by the lEe 
GET statement. This is important for time-critical sequences. 

If, for example, the charging curve of a capacitor is to be recorded, the voltage 
source, the voltmeter and a plotter can be started simultaneously using lEe GET. 

(n] IEC(z]GET 

n: line number, also including label 
z: number of lEe bus 1 or 2, defau'lt 2 

IEe GXT 

The statement outputs the control character 8 (decimal) together with ATN. The 
devices to be triggered must first be addressed as listeners before executing GET. 

100 IEe LAD 4,LAD 7.LAD 11 
110 IEe GET 
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IEC instruction 

Go to local 

Syntax: [n] IEC[z]GTL 

n: line number, also including label 
z: number of IEC bus 1 or 2, default 1 

Remarks: The addressed devices can be manually serviced again following this statement. 
The effect of this instruction is terminated by addressing the device again as a 
listener. The lockout of the remote control (see IEC LLO) is also disabled at the same 
time. 

The statement outputs control character 1 together with A TN . 
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Purpose: 

Syntax: 

Remarks: 

Possible 
error: 

Possible 
reason: 
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IEC instruction 

Line Messages 

Only the system controller may activate line IFC and thus reset all the interfaces 
connected to the bus into their basic status. 

Line message 

[n] IEC[z]IFC IFC line < 100 lls (about 1 m) active 

n: line number, also induding label 
z: number of IEC bus 1 or 2, default 1 

IEC1FC may be transmitted only if the instrument is the controller. 

IFC does not go low (true). 

Jumper not plugged in on system controller (see also Section on IEC bus operation 
preparati ons) 
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lEe instruction 

Input of Strings with Addressing 

Syntax: En] IEC[z]IN al [; a2]. vS 

n: line number, also including label 
z: number of IEC bus 1 or 2, default 1 

a,: talker address (Ot031) *) 

a2: secondary address (0 to 31) *) 

v$: character string variable into which the data is read. 


Remarks: 	 The individual steps of the instruction are: 

a) Addressing of device with talker address a. (TADa) 

b) A secondary address (a) is transmitted if specified. (SADa) 

c) Transmission of own listener address. (UNL) 

d) Reading-in of data in "v$" up to the delimiter according to IECTERM. 

e} Deaddressing ohalker (MTA). 


Example: 	 100 I EC TERM 13 
110 I EC TIME 20 
120 V=6 

300 IEC IN V,US 

330 PRINT us 


100: Delimiter "CR" for end of data. 
110: 20 ms time-out for handshake. 
300: Data are read into U$ by the talker with address 6 . 

. 330: The read-in data are output on the screen. 

*) Decimal value of bits b, to bs 
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IEC$IN 

IEC%IN 


Syntax: 

Syntax: 

Remarks: 

Example: 

Note: 
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lEe instruction 

Input of String Variables or Integers without Add,ressing 

As controller and talkerllistener: 

en] IEC[z]SIN. vS 

n: line number, also including label 
z: number of IEC bus' or 2, default 1 

v$: string variable to be read into 


Input of a single character: 

[n] IEC[z]'UN. v" 

n: line number, also including label 
z: number of IEC bus 1 or 2, default 

v%: fixed-point variable to be read into 


The computer can only act as a listener in the two instructions. The characters are 
received if a talker has been addressed before or a device operates in 'talk only' 
mode. 

When the computer has released control it will as talkerJlistener receive the 
information with these instructions. 

Read-in of a byte from the device with address 6: 

100 IEC TERM 13 

110 IEC TIME 20 

120 V"6 


300 IEC TAD V 
310 IEC "IN U" 320 I,EC MTA 

330 PRINT U" 

Read-in of all data up to delimiter CR from a 'talk only' device: 

100 IEC TERM 13 

120 IEC SIN AS 

140 PRINT AS 


When a running program is aborted with BREAK while a talker is sending data, a 
restart will only be possible if the instructions IEC DCl and IEC IFC are executed at 
the beg,inning of the program. 
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lEe instruction 

Addressing of Devices as Listener 

Syntax: 	 en] IEC[z]LAD b 

n: line number, also including label 
z: number of lEe bus 1 or 2, default 1 
b: address (0 to 31) (deci mal val ue of bits b, to bs of lEe address) 

Remarks: 	 Devices addressed as listeners accept data from the lEe bus. Several listeners can be 
addressed simultaneously so that the same information can be transferred 
simultaneously to several devices. 

The address b is always specified as the decimal value of address bitsb, to bs of the 
data bus. In line with the standard, the same listener and talker addresses may be 
assigned to a device. In this case bits b l to bs of the address are identical. 

The statement outputs the listener addresses 32 to 63 (decimal) together with ATN. 
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IEC LLO 


IEC instruction 

Local Lockout 

Purpose: This instruction is used to inhibit the manua,l operation of all devices. Even the key 
"Go to local" usually present on the device is no longer effective. The instruction is 
used to protect against manual maloperations during IEC-controlled sequences. 

Syntax: en] 

n: 
z: 

lEC[z] LLO 

line number, also including label 
number of IEC bus 1 or 2, default 1 

Remarks: The instruction can be reset as follows: 

a) Only temporarily (up to next addressing as listener) with 

lEC zLAD band lEC zGTL 

b) Completely with 

lEC zNREN and lEC zREN 

The statement outputs the control character 17 (decimal) together with ATN. 

Note: Resetting requires that the interlace functions on the devices are in line with the 
standard. This is not always the case. Some devices (contrary to the standard) still 
accept manual control after IEC DCL. 
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IEC LISTON 
IEC LISTOFF 

Purpose: 

Syntax: 

Remarks: 

Example: 

Note: 
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IEC instruction 

Parallel Output on the IEC Bus 

The instruction IEC LISTON outputs the screen contents onto the IEC bus. It is useful 
for example in outputting to an IEC-bus printer or in the case of program or data 
transfer to another processor. 

[n] IEC[z]LISTON b 
[n] IEC[z]LISTOFF 

n: line number, also including label 
z: Number of IEC bus 1 or 2, default 1 
b: address of output devices (0 to 31) 

Output to the IEC bus will be continued until the instruction IEC LlSTOFF is 
executed. Subsequently, PRINT, INPUT and LIST are output only on the screen. 

The LISTOFF instruction deaddresses the listener with UNL. 

Transfer ofthe BASIC program to a printer with the IEC address 10: 

IEC LISTON 10 
LIST 
IEC LISTOFF 

At the beginning of a listing (command LIST) the Escape sequence -Ec[x" is 
transmitted, which for example informs the connected printer that the following 
Escape sequences should not be executed but included in the listing. 
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lEe instruction 

Purpose: 

Syntax: 

Synonym: 

Remarks: 

Deaddressing of Devices 

If a different device or a different group of devices is to be addressed, the 
previously addressed devices must be deaddressed. 

En] IEC[z]MTA Deaddressing of the talker 

En] IEC UNT 

n: line number, also including label 
z: number of IEC bus' or 2, default' 

The statement outputs the control character of the own talker address together 
with ATN. The own address is set by the IEC ADR instruction, the default vallue is the 
talker address 31 corresponding to the decimal character 95 (decimal). 

2.76 E-7 376.1452.00 



lEe instruction 

Output of Strings with Addressing 

Syntax: [nJ IEC[zJOUT al [:a2J • sS [:J (full instruction) 

n: line number, also including label 
z: number of IEC bus 1 or 2, default 1 

a, : listener address (0 to 31) *) 

a2: secondary add ress (0 to 31)*) 

s$: data to be output 

.. ,. CR, LF is transmitted if the semicolon or the comma is missing . 

The individual steps of the instruction are: 

a) Address device with listener address a. (LADa) 

b) A secondary address (a) is transmitted if it has been specified. (SADa) 

c) Transmission of own talker address (MTA) 

d) Transmission of character string s$, possibly with EOI (see IEC EOI) at the last 


character 

e) Deaddressing of device (UNL). 


Note: 	 A delimiter should generally be transmitted with this data output with which the 
listener recognizes the end of the data output. The manual for the device description 
indicates the delimiter to which the device responds. The ASCII characters LF or CR and 
LF are commonly used . 

*) Decimal value of bits b, to bs 
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IEC·SOUT 
IEC%OUT 

lEe instruction 

Output of String Variables without Addressing 

As controller and talker/listener: 

Syntax: 	 en] IEC[z]SOUl sS 

n: line number, also including labe:1 
z: number of IEC bus 1 or 2, default 1 

s$: character string to be output 


Output of a single character: 

Syntax: 	 en] IEC[z]%OUl b 

z: number of IEC bus 1 or 2, default 1 
b: numerical expression (0 to 255) for the character to be output. 

Remarks: 	 The device can only act as a talker with both instructions. It sends either the string 
variabl,e s alone or a single character which has the decimal equivalent b. Characters 
may only be sent to previously addressed listeners. 

When the computer has released control it will as talkerllistener transmit the 
information with these instructions. 

Example: 	 Output of bytes to a device with the address 6: 

50 IEC NEOI 
100 NS .... NO .. 

110 IEC LAD 6 

120 IEC SOUl "A1J1"+NS 

130 IEC %OUT 13 

140 IEC UNL 


100: String variable N$ receives the content NO. 

1,10: Device with the address 6 addressed as listener 

120: String variable "A1J1NO" sent. 
130: Delimiter CR sent 
140: Unlisten 

Note: 	 If BASIC is in the status of active controller with these instructions, the controller wil l 
first transmit its own talker address (MTA). 

The last byte ofthe string variable may be transmitted with EOI (see IEC EOI). 
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IEC PCON IEC PCON 

Purpose: 

Syntax: 

Remarks: 

lEe instruction 

Parallel Poll Configure 

This instruction replaces the instructions IEC [aJ LAD b. PPC. PPE k" k2. UNL (see 
there and Section 00 Parallel Poll 00). 

[n] IEC[z]PCON b. kl. kZ 

n: line number. also including label 
z: IEC bus number' or 2. default' 
b: address (0 to 31) 
k,: sensebit(Sb.Oor1) 
k2: 1 to 8 =0101 to 0108 as reply line 

IEC-bus compatible devices may be equipped with the capability of registering 
their status on one of the eight data bus lines 0101 to 0108. Up to eight devices can 
participate in this parallel poll, each device being assigned its own 010 line. 
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'IEC PPC 


IEC instruction 

Syntax: En ) IEC[z]PPC 

Parallel pon Configure 

n: 
z: 

line number, also including label 
number of IEC bus 1 or 2, default 1 

Remarks: IEC-bus-compatible devices can be equipped with the capability of signalling their 
device status on one of the eight data bus lines 0101 to OIOS. Up to eight devices 
can participate in this paral 'lel poll, a single 010 line being assigned to each device. 

The IEC PPC instruction initiates an instruction sequence which determines the 
allocation of the device to the data bus lines. 

The instruction outputs the control character 5 (decimal) together with ATN. 

Note: Execution of a paralrlel poll is described in Section 1. 
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Purpose: 

Syntax: 

Remarks: 

Note: 

Related 
instructions: 
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lEe instruction 

Parallel Poll Disable 

This instruction terminates the polling of only these devices currently addressed as 
listeners. 

En] IEC[z]PPD (parallel poll disable) 

n: line number, also including label 
z: number of IEC bus 1 or 2, default 1 


The statement outputs the control character 112 (decimal) together with ATN. 


The execution of a parallel poll is described in Section 1. 


IEC PPL. IEC pPC. lEC PPE. lEC PPU. lEC PCON 
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lEe PPE 

lEe instruction 

Parallel Poll Enable 

Purpose: This instruction determi·nes on which 010 line the device is to reply in the case of 
para lei pol'! and whether this line is 0 or 1. The figure k2 is assigned to one of the 8 
Ilines and k, may invert the active status 0 or 1 determined by the manufacturer. 

Syntax: [n] lEC[z]PPE k1 kZ 

n: line number, also including label 
z: number of l Ee bus 1 or 2, default 1 
k,: sense bit (0 or 1) 
k2: 1 to 8 = 0101 to 0108 as the reply line 

Example: 100 lEC PPE 14 

Line 4 is assigned. 
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lEe instruction 

Triggering of Parallel Poll 

Purpose: Following execution of the IEC PPL instruction, all devices previously set for polling· 
with IEC PPCand IEC PPE will transmit their status reply. 

Syntax: [n] IEC[z]PPL v~ (status reply) 

n: line number, also including label 
z: number of lEe bus 1 or 2, default 1 
v%: integer variable into which the status reply of all devices is entered. 

Remarks: This instruction simultaneously sends the messages EOI and ATN and reads the 
status word on the bus into the variable v%. 
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IEC PPUIEC PPU 

IEC instruction 

Parallel Pol'l Unconfigure 

Purpose: The paralrel poll is a way of checking by the controller whether the connected 
devices are ready. A specific instruction sequence is necessary which is described in 
Section 1. The parallel poll status of all devices is terminated by the universal 
instruction IECPPU. 

Syntax: [n] IEC(z]PPU 

n: line number, also including Ilabel 
z: number of IEC bus 1 or 2, default 1 

Remarks: This universal instruction terminates the capability of all devices to reply to a 
paraHelpol1. A new setting may be subsequently made if necessary. 

The statement outputs the control character 21 (decimal) together with ATN. 
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lEe instructionen 

Purpose: 

Syntax: 

Remarks: 

Possible 
error: 

Possible 
reason: 
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Line Messages 

The controller provides the facility for also controlling the management lines via 
BASIC instructions (except the line "SRQ" which is not controlled by the controller). 
This, however, is only necessary with special programming functions, since the 
PCAS automatically controls the management bus with all IEC instructions as 
prescribed in the standard. 

The line message REN permits to operate the connected devices via the IEC bus. 
However, the device will enter the 'remote mode' only following its receiving a 
listener address. 

Line message 

En] IEC[z]REN Line "REN" active. 

En] IEC[z]NREN Line "REN" passive. 

n: line number, also including label 
z: number of IEC bus 1 or 2, default 1 

IEC REN may only be transmitted if the controller· has the system control. 

REN does not go low (true) 

Jumper not plugged in on system controller. 
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'IEC RLC 
 IEC RLC 


Purpose: 

Syntax: 

Remarks: 

Possible 
error message: 

Reason: 
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IEC instruction 

Release of Control 

If several controllers are to be operated on one bus, only one of them may have the 
bus control at a time. The first IEC statement of all other controllers must be IECRLC 
(rel'ease control). The computer will then be a talkerllistener on the bus once the 
instruction has been executed. 

[n]IEC[z]RLC 

n: 	 line number, also including 'label 
z: 	 number of IEC bus 1 or 2, default 1 

default value or no data: 1 

All stored IEC parameters are deleted .by a software reset with IEC RLC and are 
subsequently reentered . Transmission of IFC and REN is prohibited following IEC RLC 
and leads to the corresponding error messages. 

not an lEC-bus controller 

The computer has already been talker/listener 
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lEe RQS 

Purpose: 

Syntax : 

Remarks: 

Example: 

Possible 

error message: 


Reason : 


Note: 
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lEe instruction 

Send Service Request 

If the computer has given up the control of the bus with IEC RLC, it may as talker! 
listener send a service request at any time calling for service from the controller. 
The service request may be used for example to obta in control again. 

[n]IEC[z]RQS b 

n: line number, also including label 
z: number of IEC bus 1 or 2, default 1 
b: status variable to be output to the bus during serial poll 1 to 255 

During the execution of the IEC RQS instruction, the SRQ line of the management 
bus is at first set to low (i.e. true) . On the appearance of an SRQ, the controller 
carries out a serial poll. With the controller being addressed as a talker in the serial 
poll, it issues the status variable b to the bus. Bit7 (dec. 64), i.e. RQS message, is 
high. The controller cancels the service request only after the status byte has been 
read. The SRQ line goes high as long as no service request is raised by another 
device. If no service request is found in the serial poll of the controller, bit 7 (RQS) is 
set to low. 

If a service request is detected in the parallel poll ofthe controller, the assigned bit 
for the parallel poll reply is set high.Correspondingly, this bit is set to low when no 
service request is found. 

Send service request 

IEC RlC. ADR 11. RQS 10 

Request return of control 

100 IECRlC.ADR(15) 

500 I ECRQS( 15) 
510 IECWTCT 

not a lEe-bus talkerllistener 

The computer has the control of the bus and therefore cannot send an SRQ. 

The cancellation of the SRQ message is performed in line with the laid down 
standard only for serial poll and not for parallel poll. 
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lEe SAD 

lEe instruction 

Secondary Addressing of Devices 

Purpose: 	 Transmissicm of a secondary address (associated listener or talker must already have 
been addressed). 

Syntax: 	 en] IEC[z]SAD b 

n: line number, also including label' 
z: number of IEC bus 1 or 2, default 1 
b: address (0 to 31) (decimal value of bits b, to bs or IEC address) 

Remarks: 	 Secondary addresses may be transmitted to both listeners as well as talkers which 
the devices can then interpret on their own. The device functions defined by the 
manufacturer can thus be activated in devices equipped with this function. 

This statement outputs the control characters 96 to 127 (decimal) together with 
ATN. . 
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IEC SOCIEC SOC 

lEe instruction 

Selected Device Clear 

Purpose: The instruction sets the addressed listeners into the basic status (as determined by 
the manufacturer). 

Syntax: [n]IEC[z]SDC 

n: line number, also including label 
z: number of lEe bus 1 or 2, default 1 

Remarks: This statement outputs the control character 4 (decimal) together with ATN. 
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IEC instruction 

Setting the Device Characteristics 

Purpose: The waiting time of the time control, the input terminator, the setting or oSlon­
setting of the EOI/ine and the output terminator are device specific. 

The IEC instruction determines the address and thus the peripheral device these 
characteristics are valid for, which are then stored in the device driver. All following 
inputs/outputs, carried out using the IEC IN and IEC OUT instructions e.g., use these 
parameters. 

Syntax: En] IEC[z]SET a.b.c.d 

n: 
z: 
a: 
b: 
c: 
d: 

line number, also including label 
number of IEC bus 1 or 2, default 1 
talkerJlistener address 0 to 31 (see.IEC LAD, TAD, IN, OUT) 
time-out monitor 0,1 to 32767 (see IEC TIME) 
input terminator 0,1,2 to 255 (see IEC TERM) 
output terminator without (with) EOI 0 0) (see IEC EOI) 

Remarks: These characteristics are set for 
instructions IECTIME 

IECTERM 
IEC (N) EOI. 

a" following IEC inputs/outputs using the 

WHEN the IEC SET instruction is used these characteristics only apply for one 
defined address. For all addresses not defined by IEC SET the parameters set with 
the IECTIME, TERM, EOI instructions are sti" valid. 

Assignment of all 31 addresses is possible, (however, max. 15 devices may be 
connected) thus enabling a clear description of the device characteristics in the 
program. 

Example: IEC 
IEC 

SET 
SET 

8.1000.1.1 
Uds.l000,l,l '1 sec timeout 

, EOI for EOS on input only 
'EOI with last character on output 
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lEe instruction 

Serial Poll Disable 

Purpose: This instruction terminates the serial poll. The devices will then reply with their 
associated data and no longer with their status byte. 

Syntax: [n] IEC[z]SPD (serial poll disable) 

n: line number, also including label 
z: number of lEe bus 1 or 2, default 1 

Remarks: This statement outputs the control character 25 (decimal) together with ATN. 
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lEe instruction 

Serial ,Po:ll Enable 

Purpose: This instruction initiates a serial poll. All devices equipped with this function will 
then reply with their status byte after being addressed as a talker (with lEe TAD a). 
The data is entered into the controller with lEe %IN v% . The addressing and data 
inputs are repeated until all devices have been polled. 

Syntax: [n]IEC[z]SPE 

n: line number, also including label 
z: number of lEe bus 1 or 2, defa'ult 1 

Remarks: This statement outputs the control character 24 (decimal) together with ATN. 
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IEC instruction 

Serial Poll 

Purpose: The serial poll of a device is carried out using this instruction . The individual steps of 
the instruction are : 

a) 
b) 
c) 
d) 
e) 

Enable serial poll (SPE) 
Address with talker address b (TADb" SADb2) 
Read in device status in v% (IEC% IN v%) 
Deaddress talker (MTA) 
Disable serial poll (SPD) 

Syntax: [n] IEC[z]SPL bl [; bZ] . vt 

n: line number, also including label 
z: number of IEC bus 1 or 2, default 1 
b, : Talker address (0 to 31) (decimal value of IEC address) 
b2: Secondary address (0 to 31) 
v%: fixed decimal point variable into which the device status is read. 

Note: If an error, e.g. timeout, occurs within the SPL sequences since the addressed device 
is not present, the bus will remain in an undefined status. IECSPD must be run in 
any case. This instruction may be incorporated into an error handling routine. 
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lEe instruction 

Set Time T1 on the Bus 

Purpose: For the testing of IEC-bus systems and for obtaining the maximum data rate, the 
time T1 as Ilaid down in the IEC-625 standard can be set in the computer. 

Syntax: [n] IEC[z]T1 b 

n: line number, also including label 
z: number of ,IEC bus 1 or 2, default 1 
b: parameter between 0 and 7 (1.75}.1s). Default 500 ns. 

Remarks: T1 defines the time between applying data on the bus and setting DAV true, while 
a byte is transferred from the controller to the IEC bus. T1 is set in steps of 250 ns. 

Note: T1 =0 or 1 is outside the specification of the I'EC standard. 

b T1 
I 

0 0 

1 250 ns 

2 500ns 

3 . 750 ns 

4 lps 

5 1,25 ps 

6 I 1.5ps 

7 
, 

I 1.75 ps 
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lEe instruction 

Addressing of Devices 

Purpose: Addressing a talker 

Syntax: [njIEC[zjTAD b 

n: 
z: 
b: 

line number, also including label 
number of IEC bus 1 or 2, default 1 
address (0 to 31) (decimal value of bits b, to bs or IEC address) 

Remarks: A device addressed as a talker transmits its data on the IEC bus when the ATN line 
has been reset. Only one talker can be addressed at one time. Addressing of a 
second talker automatically deaddresses the first (in line with the standard) . 

The address b is always specified as the decimal value of the address bits b, to b5 of 
the data bus. In line with the standard, a device may be assigned the same talker 
and listener address. Bits b, to bs are identical in this case. 

This statement outputs the tal ker addresses 64 to 95 (decimal) together with ATN. 
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IEC instruction 

Take Control 

Purpose: Activities on the IEC bus are usually controlled with a single controller. Sometimes 
two or more controllers participate in the control. The IEC bus standard includes 
the requirements for this case. 

Two interface functions are required for the control: 

a) System control 

This function can transmit the messages" Interface clear" (lFC) and "Remote 
enable" (REN) at any time and must be performed by the same controller 
throughout the entire period of bus operation. 

b) Control function 

This function enables the controller to transmit addresses, instructions and 
data and to carry out device polls. The control function may also only be 
performed by one controller at a time but may also be transferred to another 
controller. BASIC has the following. instructions for this purpose: 

Syntax: [n] IEC(z]TCT (take control) 

n: 
z: 

line number, also including I ~ abel 

number of IEC bus 1 or 2, default 1 

Remarks: Transfer is carried out using the following instruction sequence: 

IEC 
IEC 

TAD 
TCT 

Addressing of controller which is to take control 

Transfer of control 

This statement outputs the control character 9 (decimal) together with ATN. 
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IEC instruction 

Definition of the Input Terminator 

Syntax: En] IEC[z]TERM b 

n: line number, also including label 
z: number of IEC bus 1 or 2, default 1 
b = 0: CR and LF or EOI 
b = 1: only EOI 
b = 2 ...255 : decimal value ofthe terminator in ASCII code (table 6-7) (or EOI) 

Remarks: 	 For data inputs, a terminator must be transmitted which the computer recognizes 
as the end of the input. The instruction is as follows if the input is to be terminated 
with e.g. "LF": IEC TERM 10. The input is terminated by IEC TERM 0 after the 
character combination "CR" and "LF" has been transmitted . 

Independent of the terminator specified by the instruction IEC TERM, data input 
will always be terminated if the line message "END" (on EOI) is transmitted . The 
instruction will be IEC TERM 1 if only the message "END" (and not one of the ASCII 
characters transmitted on the lines 0101 to 8) is to terminate the input. 

If the terminator does not change, it will be sufficient to include the instruction 
only once in the program before the first data input. 

Note: 	 IN instructions such aslEC INa and IEC $IN do not load the terminator into the string 
variable. 
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lEe instruction 

Time-out Monitor 

Syntax: en] IEC[z]TIME b 

n: 
z: 
b: 

line number, also including label 
number of IEC bus 1 or 2, default 1 
time in ms (1 to 32767) 
o = switch off time-out monitor 

Remarks: The controller provides the facility for monitoring the time during a handshake 
procedure. The time required to transfer a character is monitored . 

In line with the IEC standard this will be the time from 5 to 7 if the controller 
operates as a talker (output handshake) or from 4 to 5 if the controller is a listener 
(input handshake) 

The controller waits for a period of b [msl with a handshake. The instruction should 
be written at the start of a program if devices are connected which require more 
than 1 s for character transfer. Without this instruction, a value of 1 s will apply. 

Possible 
error message: The controller will terminate the handshake if the specified waiting 

exceeded. The following error message will appear. 
time is 

ERROR 10: 'TEe bus time out" 

The program is terminated following output of the error message. 
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IEC instruction 

Unaddressing of Devices as Listener 

Purpose: The device or the group of devices previously addressed as listener is reset into the 
passive status (unaddressed) using this instruction. 

Syntax: [n] IEC[z]UNL 

n: line number, also including label 
z: number of lEe bus 1 or 2, default 1 

Remarks: The controller sends the character 63 
together with ATN. 

(3FH), i.e. the listener address 31 (1FH) 

In the case of the higher fEe instructions such as lEe IN and lEe OUT, this message is 
automatically sent by the controller in order to set the devices connected to the lEe 
bus into a defined status. 

376.1452.00 2.99 E-7 

http:376.1452.00


lEe instruction 

Wait for Addressing 

Purpose: 	 The controller must be addressed prior to data transfer before it can operate as a 
tal'ker/listener on the lEe bus. In order to synchronize data transfer, the instrument 
can wait until its address specified in the lEe ADR instruction is received. This is 
effected using the instructions 

lEe WMLA (wait my listener address) or 

lEe WMTA (wait my talker address) 


Syntax: 	 [n]IEC[a]WMLA [n]IEC[z]WMTA 

n: line number, also including label 
z: number of the lEe bus 1 or 2, default 1 

Remarks: 	 The running program waits on receiving the instruction lEe WMLA or lEe WMTA 
until, the address of the instrument appears together with ATN. All other data and 
commands on the bus are ignored. The instruction does not have a time-out 
function to synchronize infrequent data transfers. 

Example: 	 Operation as a listener on the bus 

100 I EC RLC 
110 IEC TERM13:IEC ADRI0 
120 IEC WMLA 
130 IEC $INA$ 

Operation as talker on the bus 

100 IEC RLC 

110 IEC ADR12 

130 IEC WMTA 

140 A$="DATEN"+CHR$(13) 

150 IEC SOUT AS 


Note: 	 Operation of the PCA as a talker/listener on the bus is described in Section 1.5. 
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lEe instruction 

Wait for Transfer of Control 

Purpose: If the computer is operated as a talker/listener on the bus but is to control the bus 
transfer, it can wait for transfer of the control by means of the IECWTCT instruction 
(wait take control). 

Syntax: en] 

n: 
z: 

lEC[z]WTCT 

line number, also with label 
number of lEe bus 1 or 2, default 1 

Remarks: The program waits on receiving this instruction until the computer is addressed 
with its talker address specified in the IECADR instruction and receives the message 
TCT. The computer controls the bus once the instruction has been executed and can 
address connected devices and handle data transfer. The IECWTCT instruction does 
not have a time-out function. 

Example: Wait for transfer of control 

100 lEC RlC 

1000 
1010 

I EC 
lEC 

WTCT 
OUT 16,"DATA" 
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Instruction (structure element) 

Changing the Program Run 

Purpose: 	 Changes the program run according to the result of a numeric expression. 

Syntax 1: 	 en] IF a GOTO n 
en] IF a THEN n 
en] IF a GOTQ Labe l' 
en] IF a GOSUB n 
en] IF a GOSUB Label 

n: line number, also including labels 
a: expression 

Remarks: 	 If the expression is true (i.e. not 0), e.g. because the comparison is fulfilled, the 
program will be branched. If the expression is false (i.e. 0), the program will be 
continued with the instruction following IF. 

Syntax 2: [n] IF a THEN instruction [:instruction] ... 
en] IF a TH~N instruction ELSE instruction 

[:instruction] ... 

Remarks: 	 THEN may be followed by a further instruction or a seri,es of instructions separated 
by":". In particular, nesting of further IF instructions is possi ble. 

If the expression is true, the instruction following THEN will be executed until the 
end of the line or the keyword ELSE. If the expression is false, the keyword ELSE will 
be searched for and the instruction(s) following it executed. If no ELSE is found, the 
program will be immediately continued with the next line. 

Example: 	 100 IF A$=wJA" THEN PRINT "OK":GOSUB 300 
200 IF F AND A=3 THEN RETURN 
300 IF A THEN GOSUB Abc ELSE GOSUB Bcd 
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Instruction (structure element) 

Syntax 3: 

Remarks: 

Example: 

Possible 
error message: 

Reason: 

Related 
instructions: 

376.1452.00 

[nJ IF a THEN 
[nJ instruction 

[nJ instruction 
[nJ ENDIF 

oder 

[nJ IF a THEN 
[nJ instruction 

[nJ instruction 
[nJ ELSE 
[nJ instruction 

[nJ instruction 
[nJ ENDIF 

If nothing follows the keyword THEN in the line (except an instruction separated by 
':'), this IF instruction will be interpreted as structure element.The following lines 
will be executed as a block if the expression is true until the instruction ELSE or 
ENDIF is found . The ELSE instruction may be used but. in any case. the ENDIF 
instruction must mark the end of block for otherwise an error message will be 
output. If the expression is false, the ELSE instruction will be searched for and. if 
available. the lines between ELSE and ENDIF executed. Further structures may be 
nested in an IF-THEN-ENDIF structure. In these cases, better readability should be 
ensured by indenting lines. 

100 IF A(l THEN 
110 Print "OK" 
120 GOSUB Subrl 
130 ELSE 
140 Print "ERROR" 
150 GOSUB Subr2 
160 ENDIF 

ERROR 48:"no IF -struc.,[ELSE], ENDIF match" 

THEN/line indentation has been found without ENDIF. or ELSE or ENDIF has been 
found without active IF-THEN/end of line instruction. 

ELSE. ENDIF 
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Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 
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Instruction 

Keyboard Read-in 

The INKEY instruction aUows data to be read into the controller from the 'keyboard. 
In contrast to the INPUT statement, it does not stop the program and can only read 
in one character at a ti,me. 

[n] INKEY vS 

n: line number, also including label 
v$: string variable 

With each INKEY statement, the controller stores the last character from the 
keyboard buffer in the variable and removes the character from the keyboard 
buffer. 

INPUT', INPUT$() 

100 INKEY CS 

Wait until any key is pressed (use of an empty character string) 

200 INKEY AS: IF AS="" THEN 200 
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Numeric function 

. Purpose: 

Syntax: 

Remarks: 

Related 

function: 


Example: 

Note: 
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Reading and Writing via 1/0 Addresses 

To read and write via the I/O addresses 

INP(a) Function 

a: input address (0 to 65535) 

The 1/0 addresses 0 to 65535 can thus be accessed to. 8-bit words can be read in or 
out for these addresses using INP or OUT. 

OUT 

Read in 1/0 address 4 

100 PRINT INP(4) 

With the PCA2/S. this function addresses interfaces connected to the 1/0 bus. With 
the PCA 12/15, however. the 1/0 addresses of the multi bus are addressed via the 286 
CPU . This is another reason why the BASIC instructions or MS-DOS system calls 
should be used for all inputs and outputs instead of accessing the interfaces 
directly. 
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Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Possible 
error message: 

Reason: 
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Instruction 

Keyboard In,put 

The INPUT statement is suitable for entering data or string constants from the 
keyboard into the controller during a program. 

(n] INPUT[ "t";]Vi[.vn] ... 

n: line number, also including label 
t: string constant output on the screen by the input 
v: numeric or string variable 

The string constant (if entered) is output on the screen in the case of the INPUT 
statement. The controller then waits with a flashing cursor for data input. This is 
terminated by the return key. In addition, a question mark is displayed without "t". 

The value of the variables will be set to 0 if ]return is entered without a character. 

If several variables Vi are present after INPUT, these can be read in all together if 
they are each separated by a comma, or individually with return. 

INPUT'. INPUTSO 

100 INPUT F 
ZOO INPUT A.B.CS 

Display: 70 

Program branching: 

1000 INPUT "AGAIN";AS 
1010 IF AS="YES" THEN 100 

Display: AGAlN 0 

ERROR 37: "variable type mismatch" 

An attempt has been made to load a text into numeric variables. 

2.106 E-7 

http:376.1452.00


Instructions 

Note: " 	 When the INPUT instruction is reached, entries made via the keyboard are output 
on the monitor. Entries to the INPUT line are not made via the keyboard, but by 
using the return key the contents of the screen memory are read to the line where 
the cursor is positioned. 

It is thus possible to make entries of the complete screen by the vertical shih of the 
cursor and thus for example a menu control can be set up with the PRINT 
instructions. 

If the INPUT instruction is written without a text, the content of a line is read from 
the second place with reference to the leh-hand screen edge. With a text having n 
places in the INPUT line, the content of a line is read from the n + 1th place. 

Example: 	 100 PRINT -1234567­
110 INPUT AS 

Ifthe flashing cursor is positioned on the PRINT line and the return key is pressed to 
terminate the INPUT line, the value of A$ will be: 

234567 

100 PRINT "1234567" 

110 INPUT "TEXT":AS 


Value of A$: 567 
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Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Possible 

error message: 


Reason: 


Note: 
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Instruction 

Read-in from a File/Interface 

Data can be read from a file selected using the OPENI# instruction or an interface 
and assigned to a numeric or string variable. 

en ) INPUT#a. Vl[,VZ] . .. 

n: line number, also including label 
a: channel number (1 to 15) 
vi: string variable to be read into 

Up to 80 characters can be read into the numeric variable or the string variable v, 
tovi. 

Leading spaces and carriage return are ignored in the case of numeric variables. A 
space, carriage return or a comma is i~,,:erpreted as the end of a number. Only the 
carriage return character is recognized as a delimiter in the case of character 
strings. 

INPUTS(), INPUT, OPENI#. CLOSE# 

10 INPUT#5,CS 

Read data from floppy disk 

1000PENI#l,"DATEI.ASC" 
110 INPUT#l,A 

ERROR 39: "out ofdata" 

An attempt has been made to read into more data than are present in the file. 

The following error message will appear if an instruction is used when the drive has 
no floppy. 

"Dos: drive not ready" 
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Purpose: 

Syntax: 

Remarks: 

Related 
instructions: : 

Example: 
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String function 

Read-in from File or Interface 

Read-in of a string of ri characters which has been read ..from the keyboard or from 
an interface/file with the channel number. 

INPUTS (vn.[Na]) 

vn: number of characters to be read (1 to 65535) 
a: Channel number; read-in from keyboard if not further specified. 

If the keyboard is used for the input, no characters will be displayed on the screen. 
The program is continued only when all the n characters have been entered. 

n characters are read in from a file or interface unless the file is shorter. End of file 
is recognized by the fact that the number of returned characters LEN(v$) is not 
equal to the number of characters requested. 

Single characters are read in with special case n = 1. 

All characters are accepted. In particular, in contrast to the INPUT# instruction, all 
control characters, such as carriage return, are accepted. 

OPENI#. CLOSEN. INPUTN. INPUT 


10 OPENI# 3,"DATA" 

20 REPEAT 

30 AS=INPUTS(l,#3) 

50 PRINT RIGHTS(HEXS(ASC(AS).2);" ". 

70 UNTIL LEN(AS)=O 

80 CLOSE# 3 


Reads single characters from a file and converts them to a 2-digit HEX number for 
output on the screen. 
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Purpose: 


Syntax: 


Remarks: 


Example: 


Nlumeric function 

Integer Function 

Reads in the greatest integer which is equal to or less than a. 

INT(a) 

a: constant. variable or numeric expression 

If a is positive, the digits after the decimal point are set to 0, if a will be negative, 
the number wHI be rounded to the next integer. 

100 C=INT(A-B) 
200 A=INT(A+.5) 

PRINT INT( 1.6) -1 
PRINT INT(-1.4) --2 

376.1452.00 2.110 E-7 

http:376.1452.00


Purpose: 

Syntax: 

Remarks: 

Note: 

Related 
instructions: 
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Graphics instruction 

Invert Graphics 

The INVERT instruction inverts the graphic display for the whole of the screen. All 
blanked dots become unblanked and the unblanked dots become blank. The 
instruction may be repeated as often as required. The output on the screen is 
inverted each time. 

En] INVERT 

n: line number, also including label 

The INVERT instruction does not change the contents of the graphics memory but 
only switches over the screen output. This type of output is for example not 
conveyed to the printer. 

This instruction is only relevant for b/w monitors. With the color graphics option 
PCA-B3, the display on the screen is determined by the color instruction. 

SET, COLOR 
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LABEL 


Graphics Instruction 

Labelling of Graphics 

Purpose: Using this instruction, the specified character string is used for labelling purposes in 
graphics mode. 

The current position of the imaginary pen determines the top left edge of the 
labelling. 

Syntax: en] LABEL sS [,a[.b[.c]]] 

n: line number, also including label 
sS: strinQl for labelling 
a: 0 to 15 size of character 
b: 0 to 7 writing direction 
c =0: .bright on dark background 
c = 1: dark on bright background 

Remarks: Non-specified parameters a, b, c are interpreted as O. 

Note: The LABEL instruction operates analogous to the graphics instructions. So as not to 
destroy existing graphics all dots can be inverted with a previous SET-1. 

Parameter b: 
Writing direction 

2 

Example: 100 LABEL -(--3.25m--)­
200 LABEL -peA-,15.1.1 
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Purpose: 

Syntax: 

Remarks: 

Related 
functions: 

Example: 
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String function 

Separate First Character from a String 

A certain number of characters can be removed from the left side of a character 
string for further processing using the LEFT$ function. 

LEFT$(s$.a) 

s$ : character string variable or constant 
a: number of characters 

The parameter a specifies the number of characters to be used for further 
processing . The complete character string will be used if the number of characters 
amounts to less than a. The output character string s$ remains unaffected by this 
operation. 

RIGHTS. MID$ 

100 A$="PROCESSCONTROLLER":PRINT LEFT$(A$.7) . 

Display: PROCESS 
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Numeric function 

Length of a String 

Purpose: The LEN function supplies the number of characters in a string variable (e.g. A$) or 
the length of a string constant so as to continue calculation, with this number. 

Syntax: LEN 

s$: 

(sS) 

String variable or string constant in quotation marks 

Remarks: All character, even spaces, are counted when calculating the lenght. The result can 
be used as a numeric variable and assigned or output accordingly. 

Example: ?LEN ("CONTROLLER") 

Output on screen: 10 

100 G"LEN (AS) 
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Instruction 

Assignment of Variables 

Purpose: For reasons of compatibility, the LET instruction forms part of the standardized 
ANSI BASIC in the PeA BASIC. It may be left out when assigning variables. 

Example: Instead of 

100 LET A=10 

100 A=10 

may be used. 

2.115 E-7376.1452.00 
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LIST 


Purpose: 

Syntax: 

Remarks: 

Note: 

Related 
command: 

376.1452.00 

Command 

Disp'lay of an Entered Program on the Screen 

The LIST commana is suitable to output a BASI'C program entered via the keyboard 
or loaded from the floppy disk on the screen. 

LIST [n] [-[m]] 


LIST n-m output from line n to line m 

LIST n- output from line n up to end of program 
LIST -m output from start of program up to 'I i ne m 
LIST n output line n 

With this command it is possibl,e to enter line numbers from which, or up to which, 
the program is to be output. 

Listing is terminated by pressing the Break key. 

Listing is possible on the printer using PLiST. Listing may be stopped using the Ctrl 
(Strg) keys together with S. 

PLIST 

2.116 E-7 
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Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Possible 
error message: 

Possible 
Reason: 

376.1452.00 

Instruction 

Loading Programs 

This instruction loads the program from the floppy disk or the fixed disk into the 
main memory. It is important to exactly specify the program name, including all 
characters, spaces and extensions for otherwise the program cannot be found. If 
the program name is written without an extension, BASIC will search for a file with 
the extension ".BAS. H. If strictly a file without extension is to be loaded, the 
program name must end with".". The LOAD instructions may be executed directly 
or under program control. 

En] LOAD s$ [.R] 

n: line number, also including label 
R: automatically starts the loaded program (RU N) 
s$: program name, also with drive and search path 

Contrary to ALOAD, the existing program is deleted with LOAD. All variables are 
also deleted. Programs can therefore be joined together in particular under 
program control. 

SAVE. ALOAD 

ERROR 52: ''DOS open error" 

Program name does not exist. 

2.117 E-7 
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Instruction 

Loading (Machine) Routines 

Purpose: LOAD# can be used to load (machine) routines which are to be called using CALL# . " 

Syntax: en] LOADN a. s$ 

n: line number, also including label 
a: numeric expression, value 1 to 7, link number 
s$: filename, also with drive and search path 

Related 
instruction: CALLN 

376.1452.00 2.118 E-7 
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Purpose: 

Syntax: 

Related 
function: 

Example: 

Possible 
error message: 

Reason: 

376.1452.00 

Numeric function 

Logarithmic Function 

This function calculates the natural logarithm (to base e = 2.7182818). 

Math.: y = lnx 

lOG(a) 

a: constant. variable or numeric expression 

EXP 

100 Y=lOG(X} 


Logarithm to base 10 can be eval uated: 


Math.: 


lnx 
y=lgx= - ­

In 10 

100 Y=lOG(X}/lOG(lO} ­

ERROR 31 in LINE 100: "numeric overflow" 

Argument a S 0 
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Purpose: 

Syntax: 

Related 
function: 

Example: 

376. , 452.00 

String function 

Read Character from the Middle of a String 

Reads from a string a number of b characters from position a. It can be used e.g. to 
suppress the header in lEe IN instructions. 

MIDS(sS.a.b) 

s$: string variable or string constant 
a: position where reading is started 
b: number of characters 

LEFTS, RIGHTS 

100 AS .. "PROCESSCONTROLLER" : ,PRI:NT MIDS(AS,8,7) 

Display: CONTROL 

2.120 E-7 




Purpose: 

Syntax: 

Related 
functions: 

Graphics instruction 

Moving the Graphic Cursor 

This instruction moves the graphic cursor to the point of intersection of the x and y 
coordinates without producing a visible trace. It determines the point where 
drawing is started. 

En] MOVE x,y 

n: line number, also including label 
x,y: numeric expressions for the X/Y coordinates 

RMOVE. DRAW. RDRAW. DOT 

2.121 E-7376.1452.00 
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This page has been kept free on purpose. The BASIC instruction of an option may be inserted here. 
The pages to be inserted are to be found in the manual of the option concerned. 

2.122 E·7376.1452.00 
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Command 

Command to Delete the Program 

Purpose: The complete program and all variables are deleted by the NEW instruction. A new 
program can then be entered. 

NEW resets BASIC to the state after loading. 

Related 
instructions: LOAD . CLR. ERASE. DELETE 
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I,nstruction 

Loop Instruction (End) 

See FOR instruction 

2.124 E-7376.1452.00 
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Instruction 

Branch on Error 

Purpose: With this conditional jump instruction a jump is made to an 
prevent a program abort in the event of a fault. 

error routine to 

Syntax: en] ON ERROR GOTO m or label 
en] ON ERROR GOSUB m or label 
en] ON ERROR RETURN 

n: 
m: 
label: 

line number, also including label 
line number to be jumped to or line number of subroutine 
any character sequence consisting of letters, digits 
characters 

and underline 

Remarks: If GOTO/GOSUB is not followed by a line number but by a character sequence 
starting with a letter, BASIC will search for the line of this label. It is to be noted 
that this label is located directly after a line number and must end with a colon. 

This instruction may be present at any position in the program but must be read in 
at least once before an error occurs. If this instruction is used several times, the 
program will jump to the position specified by the last ON ERROR GOTO m 
instruction. 

After branching on occurrence of an error, the ON ERROR instruction is inactive 
until set once again with a new ON ERROR GOTO instruction. The setting can also 
take place in the subroutine and should be the last executable instruction prior to 
RETURN (nesting depth). 

This branch into an error routine can be set inactive again using ON 
RETURN. Following this instruction, error messages are again displayed 
screen. 

ERROR 
on the 

In the error-handling routine, the error line can be polled with the function ERL(O) 
and the error number with ERM(O}. 

Related 
functions: ERL, ERM 

376.1452.00 2.125 E-7 
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Purpose: 

Syntax: 

Remarks: 

Related 
instrudions; 

Example: 

Possible 
errO.r message: 

Reason: 

376.1452.00 

~ nstruction 

Branch into Subroutines 

A branch. into subroutines can be made with ON...GOSUB depending on an 
expression. 

[n] ON a GOSUB m,[.mi] ... 
[n] ON a GOSUB , abe'. [. labe' i] ... 

n: line number 
mj: branch line numbers 
a: numeric expression 
label: any character sequence consisting of letters, digits and underline 

characters 

RETURN is used at the end of the subroutines just as with the GOSUB statement. 
See also ON GOro. 

If GOSUB is not followed by a line number but by a character sequence starting 
with a letter, BASIC will search for the line of this label. It is to be noted that this 
mark is located directly following a line number and must end with a colOri. 

RETURN. ON GOTO 

100 ON R GOSUB1000.2000 
110 END 
1000 REM Subroutine R=l 
1100 RETURN 
2000 REM Subroutine R=2 
2100 RETURN 

ERROR 25: "undefined line or label" 

Branch line number does not exist 
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Purpose: 

Syntax: 

Remarks: 

Related 
instruction: 

Example: 

Possible 
error message: 

Reason: 

376.1452.00 

Instruction 

Multiple Branching 

Branches to one of several branch targets, depending on the value of an 
expression. 

[nJ ON a GOTO ml [. m;J . .. 
[nJ ON a GOTO labell. [labeliJ . .. 

n: l ine number, also including label 
a: variable, constant or numeric expression 
m ... mi: line numbers of branch targets 
label: any character sequence also with letters, digits and underline characters 

The program jumps to the specified program lines depending on the magnitude of 
a, namely: 

a < 1 Nojump 
a =1 Jump to m, or label, 
a =2 Jump to mz or labelz 

a = i Jump to mj or marki 
a> i Nojump 

A numeric expression may be used for a. Any digits after the decimal point of a are 
ignored. If GOTO is not followed by a line number but by a character sequence 
starting with a letter, BASIC will search for the line of this label. This label must be 
located directly following a line number and end with a colon. 

ON GOSUB 

100 ON X GOT0200,300,400 
200 REM BRANCH TARGET WITH X=1 
300 REM BRANCH TARGET WITH X=2 
400 REM BRANCH TARGET WITH X=3 

For the calculated jump: 
100 ON (AeB)-{ceD) GOTO 200,300,400 

For extension if line length is insufficient for all branch line numbers: 
100 ON R GOTO 200,210,220,230,240.250.260,270,280,290 
110 ON R-I0 GOTO 300,310,320,330,340,350,360,370,380,390 
120 ON R-20 GOTO 400,410,420,430,440,450,460,470,480,490 

ERROR 25: "undefined line" 

Branch target does not exist. 
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ON KEY 


I'nstructions 

Purpose: 

Syntax: 

Remarks: 

Example: 

Note: 

Possible 
error message: 

Reason: 

376.1452.00 

Event-controlled Branch on Pressing a Key 

Branches to a subroutine by pressing any key or softkey. 

[n] ON KEY GOSUB m or label 
[n] ON KEY GOTO m or label 
[n] ON KEY RETURN 

n: line number, also including label 
m: line number 

If GOSUB/GOTO is not followed by a line number but by a character sequence 
starting with a letter, BASIC wi ll search for the line of this label. This label must be 
located directly following a line number and end with a colon. 

An interrupt is generated in the computer by pressing a key. Since, however, 
current statements must not be inter,rupted, the inter,rupt is only detected with the 
next line number. 

The key code can be read in and processed further in the subroutine using INKEY. 

The branch target can be redefined in the program run using ONKEY GOSUB. The 
target last specified is always the valid address. A return from the subroutine is 
made using the RETURN instruction. 

ON KEY RETURN switches off this mode. Pressing of a key no longer causes 
branching. 

Abort program with keyE 

100 ON KEY GOSUB 1000 

1000 INKEY AS; IF AS="E" THEN END 
1010 ON KEY GOSUB 1000 : RETURN 

Renewed calliAg is blocked following a branch into the subroutine until a new 
target is defined using ON KEY. In order to avoid nesting, this instruction should be 
directly followed by RETURN (Le. only separated by' : '). 

ERROR 25: "undefined line or label" 

Branch line number does not exist. 
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IEC instruction 

Event-controlled Branching on Service Request 

Syntax: En] ON SRQ [a] GOSUB m or label 
En] ON SRQ [a] GOTO m or label 

n: line number, also including label 
m: line number 
a: number ofthe IEC bus 

Remarks: 	 If GOSUB/GOTO is not followed by a line number but by a character sequence 
starting with a letter, BASIC will search for the line of this label. This label must be 
located directly following a line number and end with a colon. 

The program branches to a subroutine with ON SRQ GOSUB n when a service request 
of the device is received via the IEC bus interface. The subroutine commences with 
the line number un"; the calling device is usually identified by a serial poll and is 
then serviced. 

This instruction may be present at any position in the program but must have been 
read at least once before being executed for the first time. The last instruction read 
is executed if the instruction appears several times. 

The return from the subroutine to the interrupted main program is made as usual 
using the RETURN statement. Branching to a subroutine following a service request 
may be inhibited by the following instruction: 

Syntax: 	 En] ON SRQ RETURN 

n: line number 

Note: 	 A second SRQ remains inhibited after branching (ON SRQ RETURN it will be executed 
automatically). An ON SRQ GOSUB n line must then be in the program again before 
BASIC responds to SRQ again. To prevent inadmissible branching as a result of 
repeated interrupts, the RETURN instruction must be placed immediately after the 
ON SRQ GOSUB instruction (the two being separated by';'). 

1000 	 ,1010 IECSPL13.V% 
Service 
routine 

J 

1100 ON SRQ GOSUB 1000: RETURN 


The SRQ service routine must contain at least one SPE command (or one SPL 
command which executes the SPE command implicitly). 



ONTIME 


Instruction 

Event-controlled Branching 

Purpose: If a particular program is to be executed depending on the time, the time and the 
branch line number can be output in any line using this instruction. 

Syntax: En] 
En] 
En] 

ON 
ON 
ON 

TIME 
TIME 
TIME 

a GOSUB 
a GOT a 
RETURN 

m or 
m or 

label 
label 

n: 
m: 
a: 

line number, also including label 
line number 
numeric expression indicating the time in hundredths seconds since midnight 
(max. 100x60x60x24 =8,640,000,-1). 

If GOSUB/GOTO is not followed by a line number but by a character sequence 
starting with a letter BASIC will search for the line of this label. This label must be 
located directly following a line number and must end with a colon. 

The branch line number can be redefined during the program run using ON TIME 
GOSUB. The line number last specified is always the valid address. A return from the 
subroutine is made using RETURN. 

ON TIMING RETURN inhibts branching to the subroutine. 

Note: Renewed calling is inhioited following branching to the subroutine until a new 
branch target is defined using ON TIME. 

Example: Cyclical interrupt (every 100 hundredth seconds, i.e. once a second) 

10 ON TIME (TIME+I00) GOSUB 50 
ZO GO TO ZO: REM ENDLESS LOOP 
50 PRINT "SECONDS INTERRUPT" 
SO ON TIME (TIME+I00) GOSUB 50: RETURN 

Example: Output of time 

10 ON TIME«IZ-S0+15)-SO+0)-100 GOSUB 
ZO GOTO ZO: REM ENDLESS LOOP 
ZOO PRINT "IZ:15:0 O'CLOCK!" 

ZOO 

Note: This instruction is only carried out by the PCA, if the real time clock (PCA-B 1 0 
option) is fitted. 



Instruction 

Open a File for Input 
or Input via Interface 

Purpose: 	 Enable the file to read in data (INPUT). Inputs from interfaces, floppy disk and fixed 
disk take place via the file management of the operating system. Opening a file 
with this instruction determines that the file is to be read. 

Syntax: 	 n OPENIN a,s$ 

n: line number. also including label 
a: channel number 
s$: file name, also with drive and search path or interface name 

Related 

instructions: CLOSEN, OPENO', INPUT', INPUT$() 


Example: 	 Open channell in order to read data with the name n DAT1 n from the floppy disk: 

100 OPENI 'l,~DAT1~ 

Possible 

error message: ERROR 54: "no ualid file number", "deuice driuer not loaded" 


Reason: 	 An attempt has been made to open more files than possible. or parameter a lies 
beyond the permissible range. 

Even if the number of files is set> lS in the file CONFIG.SYS. MS-DOS permits only 
1 S files to be open at the same time. Since BASIC internally requires between 3 and 
approx. 7 files, the user has only about 8 to 12 open files left. 

Possible 

error message: ERROR 49: "file already open" 


Reason: 	 An attempt has been made to open an already opened file. The file is closed again 
with an error message. 

Note: 	 The file must be reopened accordingly when changing between read and write 
functions. A file is opened for output with OPENO#. 



Instruction 

Open a File for Output 
or Output via .Interface 

Purpose: 	 Similar to the OPENI# instruction, the OPENO# instruction is used to open a file for 
output or an output interface via the file management of the operating system . 
Opening of a file with this instruction determines that the file is to be written to. 

Syntax: 	 en] OPENON a,s$ 

n: line number, also including label 

a: channel number ( 1 to 15) 

s$: filename, also with drive and search path or interface name 


Related 
instructions: CLOSEN, OPENI" PRINTN 

Example: 	 Open channel 1 in order to write data with the name" OAT1": 

100 OPENOI l,wOATl w 

Possible 

error message: ERROR 49: "no validfik number" 


Reason: 	 An attempt has been made to open more files than possible (see also OPENI# 
instruction). 

Possible 

error message: ERROR 49: "file already open" 


Reason: 	 An attempt has been made to open an already opened file. The file is closed again 
with this error message. 

Note: 	 The file must be reopened accordingly when changing between read and write 
functions. 



Syntax: 

Instruction 

Console 

CON is the name of the file for console operations. 

The console can be serviced by BASIC also with INPUT# and PRINT# instructions. 

En] OPENI~ a,"CON:" 
En] OPENO~ a,"CON:" 

n: line number, also including label 
a: channel number (1 to 15) 



OPEN IEC 


Purpose: 

Syntax: 

Instruction 

Standard Input/Output via IEC Bus 

The standard input/output with the INPUT# and PRINT# instructions or the 
INPUT$() function is also possible via the lEe-bus interface. in addition and parallel 
to the lEe instructions. With this programming. all inputs/outputs can be diverted 
to a different interface. e.g. screen and keyboard for testing purposes. This is done 
by modifying the OPEN instructions. The disadvantage lies in the fact that the 
notation is in most cases longer than that of the specific lEe instructions. 

[n] OPENOMa,"IEC :parameter list­
[n] OPENIMa,"IEC:parameter list-

n: line number. also including label 
a: file number (1 to 15) 

The parameter list may contain the following words and parameters (the notation 
corresponds to that of the lEe instructions; the functions are described in detail 
there): 

Command Parameter Remark 

UNI 1 or 2 Determining the interface (IEC1 or IE(2) to which the following 
commands or inputs/outputs are to be addressed . 

Universal commands 

Command Parameter Remark 

LLO - LOCAL LOCKOUT, lock manual operation 

DCL - DEVICE CLEAR, reset device 

Addressing commands 

Command Parameter Remark 

LAD Oto 31 LISTENER ADDRESS, address device as listener 

TAD Oto 31 TALKER ADDRESS, address device as talker 

SAD Oto 31 SECONDARY ADDRESS, secondary address 



Addressed commands 

Command Parameter Remark 

GTL - GO TO LOCAL. switch selected device to manual operation 

SDC - SELECTED DEVICE CLEAR. reset selected device 

GET - GROUP EXECUTE TRIGGER. trigger selected devices 

Oeaddressing commands 

Command Parameter Remark 

MTA - MY TALK ADDRESS (UNT). deaddress the talker 

UNL - UNLISTEN.deaddress the listener 

END - sends thischaracter with EOIline active 
e.g . END 10 sends LF with EOI 

Line commands 

Command Parameter Remark 

REN - REMOTE ENABLE. enable line 

NREN - REN. disable REN line 

IFC - INTERFACE CLEAR. enable line for 500 \1S 

Multi-controller operating commands 

Command Parameter Remark 

TCT - TAKE CONTROL. transfer control to other controller 

RLC - initialize controller as talker/listener 

WMLA - wait for addressing as listener 

WMTA - wait for addressing as talker 

WTCT - wait fo1transfer of control 



OPEN IECOPEN IEC 

Setting parameters 

Command Parameter Remark 
, 

TERM Oto 255 Input term inator 0: CR and LF or EOI 
1: only EOI (default) 
2 to 255: this character or EOI 

ADR Oto 31 set own address. default 31 

Tl 
I 

Oto 31 delay time for line DAV incrementing by 125 ns. Default 3 
corresponding to 500 ns. 

TIME Oto 65535 

I 

time monitoring in ms 
ocorresponds to time monitoring off 
default 1000 corresponds to 1 s. 

Example: 	 300 OPENO' 3. "IEC:LA01" 
310 PRINT' 3. "W3.X3" :REM for UOS5 
320 CLOSE' 3 
330 OPENI. 4. "IEC:TA01.TERM10" 
340 AS:INPUTS(20.'4) 
350 CLOSE. 4 
360 PRINT AS 

is equiva:lent to 

310 IEC OUT 1. "W3.X3" :'REM for UDS5 
330 IEC TERM 10 
340 IEC IN 1.AS 
360 PRINT AS 



Purpose: 

Syntax: 

Example: 

Related 
command: 

Note: 

Instruction 

Controlling the Centronics Interface 

The Centronics interface is serviced via the file management of the operating 
system. 

"LPT" is the name of the file via which the Centronics interface is opened. "PRN" 
corresponds to the first Centronics interface LPT1. 

En] OPENO* a,"LPTz : " 
En] OPENO* a,"PRN:" 

n: line number, also including label 
a: channel number (1 to 15) 
z: number of interface 1 or 2 

100 OPENO* l,"LPT1:" 
110 PRINT* l,"PRINTER TEST" 

After the version 1.90 the device driver LPTx can also read the status with LPTb: 

100 OPENI*1, "LPT1 : " 
110 Status = INPUTS(l,*l) 

or for the second interface: 

100 OPENI*l, "LPTZ : " 
110 Status = INPUTS(1.*1) 
Status = 0: everything o.k. 

2: printer: not ready 

FORM 

If a lower and upper myrgin is set using the FORM command before the execution 
of this instruction, a formfeed will be released with the OPEN instruction. 



Purpose: 

Syntax: 

Remarks: 

Note: 

Related 
instructions: 

I'nstruction 

Writing via I/O Addresses 

To write via the 1/0 addresses of the computer. 

En] OUT a,b instruction 

n: line number, also including label 
a: output address (0 to 65535) 
b: value to be written (0 to 255) 

The 1/0 addresses between the values 0 and 65535 can be accessed. Using OUT, 8-bit 
words can be output at each of these addresses. 

With the PCA12115, the 1/0 addresses of the multibus are addressed via the 286 CPU 
(see PCA manual). This is another reason why the BASIC instructions or MS-DOS 
system calls should be used for all inputs/outputs instead of accessing the interfaces 
directly. In contrast thereto, this instruction is used with the other Rohde&Schwarz 
controllers to address interfaces connected to the I/O bus. 

INP 



PASCAL 


Instruction 

Call of Pascal Routines 

Pur.pose: Call of procedures written in Pascal (see PCA-K11 manual). 

Syntax: en] 

n: 
a: 
v: 

PASCAL a[.v] ... 

line number, also including label 
procedure number of Pascal program 
integer, floating decimal point or string variable 

Example: 100 Sweep"3 
110 PASCAL Sweep. Startfreq. Stopfreq 



PEEK PEEK 

Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Numeric function 

Reading of Memory Locations 

Transfers a byte from a memory location. 

PEEK(a) 

a: address of the memory location (-32768 to 65535) 

The parameter a merely sets the address offset. If the segment of the address is 
outside the BASIC segment when reading memory locations, the SEGMENT 
instruction must be given first. Integers are stored internally in 2 bytes (MSB = 
sign). Thus, negative addresses do not represent a negative offset but an offset 
greater than 32767. 

POKE, SEGMENT, VARPTR 

100 PRINT PEEK(22) 



PI 

Pseudo variable 

Circle constant 

Purpose: Represents the numerical value of the circle constant n. 

Syntax: PI 

Example: 10 A=COS(Grad • PI/1BO) 
20 PRINT PI 

..... 3 . 14159265395 



Instruction 

Generation of Signal Tones 

Purpose: Signal tones and tone sequences with variable pitch and duration can be generated 
using the PCA. 

Syntax: en] PLAY sS[,a] 

n: 
5$: 
a: 

line number, also including label 
string variable which characterizes the pitch and duration 
repetition rate (0 to 8; default value 4) 

Remarks: Several tones can be included within the string variable. Each tone comprises a 
letter which characterizes the pitch and a subsequent number for the duration. The 
symbols /I and & prefixed to the tone letter increase or decrease the pitch by a 
semitone. 

The following tones are available: 

CDEFGAHBcdefgahb 

The symbols /I and & are used for prefix. 

A pause (no tone) can also be generated using the letter P. 

The following values can be used for the duration of a tone or pause d: 

12345678 

where the duration is 0,5 S 

d 
in each case 

Example: 10 AS="G4E4E2F4D4D2C4D4E4F4G4*G1G2" 
20 PLAY AS.S 



PLiST PLIST 

Command 

Program Output via the Centronics Interface 

Purpose: A program can be output on the printer interface using the PLIST command. 

Syntax: PLIST En] [-Em]] 

PLIST nom 
PLiST n­
PLiST -m 
PLiST n 

output from line n up to line m 
output from line n up to end of program 
output from start of program up to line m 
output of line n 

Remarks: With this command it is possible to specify line numbers which define the start and 
end of the prog-ram output. 

Note: For obtaining a page formatted output, see command FORM [m - n]. 

Related 
commands: LIST. FORM 



Purpose: 

Syntax: 

Note: 

Related 
instructions: 

Instruction 

Writing into Memory Locations 

The following BASIC instruction is used to write a byte to a memory location: 

En] POKE a,b 

n: line number, also including label 
a: address of the memory location (-32768 to 65535) 
b: value to be written between 0 and 255 

Parameter a only specifies the address offset. The address segment can be 
previously selected using the SEGMENT statement. A negative number as address is 
not taken as negative offset but as a number greater than 32767. 

Random overwriting of memory locations leads to the corruption of the operating 
system and the BASIC code. 

SEGMENT, PEEK, VARPTR 



Graphics instruction 

Purpose: 

Syntax: 

Remarks: 

Possible 
error message: 

Reason: 

Draws a Train of Lines 

Draws a train of lines the end points of which have been fixed in an integer field. 
The field contains relative x,y coordinates (~ values). 

[n] POLYLINE a,v%(b) 

n: line number, also including label 
a: number of lines to be drawn 

v%: integer field with ~x*4, ~y*4 [,~xi*4, ~yi*41 ... 

b: first field element to be used 

This instruction draws so fast because the coordinates are not converted with the 
VIEWPORT and WINDOW parameters. The field must therefore contain values 
which comply with the absolute screen coordinates; for the x-axis, i.e. from 0 (or ­
80 • 4 = -320) to 399 • 4 = 1596 and for the y-axis from 0 to 639 • 4 = 2556. The 
graphics cursor for example uses a preceding MOVE command to specify the 
starting point of the trace which allows to shift the trace easily over the screen. The 
first line is drawn using the first pair of ~xJ ~y, the second with the next pair and so 
on until the number a is reached. 

Error 20: "redimensioned array" 

The number of available field elements must at least be twice the number of lines. 
E.g., if a = 10 DIM must be v% (at least 19) if drawing is to start from element 0 (b 
= 0). 



PRINT 


Purpose: 

Syntax: 

Remarks: 

Example: 

D 


Instruction 

Character Output on the Screen 

Transfers data to the screen, in particular character strings and variable lists or 
expressions. 

The PRINT instruction is also used for setting the cursor, setting the attributes and 
deleting lines and the screen. These functions are controlled using the ANSI 
functions described in the Section "Screen Function". 

En] PRINT [list of expressions] [;] or [.] 

n: line number, also including label 

Numeric or string variables can be written directly after the PRINT statement. 
Several expressions must be separated by semi-colons or commas. 

A carrilage return and line feed (CR + LF) are automatically generated after each 
PRINT statement. The next PRINT statement starts at the beginnning of a line. A 
PRINT statement without any subsequent expression thus generates a blank line . 

.. can also be used instead of PRINT. The instruction LIST, however, outputs PRINT 
rather than ..... 

100 PRINT 
ZOO PRINT A 
300 PRINT AS 

Every twentieth print position is internally pretabulated. A comma after the 
numeric or string expression causes the next character to be written in the next 
tabulated position. Carriage return and line feed are suppressed. 

100 PRINT "FREQ. IN". AS,A 



o 


Example: 

Example: 

Related 
instructions: 

Carriage return and line feed will also be suppressed-if a semi-colon follows the 
expression. The numbers or strings are linked together. 

Furthermore, the screen attributes are set by means of the PRINT instruction and 
ANSI sequences. The available sequences are described in the respective device­
specific manual. 

Output of a remark as a flashing display: 

100 PRINT "Ec[5m Sl OFF" 

110 PRINT "Ec[Om": REM RESET ATTRIBUTS 


Clearing the screen: 

100 PRINT "Ec[2J" 

PRINTN 



PRINT USING PRINT USING 

Instruction 

Formatted Output 

Purpose: Outputs numbers in a format specified by a character string. 

Syntax: 	 PRINT USING sS, [or ;] list 
PRINT#a, USING sS, [or ;] list 

Remarks: 	 Each element ofthe list is output formatted with the string s$. The string comprises 
a sequence of dummy values which define the format of a number. 

Possible string elements: 

II Dummy value for a digit. A right overflow is rounded off; a left overflow 
causes output of the unformatted number. 
Unoccupied positions before the decimal point result in sp'aces and after the 
decimal point in O. 

Dummy value for decimal point. 

* 	 Must be present before the first II. Unoccupied positions before the decimal 
point are replaced by * (e.g. for filling. out spaces before the amount: 
*** 1 00.- OM). 

+ 	 Dummy value for the sign. Can be positioned before or after the number. 
Positive value results in + Negative value results in -. 

Dummy value for the sign. Can be positioned before or after the number. 
Positive value results in space. Negative val.ue results in-. 

i Dummy value for the exponent. Must be present after the last II. 

Example: 10 PRINT A,B,C,D 
3.14159Z65359 -199.99999999 l.Z34E-4 7.89E+17 

10 PRINT USING "##II.#",A,B,C,D 
3.1 zoo.o 0.0 7.89E+17 

10 PRINT USING "·#III1##.#II",A,B,C,D 
····3.14 ..zoo.oo ····0.00 7.89E+17 
10 PRINT USING "+III1I1I1.##",A,B,C,D 

+ 3.14 - ZOO.OO + 0.00 7.89E+17 
10 PRINT USING "#III1I1#.#II-",A,B,C,D 

3.14 zOO.oo- 0.00 7.89E+17 
10 PRINT USING .+~" ~."t" ,A,B,C,D 
+3141.59E-3 -ZOOO.00E-1 +1Z34.00E-7 +7890.00EI4 

Related 
function: STRS 

http:zOO.oo-0.00


PRINT# 


Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Possible 
error message: 

Reason: 

Instruction 

Writing to a File or Interface 

Once the file has been opened (see OPENO), PRINT# instructions can be used to 
transfer data to the selected file on the floppy disk or fixed disk via the interface. 
Several items of data can be present in one PRINT instruction, each separated by a 
semicolon or a comma. 

en] PRINT' a.[list of expressions][;] or [.] 

en] PRINT' a. USING sS. [list of expressions] [;] or [.] 


n: line number, also including label 
a: channel number (1 to 15) 

Using this instruction, all numeric and string expressions are serially written into 
the file. 

No separators are transmitted between the expressions separated by a semicolon. 
LF and CR are transmitted at the end of the instruction. These can also be 
suppressed by a semicolon at the end of the instruction. If separators are required 
between the expressions, they can be set between quotation marks, e.g. PRINT A; 
.. , .. ; B) 

If the data are then to be read using an INPUT# instruction, it must be remembered 
that not more than 80 characters may be written before the delimiter CR LF. 

OPENO,. CLOSE' 

90 OPENO' 1."DATA.ASC" 
100 PRINT' 1.AS 
110 CLOSE' 1 

Output of several data sets 
200 PRINTI l,AS;lS-(Xi2);"KHZ" 

Output of other delimiter 
300 PRINT' 1.AS;CHRS(32); 

ERROR 55: "file not open for output" 

The file to be written to has not been opened. 



Purpose: 

Syntax: 

Related 
instructions: 

Graphics instruction 

Drawing of Lines with Relative Coordinates 

This instruction acts in the same manner as the DRAW instruction, except that the 
coordinates x and y refer to the current position of the cursor (6. values) and not to 
zero. 

En] RDRAW "-,y 

n; line number, also including label 
x,y: numeric expressions for the xJy coordinates of the destination point 

DRAW, MOVE, WIDTH, SET 



.. Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Possible 
error message: 

Reason: 

Instruction 

Read Data 

The characters of the DATA lines are read in up to the first comma by means of the 
READ statement and assigned to the numeric or string variable. 

en] READ v1 [.vn] 

n: line number, also including label 
v: numeric or string variable 

Several variables can be read at a time with the READ statement. The READ 
statements may be present at different places in the program. A pointer indicates 
the last DATA character read and reading is recommenced at this position with the 
next READ statement. 

DATA, RESTORE 

100 DATA 123,456 
110 DATA 789 
130 READ A : PRINT A 

Output: 123 

ERROR 39: "outofdata" 

An attempt has been made to execute more READ statements than data available. 



REL 


This page has been kept free on purpose. The BASIC instruction of an option may be inserted at this 
place. The pages to be inserted are found in the manual of the respective option. 



REM 


Instruction 

Remark 

Purpose: It will be useful to provide a program with comments or with a heading if complex 
problems have to be solved using a large number of subroutines. The REMARK 
instruction is used for this purpose. 

Syntax: en] 
[J: 

REM any character sequence 
. any character sequence 

n: line number, also including label 

Remarks: With the REM statement, all subsequent characters are ignored and the next line is 
then processed. The characters do not influence the program run, but appear in the 
listing and thus facilitate programming. Programmers with practice use the 
instruction for program debugging in locating unwanted statements. The 
instructions are retained, but are not processed by the controller. The section of the 
program can be incorporated again by deleting the REM statement. The REM 
statement together with the subsequent characters must not be longer than 80 
characters. The apostrophe character is equivalent to REM. 

Note: ':' is part of the remark and does not separate instructions. 

Example: 100 REM •••• SUBROUTINE 1 •••• 
120 • Evaluation of measurement 



RENUMBER 


Purpose: 

Syntax: 

Remarks: 

Examples: 

Possible 
error message: 

Reason: 

Command 

Renumbering of Lines 

Further lines must often be inserted into an already existing program. This will only 
be possible, however, if the interval between line numbers is greater than 1. If this 
is no longer the case, larger intervals can be generated again by renumbering using 
the instruction here described. (The jump addresses with the instructions THEN, 
GOTO, GOSUB, and RESTORE are also modified according to the new numbering.) 

RENUMBER [ml] [-[mz]] [,n[.6n]] 

n: new first line number 
~n: increment 
m,: old line number at which renumbering is started 
m2: old line number up to which renumbering is carried out 

Default values: n = 10 
~n =10 

An area (from m, to m2) within a program can be renumbered using this 
instruction. The sequence of lines cannot be changed with this instruction! Blocks 
can, however, be combined in any sequence by renumbering and loading them 
onto a floppy disk (ASAVE, AlOAD). 

Renumber the complete program to initial line 10 and step size 10. 
RENUMBER 

The program part from line 25 to line 333 inclusive is renumbered to initial line 10 
and step size 10. 

RENUMBER 25-333 

The complete program is assigned the step size 20 and the initial line 100. 

RENUMBER, 100, 20 

The program part from line 25 to line 333 inclusive is assigned the new initial line 
100 and the step size 20. 

RENUMBER 25-333, 100, 20 

''Lines nested" 

The new line number range would cover up already existing line numbers. 



REPEAT (UNTIL) REPEAT (UNTIL) 


Instruction 

Loop Instruction/Structure Element 

Purpose: 	 Defines a loop with any number of lines (instructions) which will be repeated u'ntil 
the condition specified at the end is true. 

Syntax: 	 En] REPEAT 
En] instruction 

En] instruction 

En] UNTIL a 


n: line numbers, also including labels 
a: expression 

Remarks: 	 This loop is executed once in any case (contrary to WHILE-WEND). The expression is 
calculated at the end of the loop and, if the result is false (i.e. 0), the program will 
again branch to the line with the associated REPEAT instruction. If the result is true, 
the program will be continued with the instruction following UNTIL. 

Nestings, even with different structure elements, are permissible. In this case, the 
inner loop instructions should be indented to ensure better readability. GOTOs into 
loops and out of loops should be avoided, if possible. 

Related 
i nstructi ons : WHILE-WEND. FOR-NEXT 

Example: 	 10 Min c 3: Max=20 
20 REPEAT 
30 INPUT "INPUT(3 ... VALUE .. . 20):",VALUE 
40 UNTIL Value)~Min AND <=Max 

10 Factor-1 

20 REPEAT 

30 PRINT Factor 

35 Factor~Factor·1.1 


40 UNTIL Factor)-10 


Sorting program (Bubble-Sort) 

10 REPEAT 
20 Fl i ps:oO 
30 FOR 1=1 TO J-1 
40 IF AS(I»AS(I+1) THEN 
50 BS=AS(I): AS(I)=AS(I+1): AS(I+1)=BS:REM SWAP 
60 Flips=1 
70 ENDIF 
80 NEXT I 
90 UNTIL Flips20 



RE:PLACE 


Purpose: 

Syntax: 

Remarks: 

Related 
commands: 

Example: 

Note: 

REPLACE 


Command 

Replacing Text Passages 

The text passage to be replaced is first searched for in the line range given. When 
found, the line is output on the screen and the new text is substituted for the text 
passage to be replaced. After pressing of the return key the new line is returned to the 
program. 

REPLACE [n-m.] tl. t2 

nom: range of lines in which the search is conducted . If it is not entered, the search will 
be executed in the complete program. 

t1: text searched for to be replaced 
t2: newtext 

If any other key than the return key is pressed following this command, it will possible 
to change the line with the screen editor as is also the case with the SEARCH command. 
The line changed is returned to the program using the return key and the next line is 
searched for in the range given and then output. 

The text t1 to be replaced must be written exactly as it appears in the listing, i.e. 
keywords must be written in upper-case letters and the first letter of variable names 
must be capitalised. Also the blank spaces are important. As to the replacing text, the 
notation is arbitrary. BASIC again verifies the correctness of the entire line with regard 
to mistakes in syntax, as is also done when a new line is entered . 

PLIST. COPYOUT. OPENO LPT 

REPLACE Cn. Count 
REPLACE 100-200. Cn. Count 
replaces the variable name Cn by Count in the line range from 100 to 200 inclusive. 

REPLACE 1000-2000. 3.14. PI 
REPLACE. 3.14. PI 
replaces the figure 3.14 by the variable PI in the entire program. 

The comma is separator and cannot be part of the text to be replaced. 



RESTORE RESTORE 

Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Note: 

Instruction 

Restore Data Pointer 

RESTORE can be used if data are to be read from the beginning with further READ 
lines or from particular DATA lines. 

En] RESTORE Em] 

n: line number, also including label 
m: line number to which data pointer is set 

If RESTORE contains no line numbers, the pointer will be set again before the first 
character of the first DATA I ine and with the next READ the first data are read. 

With a specified line number given in .the RESTORE instruction, the data pointer is 
settothe first character ofthe DATA line following the given line. 

If a line number has been specified with the RESTORE instruction, the data pointer 
is set to the first character of the DATA line indicated, or, if not existent, to the next 
following DATA line. 

READ. DATA 

Set data pointer to line 200 

100 DATA 1. 2. 3. 4. 8. 255 
200 DATA TEXT, PR06, START, DEF 
210 READ A,a 
220 RESTORE 200 
230 READ AS 

AS '" "TEXT" 

RUN automatically executes the RESTORE instruction. 



RETURN 

Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Possible 
error message: 

Reason: 

Instruction 

Return from the Subroutine 

This instruction indicates the end of a subroutine. The program is continued with 
the next line following the GOSUB call. 

en] RETURN [a] 

n: line number, also induding label 
a: level 

The parameter a optionally specified indicates the level to be returned to. If no 
parameter is indicated, the program will be continued with the instruction 
foHowing the calling GOSUB. With positive numbers, level a is selected with 0 as 
the highest level - in general the main program - and the level is incremented 
following each GOSUB. The following example branches back into the main 
program, e.g,. following an error handling. 

100 RETURN 0 

With negative numbers, a levels are ski;pped. RETURN -1 is thus equivalent to 
RETURN without parameter. RETURN -2 returns to the last but one GOSUB etc. 

GOSUB. ON GOSUB 

100 A=5:B E 1:GOSUB1000:PRINT"RESULT",U 
110 END 
1000 REM SUBROUTINE 
1100 U=(A+B)e3: RETURN 

ERROR 34: If RETURN without GOSUB If 

RETURN has been reached without a previous GOSUB, e.g. if 110 END were left out 
in the example above. 



Purpose: 

Syntax: 

Related 
instructions: 

Example: 

String function 

Separate Last Character from a String 

Similarly to the LEFTS function, this function is used to read a number of characters 
specified in this function and process characters from the right-hand end of a 
string, the start of the string being retained. 

RIGHTS(sS,a) 

sS: string variable or string constant 
a: number of characters 

LEFTS, MIDS 

100 AS="PROCESSCONTROLLER":PRINT RIGHTS(AS,6) 

Display: ROLLER 



RMOVE 


Purpose: 

Syntax: 

Related 
instructions: 

Graphics inst:-uction 

Moving the Graphic Cursor 

This instwction acts in the same manner as the MOVE instruction except that the 
coordinates x and V refer to the current position of the (imagined) pencil (A-values) 
and not to zero. 

[n] RMOVE x.y 

n: line number, also induding label 
X,V: numeric expressions for the xlV relocations 

MOVE. DRAW. RDRAW. LABEL. AREA 



RND 


Numeric function 

Random Function 

Purpose: BASIC is provided with a random number generator which generates pseudo­
random numbers between 0 and 1. The generator is called up using RND (random). 

Syntax: RND(a) 

a: constant, variable or numeric expression 

Remarks: 3 different modes can be used: 

1) a negative 

RND with a negative argument always assigns the same random number to 
each a. The random numbers can then be reproduced, which may be useful 
for program development or troubleshooting. 

2) a = 0 

The RND function repeats the last val ue. 

3) a positive 

With a positive argument, the RND function provides the next number in 
sequence. 

Example: 100 Y=RND(X) 

Electronic dice 

100 W=INT(seRND(l»+l:PRINT W 

In order to obtain a changing random number following RUN (randomize), the 
following line is used: 

10 A=RND(-VAL(RIGHTS(TIMES.2»/IOOO) 



RUN 


Command 

Program Start 

Purpose: The RUN instruction is used to start a program already in store. The controller then 
executes the program starting with the first line. 

Syntax: RUN 

Remarks: The following is used if the program is to be started at a higher line and not at the 
beginning: 

Syntax: RUN 

m: 

m 

line number to be started at 

Remarks: All variables, field variables etc. in the memory are deleted when the RUN 
command is executed so that the controller is present in the same status at the 
beginning of the program as that following loading of the BASIC interpreter. All 
the basic statuses described in the respective instructions are set. In particular, files 
which may still be open are closed (CLOSE). 

Related 
command: CONT 

Example: RUN 

RUN1200 

Note: RUN can also be entered by pressing the softkey 2. 



SAVE 


Instruction 

Saving Programs 

Syntax: En] SAVE s$ [.P] 

Remarks: 

Related 
instructions: 

Example: 

Note: 

n: line number, also including label 
s$: program name, also with drive and search path 
P: character P or p saves program (,protected' storage) 

The program present in the main memory of the computer is saved on floppy disk 
or fixed disk following this instruction. 

Max. 8 characters and one extension separated by a dot may be entered as program 
name, i.e. the file name must be in accordance with the MS-DOS format. If no 
extension is used (i.e. a name without dot), BASIC will automatically use the 
extension ".BAS". If the program name is to remain without an extension, " ... must 
be written as last character. 

Following loading a program protected by the parameter 'P' can neither be looked 
into with LIST or PLlST, nor be stored in ASCII form with ASAVE. Attempts to do so 
cause the error message: 

'protected file loaded! ~ 

A protected program can load further programs with CHAIN and vice versa, also 
protected programs can be reloaded with CHAIN, but in those cases the whole 
program is handled as protected program. 

LOAD, ASAVE 

1. Saving the BASIC program on the default drive 

SAVE "TEST.BAS" 

2. Saving on the fixed disk drive 

SAVE "E:TEST.BAS" 

SAVE "E\USER\TEST.BAS· 


3. Protected saving of program: 

SAVE "PROT.BAS",P 

Contrary to the ASAVE command. the SAVE instruction stores the interpreter code 
of the BASIC on floppy disk or fixed disk. This is shorter than the LIST file and need 
not fi~t be translated when loading. 



Purpose: 


Syntax: 


Remarks: 


Instruction 

Increase in the BASIC Run Speed 

Increasing the BASIC run speed in the first run. 

en] SCAN 

n: line number 

So as to approximate the speed of the BASIC interpreter to the speed of a compiler 
the jump destinations of GOTO/GOSUB instructions are filled in tables so that they 
need to be searched for only once in the user program. Thus. the first run of the 
program following RUN lasts slightly longer, because the table is only gradually 
completed. In case of highly time-critical programs when the program has to be 
executed also in its first run at maximum speed, the completion of the table of 
jump destinations may be forced by means of the SCAN-command before starting 
"RUN". 

Particularly long programs having many jump branches require a search in the 
program of several seconds. 



Graphics Instruction 

Setting the display mode 

Purpose: 	 The graphics adapters for the PSA/PAT controllers support different operating 
modes. The respective operating mode also depends on the kind of monitor 
connected. After power on the hardware is checked in the following order and 
SCREEN set to the optimum value: 18 (VGA). 17 (VGA SIW). 16 (EGA), 15 (EGA SW). 
8 (Here.) and 6 (CGA). This instruction is used to switch over to another mode for 
test pu rposes. 

Syntax: 	 [n) SCREEN a 

n: line number, also including label 
a: expression for the mode according to the description below 

Remarks: 	 SCREEN 3 

Alphanumeric mode defined by IBM, which is available on each hardware (CGA, 
EGA, VGA and MCGA) and compatible to the software. 

Alphanumeric resolution: 25 lines, 80 characters per line 

Attributes: 8 foreground and 8 background colors (only in case of graphics color 
monitors), foreground brightness, blinking. 

1 status line (and 3 softkey lines); scrolling range 24 (21) lines. 

SCREEN 4 

CGA (color graphic adapter) mode defined by IBM. This mode is also emulated by 
the EGA and VGA hardware. 

3 colors + background of 2 selectable palettes. 

Alphanumeric resolution: 25 lines, 40 chara~ers per line. 

1 status line (and 3 softkey lines); scrolling range 24 (21) lines. 

Graphics resolution: X-axis 320 pixels, Y-axis 200 pixels. 

Colors: 2 palettes with 3 colors and one background color (black) each 

Special features: 	 The color code is stored with 2 bits per pixel. The information 
about color graphics contained in the description of the SET 
and COLOR instruction is not relevant for this mode; there are 
no 4 planes per pixel. 



Graphics Instruction 

COLOR x,N,x,x selects palette 1 of N using even numbers and palette 2 using odd 

numbers. The x-parameters are variables. 


SET a,N selects the folfwing colors: 


N palette 1 palette 2 

0 
black 

(backgrounc:' 
black 

(background) , violet yellow 

2 cobalt blue red 

3 white green 

LABEL as,N creates the same character size with N =0 and N =1 , since the 
resolution in the x-direction is not sufficient for size O. 

SCREEN 6 


CGA black/white mode, which is also emulated by the EGA and VGA hardware. 


Colors: black/white 


Alphanumeric resolution: 2S lines, 80 characters per line. 


1 status line (and 3 softkey lines); scrolling range 24 (21) lines. 


Graphics resolution: X-axis, 620 pixels, Y-axis 200 pixels. 


SCREEN 7 

Alphanumeric mode defined by Hercules, which is emulated by the multifunction 

board. 


Alphanumeric resolution: 2S lines, 80 characters per line. 


Attributes: foreground brightness, blinking, underlining. 


1 status line (and 3 softkey lines); scrolling range 24 (21) lines. 


The Hercules board and compatible boards directly support this mode. A few other 
multifuntion boards must first be prepared by means of the HERCMOD.COM 
program, e.g. by adding \basdrv\hercmod to the AUTOEXEC.BAT file. 

Special 
features: 

http:HERCMOD.COM


Graphics Instruction 

SCREENS 

Graphics mode defined by HERCULES, which is emulated by the multifunction 
board. 

Colors: black/white 

Alphanumeric resolution: 251ines, 80 characters per line. 

1 status line (and 3 softkey lines); scrolling range 24 (21) lines. 

Graphics resolution: X-axis 720 pixels, Y-axis 348 pixels. 

Special features: 	 The Hercules board or compatible boards support this mode. A 
few other multifunction boards must first be prepared by 
means of the HERCMOD.COM program, e.g. by adding 
\basdrv\hercmod. to the AUTOEXEC.BAT file. 

For alphanumeric outputs in graphics mode the support 
routines must be resident. This is achieved by means of the 
program HERCSUP.COM, e.g. by adding \basdrv\hercsup to the 
AUTOEXEC.BAT file. 

SCREEN 14 

EGA (Enhanced Graphics Adapter) mode defined by IBM for low resolution displays 
(15.75 kHz), which is also emulated by the VGA hardware. 

Colors: 16 of a 64-color palette. 

Alphanumeric resolution: 25 lines, 80 characters per line. 

1 status line (and 3 softkey lines); scrolling range 24 (21) lines. 

Graphics resolution: X-axis, 640 pixels, Y-axis 200 pixels. 

Special features: 	 COLOR f, r, g, b offers only 4 saturations for each of the 3 basic 
colors. They are assigned as follows for reasons of 
com pati bi I ity: 

r, g, b color saturation 
0,1 lowest 
2,3 
4,5,6,7 
8 to 16 highest 

http:HERCSUP.COM
http:HERCMOD.COM


Graphics Instruction 

SCREEN 16 

EGA graphics mode defined by IBM for medium resolution displays (21,85 kHz). 

which is also emulated by the VGA hardware. 


Colors: 16 of a 64-color palette 


Alphanumeric resolution : 25 lines, 80 characters per line. 


1 status line and 3 softkey lines; scrolling range 24 (21) lines. 


Graphics resolution: X-axis 640 pixels, Y-axis 350 pixels. 


Special features: 	 COLOR f, r, g. b offers only 4 saturations for each of the three 
basic colors r,g,b. They are assigned as follows for reasons of 
compati bi lity: 

r, g,b saturation 
0,1 lowest 
2,3 
4,5,6,7 
8to 16 highest 

SCREEN 17 

MCGA (Multicolor Graphics Array) and VGA (Video Graphics Array) mode for the 
high resolution monochrome monitor (31,S kHz). This mode is compatible to a 
large extent to the PCA controller graphics without color option. 

Alphanumeric resolution: 30 lines 80 characters per line. 

5 status and softkey lines; scrolling range 25 lines. 

Graphics resolution: X-axis 640 pixels, Y-axis 480 pixels. 

SCREEN 18 

VGA mode defined by IBM for the high resolution monitor (31,S kHz). This mode is 
to a large extent compatible to the PCA controller graphics with color option PCA­
B3. 

Colors: 16 of a 256000-color palette 

Alphanumeric resolution: 30 lines 80 characters. per line. 



Graphics Instruction 

5 status and softkey lines; scrolling range 25 lines. 

Graphics resolution: X-axis 640 pixels, Y-axis 480 pixels. 

Special features: 	 COLOR f, r, g, b offers 64 intensitiy degrees for each of the 
three basic colors r,g,b;the range of numbers defining the 
color portion is thus increased to 64. 

SCREEN 19 

VGA or MCGA mode defined by IBM for the high resolution monitor (32.5 kHz) 
with low resolution graphics but extended color options. 

Colors: 256 of a 256000 color palette. 

Alphanumeric resolution: 25 lines, 80 characters per line. 

1 status line (and3 softkey lines); scrolling range 24 (21) lines. 

Graphics resolution: X-axis 320 pixels, Y-axis 200 pixels. 

Special features: 	 COLOR f, r, g, b offers 64 saturations for each of the three 
basic colors r,g,b; the range of numbers defining the color 
portion is thus increased to 64. 

Survey of the modes 

SCREEN mode pixels 
colors! 

grey level 
palette 

alphanum. 
characters 

PSA PAT 

3 a\phanum . 80 x 25 + 

4 eGA 320 x 200 4 2 40 x 25 • 
6 eGA 640 x 200 blW . 80 x 25 • 
7 Here 80 x 25 + 

8 Here 720 x 348 blW - 80 x 25 + 

14 EGA 640 x 200 16 64 80 x 25 • 
16 EGA 640 x 350 16 64 80 x 25 • 
17 MeGA 640 x 480 blW - 80 x 30 • 
18 VGA 640 x 480 16 256000 80 x 30 + 

19 VGA 320 x 200 256 256000 40 x 25 • 

+ recommended, • possible 



Command 

Search for Certain Texts 

Purpose: The SEARCH command enables all lines of a BASIC program to be output on the 
screen which contain a certain text. For example, all lines can be listed which 
contain a PRINT or INPUT statement or a particular variable. 

Syntax: en] SEARCH [n - m.] t 

n - m: 

t: 

range of lines to be searched The complete program will be searched if 
this is not entered 
text searched for 

Remarks: A line is output on the screen when found . It is possible to modify this line using the 
screen editor. The modified or unmodified line is returned to the program using 
the return key and the next line is searched for in the range specified and then 
output. 

The search text must be written exactly as it appears in the listing, i .e. keywords 
must be written in upper-case letters and the first letter of variable names must be 
capitalized, etc. Also the blanks are important. 

Related 
command: REPLACE 

Example: SEARCH 
SEARCH 

GOSUB 
100-200. GOTO 

searches for the word "GOTO" between lines 100 and 200. 

SEARCH 
SEARCH 

100-200. 
• 888 

BB8 

searches the complete program for the number 888 



Purpose: 

Syntax: 

Related 
functions: 

Example: 

Remarks: 

Instruction 

Determining the Segment 

The CPU used in this controller requires information on the address within a 
segment as well as the segment position in order to determine addresses. The 
segment is specified using the SEGMENT instructions and a subsequent integer. 

En] SEGMENT a oder DEF 

n: line number, also including label 
a: segment address (-32768 to 65536) 
DEF: keyword for default setting 

POKE. PEEK, VARPTR 

10 SEGMENT HEX("12F3") 
100 SEGMENT DEF 

Following RUN, the segment is initialised to the value of the BASIC variable 
memory. 

PEEK, POKE, VARPTR and CALL are therefore used to reach memory locations 
within the 64K variable memory. 

The position (the offset) of a variable, which can be determined using the function 
VARPTR (), refers to this initialised segment address. 

DEF is a keyword which, together with the SEGMENT instruction, causes the 
segment address to be reset to the BASIC variable memory. DEF should only be used 
in association with SEGMENT. 



Purpose: 

Syntax: 

Remarks: 

Example: 

Example: 

Graphics instruction 

Types of Display 

The SET instruction specifies the type of representation used for drawing with the 
following instructions. (The INVERT instruction, on the other hand, inverts the 
screen output). 

en] SET a [.b] [.e] 

n: line number, also including label 
a=O: blanked characters 
a =-1: inverted characters 
a = 1 : unblanked characters (default) 
a=2 : dominant color (only with color graphics option) 
b: 	 color pen 0 to t 5 (or 255") (default t): must be set to 1 if no color graphics 

option is installed 
c: 	 1 = blank graphics, fast drawing (only PCA) 

o = display graphics (default) 

2 = switch off built-in screen 


") see SCREEN instru~ion 

Blanked characters are drawn using SET. This instruction is used to delete individual 
lines or points or to draw blanked characters on the unblanked screen. 

SET-1 subsequently inverts everything drawn, which means that unblanked dots 
are blanked and blanked dots are unblanked. Inversion continues until the SET-1 
instruction is replaced by a different SET instruction. 

The central part of a line is deleted. 

100 MOVE 	 20,100 
110 'DRAW 	 300,100 
120 HOLD 	 1000 
130 SET 0 
140 MOVE 	 110,100 
150 DRAW 	 210,100 

A line is continuously inverted. 

100 CLEAR 
110 SET -1 
120 MOVE 	 160,20 
130 DRAW 	 160,179 
140 HOLD 	 100 
150 GOTO 	 120 



SET1 corresponds to the usual setting of the controller, i.e. unblanked characte~ are 
drawn on the blanked screen. This instruction is used to reset the normal type of 
display following SET 0 or -1 . 

Summarizing, the following applies to the first parameter a: 

• 	 SET only refers to the type of display of DOT, DRAW, LABEL, AREA and RDRAW. 

• 	 The SET instruction continues to apply in the program until deleted by another 
SET instruction. 

• 	 SET1 is the default setting upon switching on the controller. 

The parameter b is used to select the color memory with which all following graphic 
instructions are to be executed. Only 1 may be specified as the parameter without the 
option PCA-B3. 16 color values displayed simultaneously (b = 0 to 15) are available 
with PCA-B3 (see SET using color graphics option). 

The graphics can be blanked using the parameter c, e.g. in order to output the ASCII 
characters (PCA). Graphic instructions can still be used to write into the graphics 
memory even if the graphics is blanked. This takes place at a higher speed and can 
therefore be used for a faster production of graphics. . 

In the case of c having the value 2, the built-in screen is switched off, e.g. to further 
reduce the RF leakage. The horizontal deflection is switched off and thus also the 
generation of high voltage. If c = 0 or 1, the screen will be switched on again. 



SET Using Color Graphics 

(Option PCA-83 or VGA and EGA mode for PSA and PAn 

The color of every point of the color graphics is determined by four memories (planes) . Thus, 16 colors 
can be displayed simultaneously. The parameter b of the SET instruction selects the pen to be 
subsequently used for drawing. The color of this pen which will then be displayed on the screen is 
only determined by the COLOR instruction (4096 possibilities) (see COLOR). 

Pens 1, 2,4,8 draw particulary fast because only one bit is set in each of these binary numbers and, 
only one p.l ane needs therefore be written to. Pen 15 is the slowest. 

If two color areas drawn with different colors overlap, e.g. the figures drawn with pens 2 and 4, the 
overlapping area has the same color as pen 6. The area where two colors overlap takes on the color 
which is produced by logical ORing of the binary numbers of the individual pens. 

What has been said so far applies to the non-dominant mode which will be set if the parameter a of 
the SET instruction has the values -1 (inverted drawing), 0 (reset dots) or 1 (set dots). If the parameter 
a has the value 2, the dominant mode is cut in. The figure drawn takes exactly the color that 
corresponds to the pen; colors drawn first disappear. Thus, all four planes must always be used, which 
is why the speed of drawing decreases just as is the case with pen 15 in the non-dominant mode. 

Related 
instructions: COLOR, WIDTH. DRAW. RDRAW. AREA. LABEL. DOT, SCREEN 



Purpose: 

Syntax: 

Remarks: 

Example: 

Numeric function 

Sign Function 

If only the sign of a number or function is of interest, itwill be gained using the 
SGN function. 

SGN(a) 

a: numeric expression 

The SGN function provides the following results: 

SGN(a) 	 = 1 fora> 0 
=0 for a =0 
=-1 fora < 0 

100 B=SGN (A) 



Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Instruction 

Operating System Call 

Loads and starts other MS-DOS programs (e.g. with the .COM, .BAT or .EXE 
extension). After completion of these programs, BASIC continues with the next 
instruction after SHELL. SHELL entered in direct mode permits access to the 
command interpreter of MS-DOS via the keyboard . 

en] SHELL [sS] 

n: line number, also including label 
s$: string transferred to the command interpreter of MS-DOS, optionally with 

further parameters for the program to be called. 

Using the SHELL instruction without string as parameter, the command interpreter 
is loaded from the mass storage and called up. MS-DOS registers e.g. with" E>". 
Then all MS-DOS programs such as DIR, COPY, DEL, CHOIR, PRINT, etc. can be called. 
To return to BASIC, enter the word EXIT. Command files can also be started in this 
manner. In this case, EXIT must be the last instruction of this file. 

BYE, OIR 

SHELL 
A)OIR (MS-DOS waits for a command to ~ entered; in this case. user types 

'DIR') 

A)EXIT (user wants to return to BASIC). 

The same result is obtained by means of the following entry: 

SHELL "OrR" 

SHELL "OIR -.BAS· (provides all files with the elrtensionBAS) 




Example: 	 The following example generates a file, e.g. with measured values, calls the sort 
program and then processes the sorted values, e.g. for graphic output. 

100 OPENON1, "MESSIN.DAT" 
110 REM Writing the data 

200 CLOSEN1 
210 SHELL "SORT (MESSIN.DAT >MESSOUT.DAT" 
220 OPENIN1, "MESSOUT.DAT" 
230 REM Reading the sorted data 

Note: 	 This instruction is used to load the command interpreter of the operating system 
from the mass memory into the main memory. The command interpreter must 
therefore be available in the default directory, for otherwise MS-DOS will respond 
with "general failure". COMMAND.COM can be loaded from a different directory 
by means of 

SET COMSPEC =E:\COMMAND.COM 

in the file AUTOEXEC.BAT. In this example, BASIC will attempt to load the 
command interpreter from the root directory of drive E:. 

If the available memory location for loading the COMMAND.COM file is no longer 
free (e.g. in case of a too small memory capacity or a very large virtual drive), MS­
DOS will signal "generale failure". 

http:COMMAND.COM
http:E:\COMMAND.COM
http:COMMAND.COM


Purpose: 

Syntax: 

Related 
functions: 

Example: 

Numeric function 

Sine Function 

To generate the sine value of the argument in radian measure. 

SIN(a) 

a: constant, variable or numeric expression 

COS, TAN, ATN, PI 

An argument specified in degrees can be modified by conversion. 

100 C=SIN(AepI/180) 

If the argument is specified in centesimal degrees, the conversion will be as follows: 

100 C=SIN(AepI/200) 



Purpose: 

Syntax: 

Example: 

Instruction 

Restoring the Softkey Labelling 

If the user has deleted the softkey labelling, e.g. because he labels the softkeys 
according to his special needs, the softkey labelling as it appeared in the two 
bottom lines after calling BASIC can be restored using this instruction. 

En] SOFTKEY 

n: line number, also including label 

100 PRINT "Ec[y":REM Oeletion of softkey labelling 
110 PRINT "EcR1 Ja ":REM new labelling 
200 SOFTKEY :REM Restoring the softkey labelling 

(See section 1.3.3) 



SQR 


Numeric function 

Square Root Function 

Purpose: The square root of the argument is genel'ated using SQR. 

Math.: 

y = v-;-' 

Syntax: SQR(a) 

a: constant. variable or numeric expression 

Example: 100 Y=SQR(X) 

Possible 
error message: ERROR 31 : "numeric overflow" 

Reason: Negative argument a 



Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Instruction 

Stop Statement 

The STOP statement can be used e.g. when debugging programs in order to stop 
the program at a critical point and to read variables. The program can subsequently 
be continued using the CONT command . 

[n] STOP 

n: line number, also including label 

The STOP statement also differs from END in that the line number in which the 
program has been interrupted is also output. 

END. TRACE. CDNT 

100 STOP 

Output on screen: STOP IN LINE 100 



Purpose: 

Syntax: 

Related 
functions: 

Example: 

Remarks: 

String function 

Conversion of Numeric Variables into String Variables 

Contrary to the VAL function, also numeric expressions can be converted Into string 
variables, e.g. to insert numbers into string variables. 

STRS(a[.USING 5S]) 

a: constant, variable or numeric expression 

sS: String comprising dummy values for formatted output (see PRINT USING) 


VAL. PRINT USING 

50 AS=STRS(B) 
100 ASzSTRS(B+IZ.5) 
lZ0 ASzSTRS (B.USING-"."-) 
ZOO IECQUT3.STRS(Al.USING-"'-) 

STRS with USING must not be part of a string linkage. The following is therefore 
not permissible: . 

AS= "FR" + STRS(B, USING "##.##") 

When the formatted number does not match with the format, no error message is 
output but" USING" is ignored. 



Function 

Distance from Left Edge of Screen 

Purpose: The TAB function of the PRINT statement serves the purpose of printing characters 
at a preset distance from the left edge of the screen. 

Syntax: TAB(a) 

a: constant, variable or numeric expression (0 to 79) 

Remarks: The parameter a can be a constant, variable or expression with decimal places 
being left out. If the write position assigned by the TAB instruction is already 
occupied by a previous PRINT statement, printing is carried out at the next free 
position. The TAB instruction must be separated from the other expression by a 
semicolon. 

Example: 100 PRINT "MEASURED VALUE";A;TAB(17);"IN MS" 

Display if A =1.23456 

MEAS URED VALUE 1.23456 IN MS 

Note: BASIC cannot read the current interface position. If, e.g., the cursor position was 
changed via the Escape sequences or characters output, which cannot be printed, 
BASIC cannot reach the write option desired. BASIC is not informed until the next 
CR that the internal character counter must be reset. 



TAN 

Purpose: 

Syntax: 

Remarks: 

Related 
functions: 

Example: 

Numeric function 

Tangent function 

Transfers the tangent of a. 

TAN(a) 

a: constant, variable or numeric expression 

The cotangent function is not available in the instruction set of the control/er but 

may be generated by a simple conversion. 


Math.: 


1 
cot(z) = - ­

tan(z) 

ATN, COS, SIN 

100 Y=l/TAN(X) 



Pseudo variable 

Time Measurement 

Purpose: 	 The pseudo variable TIME is available for time measurements and for calculating 
the time at high resolution. The time, starting at midnight, is increased by 1 every 
10 ms. 

Syntax: 	 TIME 

Remarks: 	 The relative time is entered by assigning the pseudo variable TIME to a numeric 
variable. The system units are hundredths of a second (10 ms). 

Ifthe option real-time clock is provided. the time is read out from the option. 

The clock is set at the operati ng system level. 

Related 
Pseudo 
variable: 	 TIMES, DATES, DATUMS 

Example: 	 Measuring of time difference: 

100 A=TIME 

110 HOLD 1000 

120 B=TIME 

130 PRINT B-A 


Note: 	 The maximum value of TIME may amount to: 

100-60-60-24 =8640000 



Pseudo variable 

Readout of Time 

Purpose: The absolute time is read out using the pseudo variable TIMES. 

Syntax: TIMES 

Remarks: The time is transferred as a string with 11 characters in the form 

hh:mm:ss.tt 

hh 
mm 
ss 
tt 

=hour 
= minute 
= second 
= hundredth of a second 

If the option real-time clock is provided, the time is read out from the option. The 
clock is set at the operating system level. . 

Related 
Pseudo 
variable: TIME. DATES. DATUMS 

Example: lDD AS = THIES 



Instruction 

Program Tracing 

Purpose: The number of each line of a running program is output on the screen before the 
line is executed. 

Syntax: [nJ 

n: 

TRACE 

line number, also including label 

Purpose: If TRACE is followed by at least one expression or e.g. a list of variables, TRACE will 
change into step mode. Following the execution of each line, the line that has just 
been executed and the val ue of the expressions (or variables) is output on the 
lower edge of the screen. The controller waits for further entries; e.g. when CONT 
is entered, the program continues until the next line is reached. 

Syntax: [n] TRACE a/sS [,a/sS] ... 

Example: TRACE A,B/Z56, AS(N,M) 

Purpose: The output of the line numbers of the running program activated by the TRACE 
instruction is switched off again by the TRACE OFF instruction. 

Syntax: [n] TRACE OFF 

Note: The instruction TRACE [] entered in direct mode is maintained after all commands 
(like RU N) and must be switched off explicitly using TRACE OFF. 



Instruction 

TTL 1/0 Interface Access 

Purpose: This instruction is used to address the option PCA-B 11. 

Syntax: En] TTL 

TTL 

z 
z 

IN 

OUT 

sS,v 

sS,b 

n: 
z: 
s$: 
v: 
b: 

line number, also including label 
number of interface (1 to 3) 
string expression for setting the interface 
numeric variable into which the value is read (typical integer variable) 
numeric expression for the integer value read 

Remarks: The detailed description ofthese instructions is part ofthe PCA-B 11 manual. It also 
contains pages which may be inserted in this part of in the BASIC manual. 



This page has been kept free on purpose. The BASIC instruction of an option may be inserted at this 
place. The pages to be inserted are found in the manual of the option concerned. 



UNTil 

Instruction 

loop Instruction (End) 

See REPEAT instruction. 



Purpose: 

Syntax: 

Remarks: 

Related 
function: 

Example: 

Numeric function 

Conversion of Strings into Numerical Values 

Strings or texts cannot be handled mathematically. Numerical values are, however, 
often read into string variables via interfaces. The VAL function serves for the 
conversion into a numerical value on which mathematical operations can be 
performed. 

VAL(sS) 

s$: string expression 

Leading figures, signs, decimal point and the exponent E are all taken into account 
until the first non-numerical character and then processed . 

If letters or other characters appear at the first position, these are skipped until the 
first character, that can be used, appears. 

STRS 


100 BS=--1.SE2 OM": PRINT VAL(BS) 


Display: -150 

200 CS="AG+l.24BE19"; PRINT VAL(CS) 

Display: 1.248E +19 

100 CS=-AG+l.24BE19TEST1-: PRINT VAL(CS) 

Display: 1.248E+19 



VARPTRVARPTR 

Purpose 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Function 

Reading in the Variable Pointer 

Using the function VARPTR, the pointer can be read into the variable specified in v 
and the position within the 64 Kbyte BASIC data segment at which the variable is 
filed can be found . 

VARPTR (v) 

VARPTR specifies the address in the form of an offset. The first address of a variable 
or the string identifier is output. The offset will be valid only if no segment 
instruction has preceded or if the previous setting is reset with SEGMENT DEF. 

SEGMENT, PEEK, POKE 

10 DIM AI(100) ZO PL-VARPTR (AI (0» 

The lowest address of field A % is determined with line 20. 

10 ASa"ABCDEFG" 
ZO A=VARPTR(AS) 
30 N.PEEK(A)+Z5SePEEK(A+l): REM NUMBER 
35 Ad-PEEK(A+Z)+Z5S e PEEK(A+3): REM ADDRESS 
40 FOR I=Ad TO Ad+N-l: PRINT PEEK(I);: NEXT 
100 PRINT 
READY 
RUN 

6S 66 67 68 69 70 71 

(see section 1.4.4.1) 



Purpose: 

Syntax: 

Remarks: 

Graphics instructionen 

Relative Screen Coordinates, 
Display Area of Screen 

VIEWPORT 

If the coordinate system selected using the WINDOW instruction is to only fill a part 
of the screen, the VIEWPORT instruction is used. It also determines the position on 
the screen and the dimensions of the coordinate system: 

En] VIEWPORT xl,x2.yl,y2 

n: 
x1...y2: 
xl: 
x2: 
yl : 
y2: 

line number, also including label 
numeric expressions for the display limits of the screen 
left-hand limit 
right-hand limit 0 to 639 
lower limit y2 
upper limit -80 to 399 

(-1238 isthe lowest limit in the graphics memory outside the screen). 

The range of the absolute screen coordinates (X =0 to 639 and Y = -80 to 399) 
always applies to xl to y2 independent of whether other values have been set using 
the WINDOW instruction. 

Fig. 2-2 shows the position of the display area using the VIEWPORT instruction. 

VIEWPORT 

Softkey and status lines 

I 
300 

380 

160 

600 

Display area for graphic displays 

following execution of instruction 

VIEWPORT 300,600,160,380 

o 

-80 

Fig. 2-2 Display area of screen 



VIEWPORT 	 VIEWPORT 


Remarks: 	 After starting BASIC with RUN, VIEWPORT 0,639,0,399 is initialized. Thus, the lower 
limit of the coordinate system defined by WINDOW is above the 5 softkey and status 
lines. Ifthe wholle screen isto be used for graphics output, this will be achieved using 
VIEWPORT 0,639,-80,399. The 0 point of the y axis is then no longer above the status 
lines (with WINDOW A,B,O,D), but at the lower edge of the screen. Selecting 
WINDOW 0, 639, 0,479 again produces a coordinate system where each dot is 
derived from an integer. 

Purpose: 	 Graphic displays with different scales or the simultaneous display of several 
functions or curves at different positions on the screen can be carried out easily 
using VIEWPORT. 

Related 
instructions: WINDOW, ZOOM 

Example: 	 Drawing of two circles at different places of the screen 

100 WINDOW -1,1,-1,1 

110 CLEAR 

lZ0 VIEWPORT 0,199,0,199 

130 GOSUB Circle 

140 VIEWPORT ZOO,399,ZOO,399 

150 GOSUB Circle 

160 END 

170CIRCLE: 

175 MOVE 1,0 

180 FOR Winkel=O TO PI ·Z STEP PI IZO 

190 DRAW COS(Winkel) ,SIN(Winkel) 

ZOO NEXT 

Z10 RETURN 


Note: 	 Both instructions WINDOW and VIEWPORT only have an effect on graphic displays 
that are generated in the subsequent program run. Displays stored in the video 
memory are no longer changed. 



Instruction 

Loop instruction (end) 

SeeWHILE instruction 



WHILE (WEND) WHILE (WENQ) 

Purpose 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Instruction 

Loop instruction/structure element 

Defines a loop with any number of lines (instructions) which are executed as long as 
the condition specified at the beginning is fulfilled (possibly never). 

En] WHILE a 
En] instruction 

En] WEND 

n: line numbers, also including labels 
a: expression 

The expression after WHILE is calculated and, if true (i.e. not 0), the instruction 
following WHILE is executed . Otherwise, the associated WEND instruction is 
searched for and the following program executed. 

Nesting, even with other structure elements, is permitted. The inner loop 
instructions should then be indented to ensure better readability. GOTOs into 
loops and out of loops should be avoided, if possible. 

FOR-NEXT, REPEAT-UNTIL 

100 ON ERROR GOSUB Error handling 
200 REM Main program 
990 END 
1000Error handling: 
1010 WHILE ERM(0)=73 
1020 PRINT "Please check printer" 
1030 REPEAT 
1040 INPUT "Continue with ' j cr'",AS 
1050 UNTIL AS="j" OR A$="J" 
1060 WEND 
1100 REM Handling of further errors 
2000 RETURN 



Purpose: 

Syntax: 

Related 
instructions: 

Graphics instruction 

Drawing of Line Patterns 

This instruction allows the drawing of dashed lines or rectangles filled with a 
pattern. 

The parameter is a 16-bit number in which each bit draws a dot. This pattern 
applies to the following DRAW, RDRAW and AREA instructions until it is replaced 
by another instruction. 

en] WIDTH a 

n: line number, also including label 

a =-1: 	 continuous line 
BIN$(-l) ... 111111 1111111111 

a=21845: 	 every second dot is drawn 
BIN$(21845) ... 0101010101010101 

a =255: 	 dashed (half/half) 
BIN$(255) ... 0000000011111111 

a =-1 the default value on power-up 

DRAW. RDRAW. AREA. SET. COLOR 



WINDOW 


Purpose: 

Syntax: 

Remarks: 

Related 
instructions: 

Example: 

Graphics instruction 

Relative Screen Coordinates, Display Area of Screen 

Determines the coordinate system for the graphics output. 

[nJ WINOOW xl,xZ,yl,yZ 

n: line number, also including label 
x1...y2 are numeric expressions for: 

xl : start x coordinate 

x2 : end x coordinate 


yl : start y coordinate 

y2 : end y coord i nate 


After starting BASIC with RUN, WINDOW 0, 639, 0, 399 is initialized. 

WINDOW refers to the coord inates for the DOT, MOVE, DRAW, RMOVE, RDRAW 
and AREA instructions. 

VIEWPORT, lOOM 

Display of a sine curve with relative coordinates. 

110 WINDOW -PI,PI,-l,l 
1Z0 MOVE -PI,O 
130 FOR X=-PI TO PI STEP .06Z8 
140 DRAW X,SIN(X) 
150 NE XT 



Purpose: 

Syntax: 

Remarks: 

Note: 

Related 
instructions: 

Graphics instruction 

Enlargement and Selection of Display Area 

This instruction enlarges a section of the graphics memory by a factor a. The 
contents of the graphics memory is not changed but each dot is repeated a times in 
the horizontal and vertical directions. The instruction is used to enlarge sections of 
the screen or to select the visible section of the graphics memory. 

en] ZOOM a 

n: line number, also including label 
a: factor between 0 and' 5 

The starting point for magnification is specified by the position of the graphic 
cursor. Enlargement is then made in the positive x direction and the negative y 
direction. The graphic cursor is then located at the top left corner of the screen 
following the instruction. 

The cursor must be set to the original position in order to reduce to the original 
coordinates with ZOOM O. 

Adding graphics during enlargement is not allowed . The ZOOM command serves 
for a blow-up view of constructed graphics displays. 

ZOOM only changes the visible section of the graphics memory; the coordinate 
system determined by VIEWPORT and WINDOW is not changed. Thus, it is possible 
to draw outside the visible section. By setting the cursor to the top left corner of 
this area (outside the visible area) and subsequently using ZOOM 0, this area is 
made visible. 

The graphics memory includes a total of , 638 lines (dots in the vertical direction), 
but only 480 are just visible on the screen. 

The color graphics option (PCA-B3) permits only ZOOM 0 to be used. 

WINDOW, VIEWPORT 



3 BASIC Error Messages 

Error message Type of fa uIt 

ERROR 1: "hardware not installed" The interface addressed by the software is not 
fitted . 

ERROR 2: "COM:DSR not active" The external V24 device is not ready or not 
connected to the PCA. 

ERROR 3: '"COM: timeout'" Timeout for handshake or data transfer on V24 
interface. 

ERROR 4: "COM: overrun" The input buffer of the V24 interface contains more 
than 512 characters. 

ERROR 5: "COM: parity" Error in test bit in data read by V24 interface. 

ERROR 6: "COM: framing'" Stop bit has not been received with data input to 
V24 interface. 

ERROR 7: "device not open" An attempt has been made to read or write from an 
interface which has not been opened with 'open' . 

ERROR 8: "device driver not installed" The device driver of the operating system accessed 
by the incorrectly terminated instruction has not 
been loaded in CONFIG.SYS. 

ERROR 9: '"subr. not loaded" A subroutine number has been output with CALL# 
which has not yet been loaded. 

ERROR 10: "lEC-bus timeouf' IEC-buswaiting time exceeded. 

ERROR 11: '"IEC -bus handshake error'" Error in IEC-bus handshake with NDAC and NRFD. 

ERROR 12: "not an IEC-bus talkerllistener'" BASIC is not in the IEC-bus talker/listener status. 

ERROR 13: '"not an IEC-bus controller" BASIC is not in the IEC-bus controller status and 
must therefore not execute the instruction. 

ERROR 14: '"IIO-controlparam.outofrange" The string contains parameters outside the 
permissible range. 

ERROR IS: "IIO-control syntQ%" String for setting the input/output interface is 
faulty. 

ERROR 16: "device: general failure'" Interface for input/output indicates an error. 

3. 1 E-2 376.1452.00 



ERROR 17: "device: time out" 

ERROR 18: "too deeply nested" 

ERROR 19: "FOR without TO" 

ERROR 20: "redimensioned array" 

ERROR 21: "duplicate label" 

ERROR 22: "incompatible version" 

ERROR 23: "GOS UB without RETURN"' 

ERROR 24: "line number >65534" 

ERROR 25: "undefined line or label" 

ERROR 26: "FOR without matching NEXT'" 

ERROR 27: ") and ( out ofbalance" 

ERROR 28: "undefined command" 

ERROR 29: "outofmemory" 

ERROR 30: "undefined variable" 

ERROR 31: "numeric overflow" 

ERROR 32: "subscript out ofrange" 

ERROR 33: "illegal math. operation" 

ERROR 34: "RETURN without GOSUB" 

ERROR 35: "syntaJi: error" 

ERROR 36: "lines neated" 

ERROR 37: "variable type mismatch" 

ERROR 38: "undefined operator" 

Input/output via the interface is not possible within 

the specified period of time. 


The maximum permissible number of subroutine 

levels has been exceeded. 


FOR NEXT loop is not completely defined. 


This data field has already been defined. 


The marker has a'iready been given away. 


E.g. a device driver does not have required version 

number. 


Subroutine call without return instruction. 


The highest line number 65534 has been exceeded. 


Branch instruction to a non-existent program line. 


The NEXT instruction is missing in matching the FOR 

NEXT loop. 


Incorrect combination of () 


The entry does not correspond to an existi ng 

instruction. 


Permissibfe memory area violated. 


. Field variable used has not been previously 
dimensioned. 


Permissible numerical range of controller has been 

exceeded. e.g. when converting into an integer. 


Field index outside the permissible range limits. 


Illegal mathematical operation 


Return from a subroutine not called by GOSUB. 


Faulty instruction; brackets, letters or characters are 

wrong. 


Illegal RENUMBER or CHAIN statement. 


Wrong type of variable used. 


Undefined variable within an instruction. 




ERROR 39: "out ofdata " 

ERROR 40: "parameter too larlLe" 

ERROR 41: "line too long" 

ERROR 42: "illegal quantity" 

ERROR 43: "can't continue" 

ERROR 44: "parameter out ofrange" 

ERROR 45: "CHAIN line erase" 

ERROR 46: "Pascal not loaded" 

ERROR 47: "undefined Function" 

ERROR 48: "no IF-struc., [ELSE] 
ENDIF match" 

ERROR 49: file already open" 

ERROR 50: "file not open" 

ERROR 51: "DOS close error" 

ERROR 52: "DOS open error" 

ERROR 53,. "DOS write error" 

ERROR 54: "no valid file number" 

ERROR 55: "file not open ofoutput" 

ERROR 56: "file not open for input" 

ERROR 57: "file name error" 

376.1452.00 

An attempt has been made to read in more data 
than are present. 

Parameter outside the permissible range. 


The permissible number of 80 characters within a 

line has been exceeded. 


The permissible range of the operation has been 

exceeded. 


Prograr:s cannot be continued with "CONT" . 

.. 

The permissible parameter range has been violated. 


The CHAIN line has been overwritten by the 

program to be loaded. 


PASCAL cannot be loaded. 


Function call (FN) without previous OEF FN. 


The structure is not complete 


An attempt has been made to open a file which is 

already open. 


An attempt has been made to use an unopened file. 


Error when closing a file. 


Error when opening a file, e.g. because it does not 

exist on this subdirectory. 


Error when recording on floppy disk. 


The reference number of the file is not within the 

permissible range. 


The file has not been opened as an output file. 


The file has not been opened as an input file. 


The permissible length of the file name with 8 

letters before the point and 3 letters after it has 
been exceeded . 

3.3 E-2 


http:376.1452.00


ERROR 58: "DAC output olJerflow" 


ERROR 59: "ADC input olJerflow" 


ERROR 60: "WHILE without WEND" 


ERROR 61: "WEND without WHILE" 


ERROR 62: "REPEAT without UNTIL" 


ERROR 63: "UNTIL withoulREPEA'r' 


ERROR 64: "DOS write protected disk" 


ERROR 65: "DOS: unknown unit" 


ERROR 66: "DOS: drilJe not ready" 


ERROR 67: "DOS: unknown command" 


ERROR 68: "DOS: data error" 


ERROR 69: "DOS: bad requests s. length" 


ERROR 70: "DOS: seek error" 


ERROR 71: , "DOS: unknown media type· 


ERROR 72: "DOS: sector not found" 


ERROR 73: "DO$: printer out ofpaper" . 


ERROR 74: "DOS: write fault" 


ERROR 75: "DOS: read fault" 


ERROR 76: "DOS: geMral failure" 


ERROR 77: "protected file loaded" 


ERROR 78: "too many GoTOIGOS UBs" 


ERROR 79: "too many open files" 


ERROR 80: "function not allowed here" 


*) Error messages of the operating system. 

Refers to the ANG interlace 

Refers to the ANG interlace 

Structure not complete 

Structure not complete 

Structure not complete 

Structure not complete 

Floppy disk is write protected 

*) 

No floppy disk inserted in drive 

*) 

*) 

*) 

*) 

wrong floppy disk format 

Defective floppy disk or Winc~ester 

Printer out of paper, not switched on or not 
selected. 

*) 

*) 

*) 

the loaded program is not to be listed and cannot 
be changed 

too much branching (memory overflow) 

Opening of further files or interlaces not possible 

variable name must not begin with FN (function 
call!) 

., II 



4 Applications 

4.1 Program Transfer PUC -+ PCA 

BASIC programs written on the PUC may be used on the PCA provided certain program modifications 
are carried out. This is because the BASIC syntax selected for the PCA has a certain uniformity in the 
make up of the instructions. 

Differentiation is made between the following groups of BASIC instructions: 

• Identical instructions 

These BASIC instructions, e.g. the main part of the internationally accepted ANSI BASIC, can be run 
without modification on the PCA. 

• Similar instructions 

This group of instructions either has the same function as in the PUC, but with a different syntax, or 
the function of a command with unchanged syntax has been slightly modified as a result of 
development and new standards. 

• Fundamentally different instructions 

Parts of the program which contain instructions dependent on the hardware or the operating system 
must be rewritten for the PCA. 

• New instructions on the PCA 

They do not affect the program transfer but may increase the execution speed . 



4.1.1 Similar Instructions 

Those instructions of the PL'': and PCA which are similar can easily be replaced by the new syntax on 

the PUC usi ng the replace "i :ruction (REP) . 


The following instructions ::3:1 be converted : 


PUC PCA 

Printer 

V24 

OPEN 1,230 

OPEN1,232 

OPENOll, " LPT1 : " 

OPENO#I,"COM1 :" 

OPEN I #1:COM' : " 

Floppy Disk Drive OPEN 1.1 ,0 "Name" 

OPEN1 ,I , ' "Name" 

OPEN I I' :Name" 

OPEN 0 #1 ,"Name" 

Graphics Kurzform 

G.DOT,X,V (G .D) 

G.MOVE,X,V (G.M) 

G.LlNE.X,V (G.L) 

G.wIDTH,a (WID,a) 

G.lNVERT (G.I) 

G.wINDOW (G.wIN) 

G.VIEWPORT (G.V) I 

G.PAGE (G.P) I 

G.SET.OFF (G .S,O) 

G.SET.INVERS (G.S,I) 

G.SET. ON (G.S, ON) 

G.GCOPY (G .G) 

DOTX,V 

MOVE X,V 

DRAWX,V 

WIDTH a 

INVERT 

WINDOW 

VIEWPORT 

CLEAR 

SET 0 

SET -I 

SET­

COPYOUT 

lEe Bus IECDEVx 

IECOFF SRQ 

IEC SRQ GOTO m 

IEC RETSRQ 

IECTIME x 

no longer reQuired 

ON SRQ RETURN 

ON SRQ GOTO m 

RETURN 

IEC TIME x • 65 

VO GET INK,ev 

PRINT '"SO (Home) "E,IO;OH" 

'" .)" (Clear Home) "e( [2J" 

I ?"Q" (Cursor ~) "E( [IS" 
?-o· (Cursor i) "Ec[IA" 

?" r (Cursor-) "E( [1 C" 
?"I" (Cursor -) "Ec [10" 

I 
?-R­ (Revers) 

I 
1"_ . (Off Revers) 

"Ec [7m" 

"Eo [Om" 

.) Heart graphics 

4.1.2 Instructions to be Rewritten 

This group includes all the instructions for accessing the floppy disk, since the floppy disk is now 
managed by the operating system. The data are filed and selected again using a program name 
instead of via the SET instruction. Direct files accessing the sector and byte via hardware are no longer 
possible with the PCA. The labelling of graphics must also be rewritten, which are frequently 
implemented in the PUC with POKE in the video memories or with cursor movements and PRINT 
instructions. The PCA possesses the far more convenient LABEL instruction which enables point-by­
point addressing as well as 16 character sizes and 8 directions of tracing. 



Examples of instrtJctions which must be rewritten: 

OPEN#l', 200 ... 203,a 

SET 

G.TAKE (G.T.) 

G.COPY (G.C.) 

PRINT (Cursor movement) 


This group also contains machine instructions, machine progra~s and BASIC instructions such as PEEK 
and POKE which use the hardware. Machine programs and programs containing machine routines 
must therefore be rewritten on the PCA using the assembler of the operating system and matched to 
the modified hardware addresses and components. 

Machine subroutines are mainly required in the PUC for time-critical parts of the programs, e.g. 
adjustment procedures. Since the PCA has a higher computing speed as well as new BASIC 
instructions, it should be examined if the programming problem may be solved using BASIC rather 
than resorting to a subroutine in machine language. 

Examples of machine instructions which cannot be executed on the PCA: 

POKE 
PEEK 
SYS 
USR 

4.1.3 Transfer of the Program from PUC to PCA 

A program which is run on the PUC is transferred to the PCA using the following steps: 

• 	 First, all similar instructions are changed on the PUC into the PCA syntax using REP. 

• 	 All parts of the program which contain instructions, that cannot be converted are then written on 
the PUc. The program must be sufficiently free from errors so that the PCA does not detect any 
syntax errors during loading. Lines containing syntax errors are not transferred to the BASIC 
program on the PCA. 

• 	 The actual transfer takes place from a PUC, model 10 via the IEC bus. To this end, both devices 
must be connected via an IEC-bus cable. MS-DOS and BASIC as well as the program YFER.BAS 
contained in the subdirectory \USER on the system floppy disk are first loaded into the PCA. 

Following the start, the PCA waits for a name to be entered under which the transferred program 
is to be filed on the floppy disk as an ASCII file . Following input of the name, the PCA waits to be 
addressed as a listener. 

The following instruction is then entered on the PUC, model 10: 

IECTIME100: IECLIST1. 

If everything is carried out correctly, the program will then be listed on the PCA screen. 



• 	 The program is simultaneously filed on the floppy disk as an ASCII file. It can be loaded into the 
PCA as an executable BASIC program after entering NEW with 

ALOAO"NAME.ASC" 

NAME is the program name speci.fied above. If errors were present in the program, the error beep 
sounds with each error and the error message appears in the status line . It is recommendable to 
reedit on the PUC and to repeat the procedure if many errors occurred. 

• 	 rhe PCA signals READY if no errors have been detected during ALOAD. The program now 
contains no more syntax errors. This, however, does not mean that it is error-free. It is now 
possible to further test and edit the program on the PCA. 

4.1.4 Further Instructions 

The following differences are, in addition, to be found in the PCA: 

• 	 .PRINT, (PRINT comma) is not permissible 

• 	 Fields with less than 10 parameters must be dimensioned 

• 	 A field variable must not be used as index for fields. 



4.2 Matrix Module MATRIX.BAS 

The BASIC program module MATRIX. BAS is a complex software routine contained in the USER on the 
PCA system floppy and is used to 

• determine the result vector of an n-dimensional system of equations 

• calculate the inverse values of a quadratic n-dimensional matrix 

• multiply two (n*m)-dimensional and (m*1)-dimensional matrices 

• divide two (m*n)/(m*m) quadratic n-dimensional matrices 

The individual operations can be selected using the module sector X (= 1,2,3,4) where the entry point 
is always 51000. 

Example: Matrix inversion 

X=2:GOSUB 51000 

The basic software "MA"rRIX.BAS" is supplemented on the system floppy by a demo program which 
clarifies the input parameters required for each individual operation. 

It should be noted that the R&S BASIC predefines the dimensioning of each vector and field used . 

In the case of multi-dimensioning, all variables must therefore be first deleted. if necessary, using the 
instruction CLR (see e.g. line 76). 



4.2.1 Gaussian Algorithm: X =1 

This algorithm solves an n-dimensional system of equations in the form 

[Al * Xl =Bl Evaluation (1) 

for the unknown n-dimensional vector Xl. 

Input parameters: 

N1 Dimension n of the system of equations 

A1(N1,N1) Matrix [A] according to equation (1) 

A1(Nl,Nl + 1) Vector Bl according to equation (1) 

IT Numerically dependent iteration limit depending on the digit accuracy of the 


com puter used IT = SE-14 for the PCAS 

Output parameters: 

Xl (N 1) Required vector Xl according to equation (1) 
ER$ "linear dlependancy" 

Error message with linearly dependent system of equations 
ER = 1 Error flag for further evaluation 

Module-internal variables: 

K1,U1,ll,J1 

Example: 

[ -9]~ -: -~] 28 
123 -7 

Solution: 



4.2.2 Matrix Inversion: X=2 

With X=2. any quadratic n-dimensional matrix [A] can be inverted according to the relationship in 
equation (2) 

[B] = [A] 
[A] * [B] = [B] * [A] =[E] Evaluation (2) 

The input matrix [A] is not changed in the process. 

The algorithm used requires an auxiliary matrix [A 1] and the auxiliary vector X1] which must also be 
dimensioned. 

Input parameters: 

N1 Dimension n of matrix [A] according to equation (2) 
A2(N1.Nl) Matrix [A] according to equation (2) 
A1(Nl. 1.Nl. 1) Auxiliary matrix [A 1] 
Xl(Nl.1) Auxiliary vector Xl] 
IT Iteration limit (see Gaussian algorithm) 

Output parameters: 

A3(N 1.N 1) Inverted matrix [B] according to equation (2) 
ER$ Singular matrix Error message if determinant [B] = 0 
ER=2 Error flag for further evaluation 

Module-internal variables: 

K2, 11. J1. K 1. U 1 

Example: 

.2.51 .5J 
[ 2 -5 



4.2.3 Matrix Multiplication: X =3 

Using this routine, any two matrices with the dimensions (n*m) and (m*e) are multiplied together. 

The input matrices [A] and [B] are not changed in the process. 
The calculation is as follows: 

[e] =[A] * [B] Equation (3) 

If [A] is an (n*m) matrix and [B] an (m*e) matrix, the resulting matrix [e] has the dimension (n*e). 

The number of columns and lines in the matrices [A] and [B] must be identical (see error flag ER). 

Input parameters: 

Zl Number of lines in matrix [A] according to equation (3) 
51 Number of columns in matrix ,[A] according to equation (3) 
Z2 Number of lines in matrix [IB] according to equation (3) 
52 Number of columns in matrix [B] according to equation (3) 

caution 51 = Z2! 
A4(Zl,51) Matrix [A] according to equation (3) 
A3(Z2,52) Matrix [B] according to equation (3) 
IT Iteration limit (see Gaussian algorithm) 

Output parameters: 

A6(Zl,52) Resulting matrix [e] according to equation (3) 
ER$ "non fitting matrix dimensions" 

Error message if S 1 < > Z2 
ER=3 Error flag, for further evaluation 

Module-internal variables: 

11, K1, J1 

Example: 

-5 -3[~ -~] . [-: 2 
3 -5 

Solution: 

-6 -7 

-10 -25 -;~ -~ 1~]
[ 

-16 -20 -19 -2 16 



4.2.4 Matrix Division: X = 4 

The matrix division is based on the multiplication of an inverted matrix according to equation (4). 

[C] =[A]/[B] =[A]*[B] Equation (4) 

It is therefore only possible to divide a quadratic matrix [B] which has the dimension n of the number 
of columns in matrix [A]. 

The algorithm internally requires the auxiliary matrix [A1] and the auxiliary vector Xl] which must 
also be dimensioned . 

Input parameters: 

Zl Number of lines of matrix [A] 
$1 Number of columns of matrix [A] 
Nl Dimension of matrix [B] according to equation (4) 

Caution: N 1 =$ 1 (see error flag) 
A4(Z1 ,$ 1) Matrix [A] according to equation (4) 
A2(N 1 ,N 1) Matrix [B] according to equation (4) 
Al(N1 + 1,N1 + 1) Auxiliary matrix [A 1] 
X1(Nl+1) Auxiliary vector Xl] 
IT Iteration limit (see Gaussian algorithm) 

Output parameters: 

A6( 1,N 1) Resulting matrix [C] according to equation (4) 

ER$ "singular matrix" 
Error message if determinant [B] = 0 

ER= 2 Error flag for further evaluation 
ER$ .. non fitting matrix dimensions" 

Error message if $ 1< > N1 
ER= 4 Error flag for further evaluation. 

Module-internal variable: 

K2, 11, K1, J1, U 1 

Example: 

1.5 -0.5]

[0 .5 0.5 

-0.5 1.5 



4.3 Graphic Examples "GPH-PCA.BAS" or "GPH.ASC" 

The universal BASIC graphic module "GPH-PCA.BAS" is suitable for many representations of 

measured results in linear or logarithmic scales. It is particu:larly convenient and easy due to the 

plotting routine for the measured values, which saves the user the need to study the PCA graphics 

command set and the address calcu l'ation that proves rather complicated in the case of logarithmic 

representations. 


How is the subroutine "GPH-PCA.BAS" operated'? The routine 'GOSUB 2500' or 'GOSUB Graf_init' 

(= building up a graphic representation) requires the following parameters to be entered: 


XL = min. value of x-axis; 

XH = max. value of x-axis; 

YL = min. value of y-axis; 

YH = max. value of y-axis; 

SX = number of divisions of x-axis; 

SY = number of divisions of y-axis; 

LY$ = label y-axis (max. length: 8 characters) 

L$ = heading 

LX$ = label x-axis 

LG = switch linllog 


LG = 0 linear x-axisllinear y-axis 

LG = 1 logarithmic x-axis/linear y-axis 

LG = 2 linear x-axis/logarithmic y-axis 

LG =3 logarithmic x-axis/logarithmic y-axis 


Example 1: 

10 LG a l 
20 XL-I0:XH-IE6 
30 YL=10:YH z I20 
40 LYS--dB­
50 L$=-Attenuation/dB" 
60 LX$="Frequency/Hz" 
65 GOSUB Graf_init 
66 END 
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The above mode of representation may be extended as follows: 

FM = marker frequency 
TL = number of tolerance curves 

If TL>O the number of reference values TS (TL) per tolerance curve and the XJY values per reference 
value must be indicated for each of these tolerance curves. 

F{TL. TS (TL)) x-value 
W {TL. TS (TL)) y-value 

The variables TS (TL). G {TL, TS (TL)) and W (TL, TS (TL)) have to be dimensioned before the program is 
started. 

Example 2: 

10 DIM TS(2).F(2.4) . W(2.4) 
20 XL=10:XH=lE5 : FM'5000 
30 XL=0:YH:1Z0 
40 LYS""dB" 
50 LS c"Tolerance Curves+Marker" 
60 LXS="Frequency/Hz" 
65 TL=2:TS(1)=4 : TS(2)=3+­
70 F(1.1)210:W(1.1)=10 : F(1.2)=100:W(1.2)=30 
75 F(1.3)=1000:W(1.3)=50:F(1.3)=10000 :W(1.4)=70 
80 F(Z.1)=10:W(2.1)=30:F(2.2)=100:W(2 . 2)=65:F(2,3)=1000:W(2,3)·65 
90 GOSUB Graf_;n;t 
95 END 
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6. Z83t8 

The subroutine 'GOSUB 25085' or GOSUB Graf_exe' graphically presents the pair of measured values 
(XW, YW) on the screen. It may be presented linearly (LG =0), logarithmically (LG = 1; x log/y lin; LG 
=2: x lin/y<log) and double logarithmically. 

If more than one measured curve is to be included in a graphic representation the variable GO will 
have to be set to '0' (GO =0) before each output of a new curve. Thus, the graphic cursor is brought 
back to the origin. 

Example 3: 

100 PI"4-ATN(1) 
110 LG"O: TLaO 
lZ0 LY$s"Volt":L$ .. "Settling characteristic":LX$c"Time/sec." 
130 XLsO:XH:Z-PI 
140 YL:-1:YH=1 
150 GOSUB Graf_init 
160 SF "'3: GD:O­
170 FOR XW"XL TO XH STEP XH/l00 
180 YW-EXP(-XW/Z):GOSUB Graf_exe 
185 NEXT 
190 SF .. Z :GD=O­
ZOO FOW XW=XL TO XH STEP XH/l00 
Z10 YW--EXP(-XW/Z):GOSUB Graf_exe 
ZZO NEXT 
Z30 SF"'O :GD=O­
Z40 FOR XW-XL TO XH STEP XH/ZOO 
Z50 VWaSIN(Z-PI-XW)-EXP(-XW/Z):GOSUB Graf_exe 
Z60 NEXT 
Z70 END 

'. 

,~ "" 
.' . ,,:,. > 
• ~ .a , ...... ./ .. 

" 
" 



For some applications, it is desirable to also indicate the definite numeric value of the measured value 
in the graphics. . 

By means of determining the GPH-PCA variables Py = m, each m-value of y is shown in the graphics. 

Example 4: 

100 LG-O: SF-O: PY E 3 
110 XL 2 0: XHEZO:YL=O: YH-400 
lZ0 LY$="X·Z": LX$="X": L$="Parabel with V-values": GOSUB Graf_init 
130 FOR XW=XL TO XH: YW=XW·Z: GOSUB Graf_e~e NEXT 
140 END 
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If problems in measuring arise (mostly in the frequency domain) which necessitate a logarithmic 
representation, a variable step width will often be required. 

By determining the GPH-PCA variables SO = n, the step width SW of the x-axis is automatically 
calculated in such a manner that n measurements per decade result. 



Example 5: 

10 LG"1:S0=10­
ZO XL,.10:XH=1E6 
30 YL"0:YH=100 
40 LYS=~dB" 

50 LS="Frequency Response" 
60 LXSs"Frequenz/Hz" 
70 GOSUB GraLinit 
80 XW=XL:YWsOGO"O:SF.,Z 
85 XW·YW+Z:GOSUB Graf_exe 
88 XW.XW+SW:IF(XW-XH)<OTHEN85 
90 END 
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The representation of the measured curve may finally also be modified by special functions SF = 0 to 
9. SF = 0 is the normal form of representation. 

If SF >0. the measured values are vertically extended by lines in direction ofthe x-axis. The effect of SF 

is shown in the following figure. 


See also examples 3 and 5. 




Example 6: 

1 PI,,4·ATN(1) 
10 LG"O:SF"7+­
ZO XL=PI:XH=3·PI 
30 YLz-l:YH-+l 
40 LY$="dB" 
50 L$="Special Functions SF" 
60 LX$="Time/msec . " 
70 GOSUB Graf_init 
75 FOR XW=XL to XH STEP XH/300 
76 GOSUB 1000:GOSUB Graf_exe 
78 NEXT 
85 END 
1000 YW"Z·SIN(Z·PI·XW·EXP(-XW/Z»-.9+XW 
1010 XW=XW+.008 
10Z0 RETURN 
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Color Representations on GPH-PCA 

Representations in color are possible by setting the GPH-PCA variables CO = 1 and the corresponding 
hardware (PCA2I12 including option -83 and PMC). 

If CO = 1, the following color combinations are used: 

color of coordinate system: white 
color of label: blue 
color of tolerance curves: green 
color of marker frequency: red 
color of measured curve: yellow 



If other color combinations are needed, a broad range of colors may be obtained by setting the 
following variables: 

CA = color pen for coordinate system 
eL = color pen for label 
CT = color pen for tolerance curves 
eM: = color pen for marker frequency 
ee: =color pen for measured curve 

The definition of the color pens is effected by means of the COLOR-command. Of course, also the 
default color table may be used. 

If for instance several measured curves are to be included into a diagram in different colors, it will be 
necessary to modify the variable ce before each measured curve (GO = 01) is drawn. 

Output of Graphics on Plotter or Printer 

The GRAPHIC instruction of the BASIC Interpreter is a convenient means for activating the plotter as 
the medium for output. 

Example: 

10 GRAPHIC "GRAPH", "DOp· 

The following graphic instructions are executed both on the screen and on the Plotter DOP. 

The graphic module offers a convenient routine for outputting the produced graphics on PUD2/3. 
The following call is required: 

GOSUB 25146 or GOSUB Hardcopy 

By means of setting the GPH-PCA variables SP either an immediate output may be selected or an 
additional inquiry (printer output yes/no) may be faded in via a menu. 

The variable SP is to be defined as follows: 

SP = 1 hardcopy without inquiry 
SP< > 1 hardcopy with previous inquiry 

Note: 

The above output routines are used by the command "ON ERROR" for detecting a wrongly 
connected printer. Other user specific ·ON ERROR" routines need to be reactivated following the 
selection of this routine. 

If a hardcopy with previous inquiry is selected the PCA softkeys will be assigned their meanings by the 
graphic module. Following the exit from the routine the standard softkey assignments of the BASIC 
interpreter are set. 



4.4 	 BASIC Compatibility of PSAIPAT Controllers 

in Comparison with PCA Controllers 


Most of the tested BASIC programs run on the PSAIPAT without modifications. There are no 
compatibilit~, problems as far as the IEC bus is concerned and as far as graphics is concerned only the 
ZOOM instruction entails a few problems, such as output of the display on the screen. These problems 
~re caused by the different graphics hardware and can be avoided by considering the following 
Items: 

1) 	 On the PSAIPAT screen which is compatible to industrial standard either (high resolution) 
graphics or alphanumeric characters can be displayed, · but not simultaneously and not 
superimposed which is possible on the PCA. Deleting the graphics causes deletion of the text and 
vice versa. 

2) 	 30 lines can be output on the screen only in VGA mode (SCREEN 17 or 18). In all other modes 
(CGA, EGA and HERCULES) only 25 lines can be displayed. 

3) 	 The gra phics memory can store only 1 page (VGA, CGA) or 2 pages (EGA, H ERCU LES mode) in 
contrast to the PCA, which stores up to 3 '/3 pages. These pages cannot be continuously scrolled 
or zoomed . 

For compensating these differences note the following: 

Re 1: 

After loading BASIC and upon RUN the device is in graphics mode; depending on the graphics 
adapter and the monitor connected the VGA, EGA HERCULUS or CGA mode is selected black/white or 
colored . The new SCREEN instruction allows for switching to another mode. 
Caution : for the HERCULES mode the support routines must be resident. They are loaded using the 

.	MS-DOS command HERCSUP.COM. A few graphics multifunction boards must first be initialized for 
this mode by the HERCMOD command). 

The Escape sequence • EcO· or the SCREEN 3 instruction may be used for switching to the 
alphanumeric mode, if the program consists exclusively of alphanumeric outputs. Of course 
alphanumeric characters can be output in graphics mode as well using the PRINT instruction but this 
mode is a bit slowlier than the alphanumeric mode and attributes are not allowed. 

Each graphics instruction in the program automatically switches over to the graphics mode. 

The F8 key allows for alternate switching between the alphanumeric and the graphics mode. 

Restrictions: If the bottom of the screen is reached by the alphanumeric output, the graphics is 
scrolled. Graphics labellings with PRINT (instead of LABEL) do not correspond to the drawing, since 
the graphics coordinate system holds only 21 lines instead of 25 (except for VGA mode). 

In all modes the graphics are displayed in the same size, since the VIEWPORT instruction always 
assumes a virtual monitor of 640 x 480 pixels like PCA but the resolution is lower than that of the 
PCA except for VGA mod e 17, 18. 
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Re2: 

For the alphanumeric display of 25 lines (30 lines are only available in VGA mode which is compatible 
to the PCA 30-line mode!) the bottom line (line 25) is used as status and error line, allowing the user 
to write to 24 lines. If the status or softkey lines are labelled by the Escape sequences, 4 lines are 
reserved (instead of 5 in case of PCA);thus, 21 lines are still available (instead of 25 on the PCA). 

Absolute positioning of the cursor below the defined range sets the cursor to the bottom line (line 20 
to 23), a following LF scrolls the screen. 

Re3: 

In the EGA and HERCULES modes two pages can be stored. Only in these modes background drawing 
is allowed. As soon as the y-coordinate is outside the visible range the second screen page is written 
to. MOVE and ZOOM select the visible page. A switch-over is initiated by y-coordinates above or 
below the visible screen. Continuous scrolling is not possible. 
The INVERT instruction (invert b/w monitor) is not implemented at present. 

The status and softkey lines are labelled according to the following table : 

PSAIPAT-controller PCA and PSA 
Screen lines CGA, EGA, only VGA graphics 

HERC.mode I mode 

fir~ 0 
I 1 
I 

I 
I 2S 01 
I 

~ 
I 21 01.03 

22 02.04. Saftk. 
26 02.0 
27 03 

last 23 OS 28 04. saftk . 

I 24 0 29 OS 

The ESC sequences 

[a switch-over to 25 lines 
[b switch-over to 30 lines 

are only relevant for the VGA mode. In the other modes switching over to 21 lines is effected by 
pressing a and to 25 lines by pressing b (the space reserved for softkeys and status information is 
available again) . 



The following attributes are only available in alphanumeric mode: 

restricitons
Sequenz Function 

remark 

181m displa'i page 1 not In HERC.mode 

182m display page 2 not In HERC.mode 

write page 1 183m not in HERC.mode 

[84m write page 2 not in HERC.mode 

10m reset attri butes ­

[1m increased intensity 

[2m normal intensity reduced intensity 

underline not in HERC.mode 14m 

[5m slow blinking normal blinking 

fast blink ing normal blinking16m 

[7m reverse display 

[9m switcn on block grapnia; -
blue191m lowest 

Intensity
[92m green 

intenSity degrees I cobalt blue 193m 
correspond to colorsI 

red194m (also in grapnia;I 
mode!) but not inI violet195m 
HERCULES modeI 

[96m yellow~ 

wnite197m nignest 
intensity[98m wnite 

IBM cnaracter set cancelledI:m 

[; m PCA cnaracter set cancelled 

cancelled[>m double cnaracter widtn 

The following sequences have been added: 

U switches over from graphics mode to alphanumeric mode 
[1i leaves the PCA compatibility mode (keypad codes) 
[2j switches over from alphanumeric mode to graphics mode 

The fo llowing BASIC routine checks whether the PSAIPAT hardware is running and if running sets the 
IBMFLAG to 1. 

100 SEGMENT 79 
110 IF PEEK(O) + PEEK(1)-146 THEN IBMFLAG-l 
(120 SEGMENT DEF) 
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Definitions of Terms Used 

Character 

n , m 

k% 

vn 

v"h 

vS 

a , b , c , x , y 

sS 

a/ sS 

ki t 

() ; . # 
<> S" % 


II 


II 

Instructions 

Graphics 
statements 

IEC 
statements 

Commands 

Functions 

Synonyms 

Default values 

Meaning 

Line numbers (1 to 65.534) 

String of characters 

One-digit constant 

Numeric constant 

Integer constant (-32.768 to 65.535) 

Numeric variable 

Integer variable 

String variable 

One of the variables vn, v%, vS 

Constant, variable or numeric expression 

String express ion 
(string constant, variable or function) 

Numeric expression a or s1ring expression sS 

Numeric constant k or string constant t 


Characters belonging to the syntax 

which must therefore be wrinen 


8rackets which enclose a pan of the statement. 

These are extensions to an instruction which are possible 

but not absolutely necessary. 


Specified extensions may be repeated in the statement . 

Components of the program; are located im ­
mediately after a line number or a colon. If 
the instruction is written without a line num ­
ber, it is executed immediately like command 
(direct mode). 

PRINT 
GOTO 

Concern single dot graph ics. 

Concern the IEC-625 bus. 

Cannot be components of a program since 
they generally handle programs. Their exe­
cution is always immediate. 

ALOAD 
NEW 

Always possess an argument. 

Functions with a subsequent S character al ­ CHR S(lO) 
ways produce a character str ing as the result . MID S(A S) 
(string function). 

Functions without a subsequent S character SIN(A) 
produce a numeric value as the result (nume­
ric function). 

Notat ions of an instruction which are accepted IECATN 
as being compatible but are automatically con ­ IECAIT 
verted internally by the controller into the PCA 
syntax . 

Parameters which the PCA uses if no para ­
meters are specified in the statement. 



Uppercase 
letters 

Lowercase 
leners 

Variable 
name 

Labels 

Mark keywords which must be entered in this 
sequence. The input may be both in upper ­
case and lower -case notation. 

Dummy values for characters or character se­
quences freely selectable by the user. (The 
first lener of the examples is wrinen in accor­
dance with German notation). 

Any sequence of leners and digits as well as 
underline characters used as a means of dif­
ferentiation . The first character must be a let ­
ter. Both upper-case and lower -case leners 
can be entered; BASIC always convens the 
first lener to upper case and the subsequent 
to lower case. 

Jump targets of the GOTOI GOSUB instruc­
tions, the name establishing the reference. 
Labels are located after the line number and 
end with ": ". The definition of the variable 
name given above also applies to labels. 100 Subroutin _no 1 : 

CLR 

CONT 

END 

ERASE vo[ , v,) .Numerical functions and operators 

> greater than 

< less than 

> equal to or greater th an 

< equal to or less than 

< > not equal to 

equal to 

AND 

OR l."'~" 
NOT ",",""00' 
XOR 

SGN (a) Sign 

INT (a) Integer 

ABS (a) Absolute value 

SOR (a) Square root 

SIN (al 

COS (a) ITAN (a ) A","'" '""";""' 
ATN (a) 

LOG (a) Logarithm to base e 

EXP (a) Exponent to base e 

a t b Power function 

RND (a) Random fu nction 

ERM (a) Error poll 

ERL (a) Poll of error line 

FRE (a ) Poll of freely available storage space 

DEF FN Functions definable by the user 
FN 

Data 

DATA k,[.k, ] . 


DIM v (a , [ , a, ] ... I 


INKEY vS 


INPUT! " t"; ]v, Lvn]. 


INPUT S(n , l#a)) 


READ v, Lvn] . 


RESTORE [m] 


A 1, A 2 

Sening up a data sequence 

Field dimenSioning 

Keyboard poll 

Keyboard input 

String input with number of characters 

Reading in data characters 

Reset data pointer 

Long_name Program execution 

BREAK OFF 

BREAK or EXIT 

BYE 

HOLD a 

REM 

RUN In) 
Relat ional operators SHELL Is S] 

STOP 

TRACE 

TRACE OFF 

TRACE al s S[ ,a / s S] .. 

Disable Break key 

Enable Break key 

Switch to the operating system 

Set basic status of BASIC 

Program continuation 

Program end 

Clear variables 

Waiting time in ms 

Remark 

Program stan 

Call-up of MS-DOS commands 

Program stop 

Output of line number of running program 

Switch oH TRACE mode 

Program execution in steps with output 

Pseudo variables 

DATE S 

DATUM S 

PI 

TIME 

TIME S 

Read out date 

Read out date (German) 

Circle constant 

Measure or calculate time 

Read out time 



Jumps and loops 

IF THEN 
ELSE tStructure element (over several lines) 
ENDIF 

FOR vn = a TO blSTEPc} Loops 
NEXT Ivn] 


GOSUB n 


ON a GOSUB n [, mj . 


GOTO n 


ON a GOTO n[, mI . 


IF a THEN ... ELSE 


ON ERROR GOTO n 

ON ERROR GOSUB n 


ON COMa GOTO n 

ON COMa GOSUB n 


ON KEY GOTO n 

ON KEY GOSUB n 


ON SRO GOTO n 

ON SRO GOSUB n 


ON TIME GOTO n 

ON nME GOSUB n 


ON TIL v GOTO n 

ON TIL v GOSUB n 


RETURN la) 


REPEAT 

UNTIL a 


WHILE a 

WEND 


Jump into subroutine 


Jump depending on a 


Unconditional jump 


Jump depending on a 


Comparison 


~ Enable jump or subroutine call 
\ in case of error 

I Enable jump or subroutine call upon end-of-file 
\ character in interface 

~ Enable jump or subroutine call 
\ upon keystroke 

~ Enable jump or subroutine call 
\ upon Service Request 

~ Enable jump or subroutine call 
\ at a gIven tIme 

~ Enable jump upon TIL interrupt 

Return from subroutine 

~ Loop structure (over several lines) 
\ condition at the end 

~ Loop structure (over several lines) 
\ condition at the beginning 

Character string processing 

Edit instructions 

AUTO InJ.[t.nl Automatic line numbering 

DELETE n-m Delete lines 

DIR ItI Output directory 

FRE(O) ~ Available memory space
FRE(1) 

HELPlargl Select and display suppon information texts 

IEC [kl UST ON a Program output on IEC bus 

OFF Termination of program output on IEC bus 

LIST [nil-1m} I Program output on screen 

NEW Delele program 

PUST InJ[- [mIl Program output via printer interface 

PRINT FRE (0) Available data storage space 

PRINT FRE (I ) Available program storage space 

RENUMBER 
Im,J[ - [m, llI, n ( ,An[) Renumbering of lines 

SEARCH [n -m) , t Search text lines 

SOFTKEY Restore softkey labelling 

Machine instructions 

CALL a [, vn,j .. Machine program call 

CALL # a[,vn ,[ . Call machine routine 

INP (a) Read via 110 addresses 

LOAD # a , s S Load machine routines 

OUT a , b Output via 110 addresses 

PASCAL a[, vn,j .. Call Pascal routines 

PEEK(a) Read memory location 

POKE a, b Write into memory location 

SEGMENT al DEF Fix a segment 

VARPTR (v) Read in a var iable pointer 

ASC(s S) 


BIN(sS) 


BIN S(a) 


CHR S(a) 


HEX(s S) 


HEX S(a) 


LEFTS(s S, a) 


LEN (s S) 


MID S(s S, a , b) 


RIGHT S(s S, a) 


STR S(a) 


VAL(sS) 


+ 

Conversion of ASCII character into numeric value 

Conversion of binary numbers 

and decimal numbers 

Conversion of numer ic value into ASCII character 

Conversion of hexadecimal 

and decimal numbers 

Separate first characters from string 

Length of a string 

Remove middle characters from string 

Separate last characters from string 

Conversion of numeric variable into string 

Conversion of string into numeric variable 

Linking of character strings 
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AAEA ' ,y 

CLEAA 

COLOA f, r, g, b 

COPY OUT [al 

DOT ' ,y 

DRAW. ,y 

GLOAD "sS " 

GRAPHICs S [.s Sj 

GSAVE "s S" 

INVEAT 

LABEL sS I. af. b[ , cl JJ 
MOVE ' ,y 

POLYLINE a,v%lb) 

AMOVE ' ,y 

ADAAW x ,y 

SET a f. bl [ , cl 

Analog I/O Interface 

Graphics instructions A/D Converter 
ADC a BLOCKIN "A, 
counter, channels, 
sample_rate 
f.Trriggerl ", v%lb) 

ADC a BLOCKIN "A. 
counter, channel, 
sample_rate 
[Striggerj" ,v%lb) 

ADC a IN " A ,channel ",v 

ADC a IN " 0 ",v 

ADCaOUT " D ",v 

Draw fi lled in rectangle 

Clear graphics display 

Color assignment 

Output graphics to printer 

Draw dot 

Draw line 

Load graphics display from file 

Select graphics interface 

Store graph ics display on file 

Invert graphics display 

Labelling of graphics 

Position cursor 

Draw polyline 

Position cursor relative 

Draw line relative 

Display mode for lines and dots 

VlEWPOAT x 1, x2, y 1, y2 Fixing display area of screen 

WIDTH a Draw broken lines 

WINDOW.1 ,x2 ,y1 , y2 Fixing coordinate range 

ZOOM a Enlargement and selection of display area 

Input/output via floppy disk, hard disk 

ANGa BLOCKIN 
"counter!. samplratel",) v %lb) 

ANGa BLOCKOUT 
"counter, repetilions, J outpuLrate ", v % Ib) 

ANGa IN " U, m, b, g ", v 

ANGa IN " I, m, b, g", v 
ANGa IN " A, b, g ", v 

ANGa IN "CALx ", A 

ANGa OUT " 0 ", A 

and interface 

ALOAD "r ' 

ASAVE"r' 

CHAIN s S, m 

CLOSE # [aJ[ , al . 

FOAM [m-nl 

INPUT Slc[ , # ail 

INPUT # a, v, [ , v, l . 

LOAD s 5 1. AI 

OPENI # a , s 5 

OPENO # a , s S 

OPENI # a , "CON:" 

OPENI #a , "COMb 
B , P, A , S,T, E, C, H" 

OPENO # a ,"LPn" 

PLAY s Sr, a] 

PAINT # a, a/ sS 

PAINT list[;1 or [ ,I 

PAINT USINGs S, list 

SAVEs S 

TAB la) 

Measure block with channel number 
and sampling rate; 
starr measurement with digital trigger 

Measure block with adjustable sampling 
rate; stan measurement with 
analog trigger 

Measure a channel value 

Aead in the four digital input lines 

Output to the four digital output lines 

Measure block with seleClable sample rate 

Output block of values to 0 / A convener 
with selectable output rate 

Measure voltage w ith analog interface 

Measure current with analog interface 

Measure resistance with analog interface 

Correct oHset of voltage resistance measuring 
path of analog interface option 

Output analog value wit h dig ital / analog convener 
of analog interface option 

Load program stored in ASCII code 

Save program in ASCII code 

Aeload program sections 

Close file 

Set page format of printer 

Aead in string via keyboard or interface 

Load file 

Load program 

Open input fi le 

Open output file 

Inpu!loutput on console 

Input / output on V24/ AS 232 

Output on printer 

Signal tone with pitch and duration in s $ 
and repetition rate a 

Store data 

Character output on screen 

Formaned output on screen 

Store program 

Distance from left edge of screen 

Relay Interface 
AELnOUT " A ", Switch one or several relays according 
bitpallern to variable bit panern 
AEL nOUTAelNumber S, Set relay AelNumber S to switched state 
state In : interface number 1 to 4) 

TTL-I/O-Interface 

Universal Control Interface 

TIL a IN 
"port 1 [pan 21 ", V1 

TIL a OUT 
"port 1 [parr 2]", b 

TIL a IN " F", b 

TIL a OUT 'F', b 

TIL a IN " HSK", V1 

TIL a OUT "HSK", 0 

TIL a OUT "HSK", 1 

TIL a OUT " INT" 

TIL a IN "INT", V1 

TIL a IN "port bit ", V1 

TIL a OUT "par! bit ", b 

TIL a OUT " 2.5 V" 

UClalN 
"parr 1 [port 2]", V I 

UCla OUT 
'·pOri 1 [port 21 ",V 1 

UCI a OUT " INT" 
UCI a IN " INT",V 1 

UCI a IN "port bit ", VI 

UCI a OUT "port bit ",V 1 
UCI a OUT " 2.5V " 

Aeading-in via pons A to E 

Output via porrs A to E 

Aeading -in via pan F 

Output via port F 

Checking the handshake status 

Initialize input for handshake 

Initialize output for handshake 

Interrupt with TIL I/ O interface 

Detection of interrupt line 

Aeading -in of single bits via pons A to E 

Output of single bits via pons A to E 

Sen ing the internal voltage source 

Poll POri groups A to E 

Set POri groups A to E 

In terrupt with TIL I/O interface 

Determine line causing interrupt 
Aead in single bits 

Set single bits for pori groups A to E 
Set internal voltage source 



lEe-bus instructions Error messages 
Universal instructions 

IEC ATN 

IEC NATN 

IEC DCL 

IEC EOI 

IEC NEOI 

IEC IFC 

IEC LLO 

IEC PPD 

IEC PPE k, k, 

IEC PPL v% 

IEC PPU 

IEC RLC 

IEC ROS 

IEC REN 

IEC NREN 

IEC SPD 

IEC SPE 

IEC TERM a 

IEC TIME a 

IEC T1 

IEC UNL 

ON SRO GOSUB m 
ON SRO GOTO n 

ON SRO RETURN 

ATN line active 

ATN line passive 

Device clear 

Output terminator with EOI 

Output terminator without EOI 

Transmit IFC 

Local Lockout 

Parallel poll disable 

Parallel poll enable 
Parallel poll 

Parallel poll unconfigure 

Release control 

Send service request 

REN line active 

REN line passive 

Seria I poll disable 

Serial poll enable 

Define input terminator 

Set time-out monitor 

Set time Tl 

Unaddress the devices as listeners 

(Jump on SRO 

Inhibit jump upon SRO 

Addressed instructions 

IEC ADR a 

IEC GET 

IEC GTL 

IEC IN a" I; a,L vS 

IEC SIN vS 

IEC %IN v% 

IEC LAD a 

IEC LIST ON 

IEC LIST OFF 

IEC MTA (lECUNT) 

IEC OUTa,l ; a,],s SI;] 

IEC SOUT sS 

IEC %OUT a% 

IEC PCON b, k,; k, 

IEC PPC 

IEC SAD a 

IEC SDC 

IEC SPL b,l; b, ] ov% 

IEC TAD a 

IEC TCT 

IEC UNL 

IEC WMLA 

IEC WMTA 

IEC WTC 

Assig n address 

Group execule trigger 

Go to local 

Read in data 

Enler characler string wilhout address 

Enter character wilhoul address 

Transmit listener address 

Switch on parallel oulpul on IEC bus 

Swilch off parallel output on IEC bus 

Transmit unlalk 

Transmil characler SIring 

OUlput characler string wilhout address 

Outpul individual character 

Parallel poll configure 

Parallel poll configure 

Transmil secondary address 

Selected device clear 

Serial poll 

Transmit talker address 

Take COnlrol 

Transmit unlislen 

Wail for listener address 

Wail for lalker address 

Wail for takeover of control 

Error message: Type of fault: 

ERROR 1: "hardware not installed" Interface addressed by the software 
is nol fitted. 

ERROR 2: " COM: DSR nol active " External V 24 device is nol ready 

ERROR 3: "COM: timeout"' 

ERROR 4 : "COM : overrun 

ERROR 5 "COM: parity 

ERROR 6: "COM framing " 

ERROR 7: "device not open " 

ERROR B 

"device driver nOI inslalled" 


or nol connected 10 the PCA. 

Timeout for handshake ()( data reception 
on V 24 interface. 

Inpul buffer of the V 24 interface 
contains more than 512 characlers. 

Error in tesl bil in data read by V 24 
interface. 

SlOp bit has nOI been received with dala 
inpul to V 24 interface. 

An anempt has been made 10 read from 
or write to an interface which has nol been 
opened wilh OPEN. 

Device driver of the opera ling system 
accessed by the incorrectly terminaled 
instruclion has nol been loaded in 
CONFIG. SYS. 

ERROR 9 : " subrouline nOlloaded" A subrouline number has been outpul with 

ERROR 10' " IEC-bus limeout" 


ERROR 11: 

"IEC-bus handshake error" 


ERROR 12 : 

"not an IEC -bus lalker / listener" 


ERROR 13 

"nol an IEC-bus controller" 


ERROR 14: 

" I/ O-conuol param. oul of range " 


ERROR 15 : "I / O-conuol sYnlax" 


ERROR 16: 

"device: general failure" 


ERROR 17 ' "device : time oul " 


ERROR 18: "too deeply nested " 


ERROR 19: "FOR wilhout TO" 


CALL # which has not yel been loaded. 

IEC-bus waiting time exceeded. 

Error in IEC -bus handshake on NDAC 
and NRFD 

BASIC is not in Ihe IEC-bus lalker/lislener 
SlalUS 

BASIC is nOI in Ihe IEC-bus controller stalUs 
and musl therefore nOI execute Ihe 
Instruction 

SIring conlains out-of-range values 

Suing for setting Ihe input/output inlerface 
is faulty. 

Inler/ace for inpul / oulpUI signals 
a failure. 

Input / oulput via Ihe interface is nol 
possible wilhin Ihe given period of lime. 

Maximum permissible number of 
subroutine levels has been exceeded. 

FOR NEXT loop is nol completely defined. 

ERROR 20: "redimensioned array" This data field has already been defined. 

ERROR 21 : "duplicale label" Label has been used twice 



ERROR 22 : "incompatible version" e. g. is not compatible with this BASIC 
version 

ERROR 23 : Subroutine call without return instruction. 
"GOSUB without RETURN " 

ERROR 24 : " line number > 65534" The highest line number 65534 has been 
exceeded. 

ERROR 25 Branch instruction to a non-existent 
"undefined line or label " program line. 

ERROR 26 The NEXT instruction is missing in the 
"FOR without matching NEXT" FOR NEXT loop. 

ERROR 27: Incorrect combination of I ) 
" ) and ( out of balance" 

ERROR 28 : "undefined command" The entry does not correspond to an 
exi sting instruction. 

ERROR 29 : "out of memory" 	 Permissible memory area violated, 

ERROR 30: "undef ined var iable" 	 Variable used has not been previously 
dimensioned. 

ERROR 31 : "numer ic overflow" 	 Permissible number range of controller 
has been exceeded, e. g. when convening 
into an integer. 

ERROR 32 Field index outside the permissible range 
"subscript out of range" limits. 

ERROR 33 	 Illegal mathematicat operation. 
" illegal math. operation" 

ERROR 34 : 	 Return from a subroutine not called by 
"RETURN w,thout GOSUB" 	 GOSUB. 

ERROR 35 : "syntax error " 	 Faulty instruction; brackets. lellers or 
characters are wrong. 

ERROR 36 : " lines nested" 	 Illegal RENUMBER or CHAIN statement. 

ERROR 37 : 	 Wrong type of variable used. 
"variable type mismatch" 

ERROR 38 : "undefined operator " 	 Undefined variable within an instruction. 

ERROR 39 : "out of data" 	 An anempt has been made to read in more 
data than are present. 

ERROR 40 : "parameter toe large" 	 Parameter outside the permissible range. 

ERROR 41 : " line toe long " 	 The permissible number of 80 characters 
within a line has been exceeded. 

Permissible number range of the operation 
has been exceeded. 

ERROR 42 : " 'lIegal quantity" 

ERROR 43 : "can 't continue" 	 Program cannot be continued with "CONT". 

Permiss,ble parameter range has been 

"parameter out of range" violated . 
ERROR 44 : 

ERROR 45 : "CHAIN line erase" CHAIN line has been overwrillen by 
the program to be loaded. 

ERROR 46 : "Pascal not loaded" Pascal cannot be loaded. 

ERROR 47 : "undef'd function " Function call IFN) without previous OEF FN. 

ERROR 4B : Structure is not complete. 
"no IF-struc .. [ELSE], ENOIF match " 

ERROR 49 : "file alr"ady open" 	 An a\lempt has been made to open a file 
which is already open. 

ERROR 50 : " file not open " 	 An attempt has been made to use an 
unopened file . 

ERROR 51 : '' ~OS close error " Error when closing a file. 

ERROR 52 : '' ~OS open error" Error when opening a file, e. g, because 
it does not exist on this subdirectory. 

ERROR 53 : '' ~OS write error" Error when recording on floppy disk. 

ERROR 54 : "no valid file number " 	Reference number of the file is not 
within the permissible range. 

Fi le has not been opened as an 
" file not open for output " output file. 
ERROR 55 

File has not been opened as an 
" file not open for input" input file. 

ERROR 57 : " file name error" 	 Permissible length of the filename 
with 8 lellers before the point 
and 3 lellers after it hes been exceeded. 

ERROR 56 : 

ERROR 58 : "OAC output overflow" Refers to ANG interface. 

ERROR 59 : "AOC input overflow" 	 Refers to ANG interface. 

Structure is not complete. 
"WHILE w ithout WEND" 
ERROR 60: 

Structure is not complete. 
"WEND without WHILE " 

ERROR 62 : 	 Structure is not complete. 
"REPEAT without UNTIL" 

ERROR 61 : 

Structure is not complete. 
"UNTIL without REPEAT" 
ERROR 63 : 

Floppy disk is write protected. 

"DOS : write protected disk" 

ERROR 65 : "DOS : unknown unit" .) 

ERROR 66 : "DOS : drive not ready" No floppy disk insened in the dr ive. 

ERROR 64 : 

ERROR 67 : 
"DOS: unknown command" 	 ') 

ERROR 68: "DOS : data error" 	 ') 



NUMBERS 
UPPER CASECONTROL 

SYMB OLS 

olNul •• OLE l2 SP ., a .4 I 00 p 

l-
e­ - --f- ­

• SOH Gn 17 JOCI :l3 I 4' I 8. A 8' a .­
,. I " 

~. ,SH •• loc. '" 2 • " R 

-~ -; --
3 lET ' ' 9 ' D C) l> it 6 ' c OJ S 

. ­ __L­

-:: IEOT isoc '" DC' OCL 3. S ~~~ 50 0 ... T 

~-.-

, ENa i "PC ,. NA" ppu 31 .. 

"tF 
a. E .. U 

I- ­

I, -""ACI( I " SYN ,. . ,. , 10 , 

~~ ~ - .­ ->---­

7 BEL I " ETB 39 .. 7 " G ., W 

f ­ --~ - ~-

8 BS GET ,. CAN SPE ' 0 I "" . n H sa , 
- --

• I Hr 
r er ,. i EM spa 41 ) Sf 9 7J I 39 V 

-+ - - -­
., L' 

,. I SUB " sa ,. J 90 Z 

r.r 

. ­ -­ - f- ­ .-- ­
.' 27 ES C '3 I + " " g. I 

- f- ­ ,-­ k 

1.. FF '" FS " so < 7. L " \ 

f­ - _. 
LI I CR GS ., - •• = " I .. '3 I 

-
... so 30 AS ., .2 > ,. N ~ A 

T SI 
., 1 -./ " T o 

· 3' US 47 I 
! UNL 

95 -

ADDRESSED UNIVERSAL LISTEN TALK 

COMMANDS ADDRESSES ADDRESSESCOMMANDS 
I 

lowER CAS E 

!II '" " 
9 7 · ." • .. b .10 I 

- - f ­

"" , II' . 
' 00 d ,," I 

'0 ' · "7 u 

' 02 · "ft , 
-
l(}.'] 9 

if- r-­
104 h 

-f-- ­
'05 I 11 1 V 

. -f- ­
12'2 i I' 06 I 

IOJ t Ic ~ 

' ~~f- -
II,. • 1'2" I 
H)9 m ." ) 

110 " 
., -

--­~;t111 0 

SECONDARY 
ADDRESSES 

OR COMMANDS 

ERROR 69 

"DOS : bad request s. length" 


ERROR 70: "DOS : seek error" 


ERROR 71 : 

"DOS: unknown media type" 


ERROR 72 : 

'DOS : sector not found " 


ERROR 73: 

"DOS: printer out of paper" 


ERROR 74: "DOS write fault" 


ERROR 75 "DOS: read fault " 


ERROR 76: "DOS : general failure" 


ERROR 77 : 

"protected file loaded" 


ERROR 78 : 

" too many GOTO/ GOSUBs" 


ERROR 79: 

"too many open files" 


ERROR 80 

"function not allowed here" 


') Error messages of the operating system. 

') 

') 

Wrong floppy disk format. 

Defective floppy disk or Winchester. 

Printer out of paper, not switched on 
or not selected. 

') 

') 

') 

The loaded program is not to be listed 
and cannot be changed 

Too much branching (memory overflow) 

Opening of further files or interfaces 
not possible 

Variable name must not begin with FN 
(function calli) 

ASCIl/ISO- & IEC-CODE CHART 

Inlen ace message 

ASCII character 

Decimal 




